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## CHAPTER 1: INTRODUCTION

## Protosystem

The Prototech, Inc. ProtoSYSTEM is a flexible and expandable interface between the HP 41 C calculator and various peripheral and memory devices. The modular design of the ProtosYsTEh allows the user to expand his system as his needs increase.

The ProteCODER2 is the initial device required to allow the user to add on any of the peripheral boards. The ProtoCDDERR provides the user with 4896 words (46) of user-alterable menory which is addressed as an HP FIC ROM, thus allowing the user to write programs in the calculator's assembly language ("Microcode"), as well as RPN prograns that are too large to fit in user menory. It plugs directly into any of the ports of the calculator. The user can obtain additional blocks of 4K of user-alterable memory by connecting additional ProtoCODER boands, or:

- P Plug in HP Application modules and switch them on or off from the calculator under progran control (ProtoR(M),
$\longrightarrow$ Plug in HP-format EPROM sets containing custom programs - like having your own custcm rom
made but auch less expensive (ProtoEPRGM), or
$\rightarrow$ Interface to ary 5 -volt level device such as a full-size keyboard, a light or power controller, another calculator or a computer (ProtoPARIO).

The ProtoCODER provides control, address, and data signals for all peripheral boards, It also contains a battery to maintain the contents of the internal memory. ProtoSrSTEN boards are programsed from the heyboard or under progran control by a sequence of two operations:

1) Create a Non-Normalized Number (NWN in X wich contains the appropriate programing code, then 2) Execute ABS.

The ProtoCODER2 will examine the contents of the $X$ register and wse parts of it to deternine mich ProtoSySTEM board to program and the data to be programed.

## CONNECTING THE ProtoCDDERE

The ProtoCOBER2 cable plugs directly into any of the four ports of the HP 41C. Before connecting the ProtoCODERR to the HP 41C, turn off the calculator. If you do not, you may damage the calculator or the ProtoCCODER2. Gently insert the plug with the flat surface upwards. To remove, pull the plug straight amay from the calculator.

When the ProtoCODER2 is connected to the HP 41C, it uses the battery in the calculator. To retain the contents of the internal ProtoCODER memory, wake sure that the battery is installed in the ProtoCADERE wen you remove it from the calculator.

## CONNECTING PERIPHERAL BOARDS

The ProtoCOEER2 has a 25 -pin bus connector that passes signals between the ProtoSYSTEA peripheral boards. To plug a board onto the ProtoCODER2, check that all pins are straight then live up the pins into the socket. Press down on the left side of the 25 -pin connector until some of the pins go into the lower socket. Then press the remaining pins into the socket.

## POWER SUPPLY

The ProtoCODERE contains a 3-volt battery (Duracell PX-30 or Eveready EPX-30) to maintain internal memory. To install a new battery, rewove the screw in the side of the ProtoCODER2 box and open the box. Slide the battery out froa between the clips and replace with a new one with the + upwards). To insure that you do not lose data in the internal memory, it is a good idea to have the ProtoCDDERR plugged in to the calculator as you change the battery. The battery should be replaced when it reaches 2 volts. The battery will last several wonths if the ProtoCDBER2 is attached to the calculator nost of the time.

## CHAPTER 2: ProtoCDDER2 PROGRAMMING

## DEVICE SELECTING

The Protoconere has its oun addressing systea so that several boards of the same type can be connected sisultaneously and used independently. For example, two tor more) Protof0: boards can be used at the same time by giving then different device select addresses which are set by switches on each board. Up to 16 devices (but only 4 ProtoRiNiMs) can be addressed directly using hexadecieal addresses Q-f. Each address specifies a different board. The device select information is specified in the $X$ register by the user during board programning.

## CREATING THE PROGRAMMING DATA

The user must set up data in the X register to program the Protosysiek peripheral boards. This data depends on the board to be programmed. To program any ProtoSYSTEM device, bits 55,54,3,2 of the $X$ register are always 1 and bits $5,4,1,0$ contain the device select code (bits 5,4 specify the slot for the ProtoRDM. The remaining bits contain the data required by the board to be programed.

The $x$ register and all calculator data registers consist of 56 "bits" of information. Each bit can be either 1 or 0 (on or off, set or clear). To save space when mriting this data, these 55 bits are groebsd into 14 blocks of 4 bits each, called nybbles or digits. Each nybble is represented by a hexadecimal ("hex") digit ( $0-9, A, B, C, D, E, F)$. The following table lists hex digits and their binary equivalents.

| BINRRY | HEX | BINARY | HEX | BINARY | HEX | BINARY | HEX |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 8900 | 0 | 0201 | 1 | 0910 | 2 | 0011 | 3 |
| 8100 | 4 | 0101 | 5 | 0118 | 6 | 0111 | 7 |
| 1090 | 8 | 1881 | 9 | 1910 | A | 1011 | B |
| 1100 | C | 1101 | 0 | 1110 | E | 1111 | F |

By convention the bits are numbered from 55 lleftnost or high order) to 0 (rightmost or low order). The digits or nybbles are mumbered from 13 to 0 . EXAMPE: $X$ contains of $9 F$ EA 7814 ED 35 hex (spaces are for clarity) which in tinary is: 0080010180111111110101001111011000101000110110100110101 Nybble 9 is E in hex which means that bits 39,38 and 37 are 1 (on) and bit 36 is 0 (off).

## WRITING DATA TO THE ProtoSYSTEM

To program any ProtoSYSTEN board, consult the appropriate section in this manual to determine the 14 hex nybbles for that board and enter in PLPDHA as a string of hex digits ( 0 -F). Then convert this data to binary in the $x$ register by executing CODE in the PCOBER-1A EPROM set. Various other versions of CODE are available and will also work correctly.

After CODEing this data into the $X$ register, execute ABS to write it to the correct ProtoSYSTEM board. The ProtoCODEPR monitors the ISA line of the calculator and when it sees ABS executed it picks apart the X register and uses what is needed to program the appropriate board.

This sequence can be executed from the keyboard or fras a program and requires no external EPROM to program the systen; however, the PCODER-1A is very useful in aiding programming of the ProtocIDER2.

The ProtoCODERE can also be programmed from microcode by selting up the data as above in the internal C register (bits 55 and 54 are ignored), then perforaing a GOSLB i878. 1078 is the hex address of the RTN in the ABS function, therefore each ProtoCODERP write operation requires only 3 instruction cycle times (about . 5 williseconds).

## INITIAL SETUP

As shipped, the Protoconerr contains a dumy catalog containing the functions *PROTRCDDER* and EEND. You can plug in the Protocodere and run a CAT 2 to verify that it is there.

When you change the catalog linkage table in the Protocnoere, you may need to set the page select snitches to 3 hex, since the contents of page 3 is iqnored by the HP 41 operating system (use page 2 for the HP 41 CX ). If you lose power, and the contents of the ProtoCDDER2 becomes garbage, set the page select switches to 3 (or 2) when loading a ROM image, and remenber to clear words FF4-FFA (see "XROM Word Fornat"), In setting up a ROM image, it is good practice to leave 50-188 words unused at the beginning of the ROM for catalog space to be used later as you add in additional functions. Unused words other than in the catalog linkage table and the interrupt locations need not be cleared.

## SETTING THE SELECT SWITCHES

Each Protocoder has two sets of four switches. The set nearest the 25 -pin connector specifies the device select address (0-f hex) of the board. Deternine an address that is not used by any other ProtoSYSTEM board, convert to binary, and set the switches left to right accordingly. Usually these switches will all be set to (off) since support and programaing functions in the PCDDER-1A EPROM set program the device with address 0 .

The other set of switches specifies in which page (0-f hex) the ProtoCODER will be addressed in the HP 4IC memory (See "ROMAddressing").

## PROGRAMMING THE ProtoCDDER

The first step in programming the ProtoCDIER is to have a list of code to be entered, for example the following function, CLY. Unless you are using the interrupt locations laddresses FF4FFA), they must all be set to zero. Instructions can be loaded manually or by using LODE in PCODER-1A. Instructions are normally loaded one at a time; however, you can load and save blocks of instructions by using BOOT and DUMP in PCODER-1A. This allows you to save microcode on a cassette tape or any other medius you choose.
The data word format contained in $x$ for the Protoconer is:
dd dx xx xx aa ax 55
"d"-contains the 10 bits of data plus hex coe
" $x$ "-igrored - hex $F$ is easiest to enter
"a"-address where data is to be written thex 060-FFF)
" 5 "-device select address of the Protocoloch, Bits are coded as: xx5s 11ss.
EXAMPL: You have written a routime called CLY wich clears the $Y$ register to zero, and you wish to copy it into the Protoconer. The listing is:

| ADDPESS | DATA W0RD | pnemanic |
| :---: | :---: | :---: |
| $\times 100$ | 04E | $\mathrm{C}=0 \mathrm{fLL}$ |
| k101 | OAB | RESM $=$ C 2 (Y) |
| $\times 182$ | 3E0 | RTN |

Set the device select switches to 0 then set up the $x$ register as C4 EF FF FF 10 of $0 C$ by entering "CAEFFFFF100FBC" in ALPPHA and executing CODE, "CAE" is the C=0 instruction (09E) plus hex C03; wad is the address which should contain the $\mathrm{C}=0$ instruction; the final BC is the device select address and the enable bits. Now execute ABS. This will write one word to the ProtoCODER. Repest the above with "CRBFFFFFI01FBC" then "FEaFFFFF10CFBC" to finish loading CLY. Set up the FAT (Function Address Table) - see "XRQM Hord Forat" and then try executing C.Y.

## USING THE ProtoCODER AFTER PRQGRAMMING

After programing a valid Ran image into the ProtoCODER, it will fumction without user intervention. It will appear to be an HP module to the calculator. If the ROM image is not correct then crashes or unpredictable results say occur (will occur! Murphy hides in all Protocoders). To have a correct ROM image, the FAT table at the begiming of the ROM (starting at address 688 ) must be set up correctly and the interrupts (addresses FF4-FFA) must be zero (or used very carefully).

## CHAPTER 3: Protoram INSTRUCTIONS

## Protoram purpose

The Protofor expands the number of available ports for the user to plug in HP Application Modules. Each ProtoRDM attached allows the user to plug in four additional HP modules. Each module can be suitched on to or off from amy port of the calculator under progras or keyboard control. The HP 41C can have at most four Application Modules on-line simultaneously, but the ProtoR(M) will allow the user to have core modules plugged in and switched on only when they are needed.

## PLUGGING IN HP MODLLES

To insert a wodule, turn off the calculator then place the module into one of the slots in the Protofil with the printing on the module upright and the ProtofDM printing upmards. Gently push the module in until the extended module handle is flush with the ProtofDM box. Do not force it. To remove, grasp the module handle with your fingernail or a small knife and pull straight out.

## SETTING THE SELECT SWITCHES

Each ProtoRDW has a set of four switches so that the ProtoSYSTEM can tell the boards apart when more than one is comected. The switches set the device select address (see Chapter 2). To set these switches, deternine an unused device select address (0-3 in hex) then convert to tinary and set the switches left to right according to the binary address loff for 0 , on for 11 . Older MrotoRDMs use all four switches. ProtofDMs for use with the ProtoCADERP ignore the leftzost two switches.

## PROGRAMMING THE ProtoRDM

Before prograwing the Protopial, reread Chapter 2. The format of the data word to be created in the $X$ register is (in hex):

Cp xx xx xx xx xx ms
"C" is hex C
" $p^{1 \prime}$ is the port and on/off code:
$\rho=8$ to turn module off
$p=1$ to turn module on in port 1
$\mathrm{p}=3$ to turn module on in port 2
p=5 to turn module on in port 3
$\mathrm{p}=7$ to turn module on in port 4
${ }^{*} x^{n}$ can be arything - hex F is easiest to enter
${ }^{4} w^{n}$ tells which slot of the ProtoROM to alter. Slots are numbered from 3 (nearest the $2 s$-pin connector) to 8
" 5 " is the device select address which can be C (device $=0$ ), D (for 1), E (for 2), or F (for 3).
The Protofim only accents device selects of 0-3. Older ProtoROMs need a slight modification to work with the ProtoCDDER - write to Prototech, Inc. for details.
The ProtofDil will retain its programing until it is reprogramed or until the ProtoCDEER2 battery is removed.

## CHAPTER 4: ProtoEPROM INSTRUCTIONS

## ProtoEPROM PURPDSE

The ProtoEPROF allows the user to olug in HP-format EPRON sets to the HP 41C and use them just like $H P$ aodules. EPRDA sets may contain user language programs, assembly language (microcode) routines, and/or data tables. EPRONS provide an inexpensive aeans for the user to have his programs available without using HP 41C memory, and allow the user complete control over the calculator with microcode. Each EPROM set costs approximately $\$ 13$ (4K) compared to about twice as auch for an HP wodule or custoo ROM. In addition, there is no setup charge for EPFOMs (several thousand dollars for $H P$ custom ROMs) - you just set up a file on a EPRPN burner.

## PLUGGING IN EPROMS

The ProtoEPROA will accept one standard HP -format EPROM set wich consists of 2 or 3 EPROM chips. To insert or resove EPPOAFs, push the lever on the side of each of the 3 EPPDPa sockets towards the a 5 -pin comnector. This releases the chips, and you can renove or change the chips in the sockets. Place the chips in the sockets from right to left: $\mathrm{U}, \mathrm{LL}, \mathrm{L} 2$. The notch in the end of the chip wust point towards the $25-$ pin connector. When placing a 24 -pin EPROM in L1 or L2, leave the top two rows in the socket enpty. When the chips are flat in the sockets, pull the socket levers away from the 25 -pin connector until the chips are locked into the sockets.

## SETTING THE SELECT SWITCHES

Deternine which page to have the EPROM addressed (See "ROM Addressing"). Convert this hex page nuaber to binary then set switches 4-5-6-7 on the ProtoEPROM to correspond to this address. For example to address the EPRoA in page $\mathrm{E}_{\text {, }}$ set switches $4-5-6$ on and switch 7 off. BR EPROMs occupy two consecutive pages ( $4-5,6-7,8-9, A-B,[-D, E-F$ ) and $16 K$ sets occupy four consecutive pages (4-5-6-7, 8-9-A-B, C-D-E-f). For BK or 16K EPRDM sets, set switches 4-7 to the address of the lowest page of the block.

After setting the address select switches, you need to tell the ProtoEPROW what type and size EPROOF you are using. Switches $1-3$ do this. Set them as:

| SW1 | St2 | S43 | size | chips |
| :---: | :---: | :---: | :---: | :---: |
| DFF | [N | ON | 4K | 2 |
| GFF | OFF | dN | 8 K | 2 |
| ON | OFF | 0 N | BK | 3 |
| ON | JFF | OFF | 16k | 3 |

Example: To use the $4 K 2$ chip PCODER-1A EPRON set in page $E$, set switches 1-7 to 0111110 toff-or-on-on-on-on-off). To use the BK 3 chip $\operatorname{MFCROM-1B/IDEAL}$ EPROM set, set switches $1-7$ to 1011110 (or-offoon-on-on-on-off).

## CHAPTER 5: ProtoPARIO INSTRUCTIONS

## Protoparid purpose

The ProtoPARIO allows the HP 41 C user to interface to and from almost any 5 volt device, providing 10 input lines, 10 output lines, and 2 output handshake lines. It attaches to the
 occupied by the PARIO-1A or some other EPRDM set, and the upper 4 K is interpreted as Input/Dutput signals by the ProtoPARID. Although the PRRIO-1A EPRQM set is not mandatory, it greatly simplifies programing and automates use of the ProtoPAFIO.

## PHYSICAL CONNECTIONS

The three IC sockets on the ProtoPARID attach directly to the ProtoEPFIM board. Flip the EPROM socket levers forward and line up the pins on the ProtoPARIO sockets into the ProtoEPPom sockets, then reach between the boards with a pencil or small knife and pull the levers back to lock the ProtoPARID in place. In addition to this, the free wire on the Protophrio must be connected to $\mathrm{U}_{+}$in the Protosysiem. $\mathrm{V}_{+}$is available as the leftrost hole in the 25 ain connector. The $4 K$ controlling EPROM is plugged into the rightmost 2 sockets in the Protopario, oriented the same as for the ProtoEPPROM, Set the ProtoEPROM select switches $1-2-3$ to 0 ON-DFF-CN, and set switches $4-5-6-7$ to an even page.

As shown below, two complete sets of data lines are available at the botton of the ProtoPARID. Each set is organised as 2 rows of holes centered. $1^{\prime \prime}$ apart for standard connectors. The leftwost 12 holes of the upper row are (left to right) 10, 11, 13, 15, 17, 19, Dutput Accepted, 08, 05, 04, [2, and 00. The lower row (left to right) is $\mathrm{V}+\mathrm{I}, \mathrm{I}, \mathrm{I} 4, \mathrm{I} 5, \mathrm{I} 9$, Output Ready $09,07,05,03,01$, and GNO. All inputs (I9-ID and DA) are pulled to 6 ND with look resistors if unused. With two complete sets of $1 / 0$ lines, it is possible for the user to hook up two devices or to customize the cornector by using the unused pads to the right.


## ELECTRICAL CHARACTERISTICS

Both inputs and outputs are buffered to minimize possible danage to the Protosystem or calculator frod external signals lovervoltage, etc.). All inputs should be in the range 3.5-5.5 volts for ON and $0-1.5$ volts for 0 FF, and will require at nost 1 uamp drive current per data bit. Propagation delay time (and set/reset tiee for OR and OR) is at most 180 nsec. OR can source . 5 mamp and the outputs $09-08$ can source 1.75 mamp each, both at $4.5-5.5$ volts. Dutputs are latched in two CKOS flipflop arrays: 74C174, 74C175. The OR signal is latched in a 4013, and can only be reset by asserting DA. The OR signal is provided for handshaking with devices that are faster than the HP 41C. It does not prevent subsequent outputs from the calculator from being accepted. Inputs are buffered through two 4503 (70097) CNOS chips. All buffer chips are socketed for easy replacement. All specifications given above are for $\mathrm{N}_{\mathrm{L}}=5$ volts and ambient temperature 25 C .

The GND line should always be commected to the external device ground. The $\mathrm{V}+$ output should only be used through passive components such as switches back to I9-if since it is the requlated power from the calculator which does not provide auch current capability. No external signal should be conrected to $\mathrm{V}+$.

## PROGRAMMING WITHOUT THE PARIQ-1A EPROM SET

The PARID-1A EPROA set provides various I/O functions for simplified use of the Protopario, but is not required. The ProtoPARIO is programned by using the CXISA (FETCH - hex 330) microcode instruction. For the following discussion it is assunad that the ProtoEPRRA board is addressed at page $E$ which places the ProtoPARIO in page $F$.

In this arrangement, a fetch to addresses F800-F3FF or FCR9-FFFF will return 000. A fetch to any address $\mathrm{FB} B 0-\mathrm{FBFC}$ which has the final digit $0,4, B_{1}$ or $[$ will return $\mathrm{I} 9-\mathrm{IO}$ in the exponent field of the $\subset$ reqister. A fetch to any address FB01-fBFF which has the final digit 1-3, 5-7, 9-B, or D-f will return I 7 -I0 in digits $1-0$ of C and 0 in digit 2 .

Outputs are generated by a fetch to addresses F400-F7FF, Add F400 to the 10 -bit binary number to be output. For example, to output 808, do a fetch at F480. A fetch at F654 will output 254 hex. Whenever an output is received by the ProtoPARID, a flipflop in the 4013 chip (available as Dutput Ready) is set. If OR was already set, the new output data overwrites what was previously output. of can only be reset to 0 by asserting Dutput Accepted. This provides handshaking capabilities with external devices that are faster than the HP 41C - see the interface for the TRS80 Color Computer below.

## ProtoPARIO INTERFACE TO TRS-80 COLOR COMPUTER

The following circuit diaqram illustrates a possible interface between the HP 41C and the Radio Shack Color Couputer. The bus commections to the 74LS84, 74L.S32 and Intel B235 are all available at the fom port on the side of the coaputer, Use the PARID-1A EPROM for programing on the calculator side. To initialize the interface, POKE $\begin{aligned} & \text { HFF43, } 152 \text {. This will set up the A port }\end{aligned}$ and C7-C4 as outputs from the calculator, and the 8 port and $C 3-\mathrm{CO}$ as inputs to the calculator on the R2555. Input 07-D0 frou the calculator to the computer with PEEK (tHFF40). Output I7-I0 to the



If you build this interface, test it carefully before attaching to the HP 41C. This circuit is presented as an example only: Prototech, Inc. assumes no responsibility for the accuracy or use of this information.

Parts required: 74LS32, 74L504, Intel 8255, 3-. 1 uf bypass capacitors: 1 per chip.
SIENALS TD TRS-B8 COLOR CDAPUTER RDM PORT BUS


## CHAPTER 6: PARID-1A EPROM SET

This EPROM set provides the user with a vamiety of input and output functions to control the Protopario:
A-xB converts the last 12 or less binary characters ( $0-1$ ) in ALPHA into the exponent of 4
A-XD converts the last 4 or less decimal characters (8-9) in ALPHA into the exponent of $X$
A-KH converts the last 3 or less hex characters ( $0-F$ ) in ALPHA into the exponent of $X$
A-X0 converts the last 4 or less octal characters ( $0-7$ ) in ALPHP into the exponent of $X$
ESCAPE converts the next to last character in ALPHA to be $)=$ bexcode 20
F-X converts flags 11-8 into the exponent of $X$
FETCH executes a CXISA instruction at address in digits 3-8 of 4
GOHEY uses ProtopARIO inputs to specify keycode from external keyboard
LISTUR lists upper 2 bits of any RIM pane in EPROM format
PACKS packs 5 10-bit blocks of data into $X$
PACLK 7 packs 7 日-bit blocks of data into $X$
RERD iemediate read of $19-10$ into exponent of $x$
READ1 loops with mait inputting data into corrsecutive registers (1 input/reg)
RERDS loops with wait inputting data into consecutive registers ( 5 inputs/reg)
RERD7 loops with mait inputting data into consecutive registers (7 inputs/req)
READA asynchronous looped read waits for non zero changed input (1 input/reg)
ROM displays PARID message (try it)
RNIEN views first 3 digits of $X_{3}, Y, Z, T$
STKOE prowides alternate stacks by exchanging with sum regs (no normalize)
te microcode subroutine used by LISTJe
UNPACKS umpachs X into 5 reqisters each containing a 10-bit block of data
UNPACK7 unpacks $X$ into 7 registers each containing an 8 -bit block of data
WAITNI loop until I9-I0 is not zero then return input in exponent of $X$
WAITX loop until 19-I0 matches exponent of $X$
URIT immediate write of $09-0$ from exporent of $X$
WRIT1 loop with wait writing 09-00 frow consecutive regs (1 output/reg)
WRIIS loop with wait writing 09-08 from consecutive regs (5 outputs/reg)
WRIT7 loop with wait writing 09-00 fron consecutive regs (7 outputs $/ \mathrm{reg}$ )
WRITA asynchronous wite upon input equal to 0
$X$-AB converts expoment of $X$ to up to 12 binary digits in ALPriA
$X-A D \quad$ converts exponemt of $X$ to up to 4 decimal digits in ALPHA
X-AH converts exporment of $X$ to up to 3 haxadecimal digits in ALPH
$X-A D \quad$ converts exponent of $X$ to up to 4 octal digits in PLPHAB
$X-F \quad$ converts exponent of $X$ to user flags i1-8
X0REG exchanges $X$ with absolute user register specified by $Y$
$X E-M$ converts hex exponent of $X$ to decimal mantissa of $X$
XHE converts decimal mantissa of $X$ to hex expoment of $X$

## CREATING DATA IN X FQR OUTPUT


 contain the number in the appropriate base to be put in the exponent of $x$ :
"1010010" $\mathrm{A}-\mathrm{XB}$ will set exponent of X to 05 S hex
"1823" A-XD will set exponent of $X$ to 3 FF hex
"7C" $\quad A-\mathrm{xH}$ will set exponent of $x$ to 07C hex
"47" A-X0 will set exponent of $X$ to 027 hex
F-X converts flags $11-8$ as a binary number into the exponent of $\mathrm{X}:$ if flags $11,10,9,846,4,3$, 2 are clear and flags $7,5,1,0$ are set then $F-X$ will set exponent of $X$ to 0 di hex. XM-E converts decimal number in mantissa of $X$ to hex number in exponent of $X$ : if $X$ contains 64 , 0000 then XMFE will set exponent of $X$ to 048 hex.

## DECODING DATA IN $X$ AFTER INPUT

The functions $X$-AB (binary), $X$-AD (decimal), X-PH (hexadecimal), $X$-AO loctall, $X-F$, and $X E-Y$ can be used to decode the hex data in the exponent of $X$. To use $X-A P, X-A D, X-A H$ or $X-F D$, execute the function for the appropriate base and the exponent of $X$ will be returyed in ALPHA in that base. If the exponent of X contains hex ©FD:
x -AB will return "11111181" in ALPHA
$x$-AD will return "E53" in ALPHA
$x$-RH will return "FD" in ALPHA
$X$-AD will return " 375 " in ALPHA
X-F will set flags $7-2$ and 0 and clear flags 11-8 and 1
$X E-\frac{1}{x}$ will return 253.8000 in $x$

## INPUTTING DATA

Five functions are provided for inputting data from the ProtoPARID: RERD, READ1, READ5, READ7, and READA.

READ perforis a single read without any waiting ard returns the input in the exponent of X . Digits $12-3$ are returned as 0 and digit 13 is 1 . This causes $x$ to look like ALPPTA DATA so that it will not be normalized.

READ1 performs a set of reads, storing inputs in consecutive registers in the same foreat as READ:
100000000001 II. $x$ contains the destination registers: eee. bbt where eee is the last register to be written and btb is the first. Y contains the wait loop corstant ( $8-999$ ) which is counted down before each read occurs. Experimentation will provide the actual time delay between reads, The instruction can be terninated before completion by pressing R/S. If in a program, execution mill continue with the next instruction.

READS is identical to READI except that 5 corsecutive reads of 10 bits are storeci per register instead of 1 . The data word is initialized to 0 then at each read the register is shifted 10 bits to the left and the data is tramsferred into the botton 10 bits. After 5 reads or if the $x$-loop terminates, digit 13. is set to 1 so that the data mill not be normalized. See instructions for RERDI above for $X$ and $Y$ register usage and loop termination.

PRED7 is identical to READ1 except that 7 consecutive reads of 8 bits are stored per repister instead of 1 . The data word is initialized to 8 then at each read the register is shifted 8 bits to the left and the data is transferred into the botton 8 bits. After 7 reads or if the $X$ loop terminates, the data is written to a user register. Note that all 56 bits are used 50 that a RCL, VIEW, or 40 instruction will normalize the register, changing the data. To get around this, use UNPFCK7 or X 0 OREG so that normalization is avoided. See instructions for READ1 above for $X$ and $Y$ register usage and loop termination.

READA is identical to PEADI except that the $Y$ register is not used as a tiaing loop. Data is read continuously, but is only stored at 10 bits per register when the input changes from the previousiy stored input AD is non zero.

## OUTPUTTING DATA

Five functions are provided for outputting data to the ProtoPARIO: WRIT, WHIT1, WRITS, WRIT7, and URITA.

WRIT provides a single write from the exponent of $X$ without any waiting loop then returns, The exponent of X should contain $8-8-09-0807-06-05-0403-02-01-00$.

WRIT1 performs a set of writes from the exponent of consecutive registers at 1 data output per register in the same format as for WAIT. See instructions for READL above for $X$ and $Y$ reqister usage and loop termination.

WRIT5 perforas a set of writes from consentive registers at 5 data outputs per register in the same format as for READS. See instructions for READ1 above for $X$ and $Y$ register usage and loop termination.

WRIT7 performs a set of mrites from consecutive registers at 7 data outputs per register in the same format as for READ7. See instructions for READ1 above for $X$ and $Y$ register usage and loop termination.

WRITA is identical to WRIT1 except that the $Y$ register is not used as a tiaing loop. WRITA outputs one data word then continuously reads data until D00 appears at the input. This can be used to synchronize the calculator with an external by jumpering Dutput Ready to an input and asserting Dutput Accepted after each output frod the calculator has been received by the external device.

## PAUSING

Two functions are provided to introduce wait loops into I/O control for the ProtopARIO: KAITMZ and WATTX.

WAITNZ continuously reads data from the ProtoPARIO until the input is non zero. The input is returned in $X$ in the format 10006000001 II . WAITNZ can be aborted by pressing R/S wisich will return $X$ as 0 and continue with the next program line (if any).

WAITX continuously reads data from the ProtopaRio until the imput matches the contents of the exponent of $X$ in the same forwat as for WAITNZ. WAITX can be aborted by pressing $\mathrm{R} / \mathrm{S}$.

## REFDRMATTING DATA

Four functions are provided to convert data between the 3 storage forwats of 1, 5 or 7 data words per register: PPCKS, PACK7, UNPACK5, and UNPPCL7. The register formats are:
10808000000000 (1-10 bit datum per register, in digits)
dt $D D$ dd $D D_{\text {dd }}$ DD dd (7-8 bit data per register, in digits, dd and DD are consecutive datal
 in bits, dd and DD are consecutive datal.

Conversion is done between the $X$ register and the first 5 (for PACH5 or UNPACK5) or first 7 (for PACK7 or $\operatorname{INPPCR} 7$ ) statistics renisters. Any block of consecutive registers can be selected by using the sumation reqister function - see the HP 41C Omers Manual.

PACK5 compresses the data in the first 5 statisties registers wich are in 1-10 bit data mord per register format into the X register in 5-10 bit data words oer register format.

INPACK 5 reverses PACK 5 by separating the X register into the 5 statistics registers.
PACK7 compresses the data in the first 7 statistics registers mich are in 1-10 bit data word par register format into the $x$ register in $7-8$ bit data words per register format. The upper two bits in each data word are ignored.

LANPACK7 reverses PACK7 be separating the $x$ register into the 7 statistics registers. The upper two bits are set to 0 .

## USING AN EXTERNAL KEYBDARD

The GOKEY function is designed to accept any f-bit non zero input and map it onto the calculator keyboard as a key press. Note that the input is accepted as a keycode, therefore to enter RLPHA characters, you must first input the code that maps onto the RLPHA key. The table below shows the key press mapping for all 6 -bit input cowbinations.

> LEAST SIGNIFICANT DIGIT

0 sumt $1 / \mathrm{K}$ SRR LOG LN K-Y RDN SIN COS TRN XED STO RCL ENT CHS
1 EEX - 7 a $9+456$ * 1 USR PGM ALP ENT RSP


$X$-Y is XOY, SRR is SQRT, ALP is PlPHA, ENT is ENTER, BSP is bach-arron, SHF is SHIFT. Note that in ALPHA mode, hex inputs of 01-1A will generate alpha characters A-Z. Roat 2 and 3 characters are mapped as closely as possible to RLPHA mode inputs versus ASCII; some may need to be SHIFTed. Upon execution, GOHEY will loop until any non zero ingut in the bottoa 6 bits is received, then jump to the systea routine to handle that keypress. GOFEY can be aborted by pressing R/S wich will continue with the rext program line (if any).

## MISCELLANEOUS UTILITIES AND ROUTINES

ESCAPE will examine the character that is second from the right in PHPHA. If this character has a hex code ( 20 , it will be replaced with a space thex code 20 ). This may be used in conjunetion with DISASM on the NFCRIM ERPDH Set to remove hex codes that would be interpreted as control codes or escape sequences by an external printer.

FETCH executes a CXISA (FETCH) microcode instruction at the address given in digits 3-8 of X . The result from the fetch is returned in $X$, and the fetched address is increnented and stored in $L$.

LISTUE prints the encoded contents for the "U" EPROM in an EPROM set. This is useful when
 EPRDOS. To use, get the hex starting address (a aultiple of 4) into digits 3 - 0 of $X$ then execute LISTLE. A printer is required. U2 is a microcode subroutine used by LISTUE.

ROM displays a PARIO wessage.
RUIEN displays the first 3 digits of $X_{,} Y_{i} Z_{i}$ and $T_{1}$ separated by dots. The registers are not changed.

STK $\%$ sum provides the user with wultiple stack capability, By using sumfeg (see the HP 41 C Omers Manual) any block of consecutive registers can be selected, When ekecuted, registers T , 7 , $Y_{1} X_{1}$ and $L$ are exchanged with the first 5 sumation registers. No parmalization oceurs.

U2 is a subroutine used by LISTu? (see Listlie).
XOREG exchanges the $X$ register with the absolute RAM reqister specified by the exponent of $\psi$. No normalization occurs.

## CHAPTER 7: PCODER-1A EPROM SET

This EPFOM set contains many functions of general use, and several functions specifically for use with the ProtcCODERE, imeluding microcode ard user language manipulation functions:
PCODER-1A demonstrates a possible display use
+1 deronstrates microcode speed
0 exchanges IND $X$ with IND $Y$
ADEL $X$ deletes $X$ characters from left of ALPHA
PH programable hex code key assigments
AND logical and of $Y$ into $X$
BDOT loads a block of user registers into the ProtoCODEPR
CHRSUM computes and stores checksum in the ProtcCODER2
CLRRAM clears a block of words in the ProtoCODER2
CODE Converts hex code in ALPHA to non-normalized number in $X$
CIPYPC copies a user-language program into the ProtoCODER
COPYXYZ copies a block of RDA into the ProtoCODERE
D)H converts $X$ from floating point to hexadecimal

DECODE converts non-norwalized number in $X$ to hex code in PLPHA
DEEX decrements $X$
DISASN disassembles a ROM word
DIMMP copies a block of RDC mords into user registers
GET loads a $4 K$ ROM itage from cassette to the ProtoCDDER2
HID converts $X$ from hexadecimal to floating point
INCX increments $K$
INIT initializes Protoccoderie
LOADB user repister byte examiner/Ioader
LODE loads data into the ProtoCODERP
LOOR ROM examiner
MANT returns mantissa of $x$
TNEM provides microcode anemonic for disassembled Fer mord
NOT returns complement of $X$
QR logical or of $Y$ into $X$
PRCOMT prompts for a hexadecimal input
RCLA recalis user register at absolute address
ROKLIST lists unemonics of ROM to printer

RXLI rotates $K$ left 1 bit
RXL4 rotates $X$ left 1 digit
RXRI rotates $X$ right 1 bit
RXR 4 rotates 8 right 1 digit
SNVE copies any ROM page to cassette
STOA stores data in user register at absolute address
SxL4 logically shifts $X$ left 1 digit
SXR4 logically shifts $X$ right 1 digit
TCDF toggles user flag
$X+Y \quad$ binary addition of $Y$ into $X$
xOR logical exclusive or of $Y$ into ${ }_{x}$
*K subroutine for fix
fODE subroutine for LODE

## PCODER-1A FUNCTION INSTRUCTIONS

PCODER-1A (XROM 16,00): This function demonstrates the flexability of the display. To execute it, use AK to assign "A469" to a key then press that key.
+1 (XROM 16;01): This function denonstrates the speed of microcode on the HP 41C. When executed, it sets a counter to zero then continuously adds 1 to the counter until any key is pressed, +1 runs about 125 times faster than the equivalent RPN orogram:

1
ENTER
ENTER
ENTER
LB. 01
$+$
$6 T 001$
(0) (XROM 16, ©2): exchanges the contents of the two registers pointed to by $X$ and $Y$. To exchange user register RRE with user register Ro7:

2
ENTER
7
0
ADELX (XROM 16, 03) : deletes $X$ characters from the left of ALPHA. If $X$ is greater than the number of characters remaining in flPHA, then RLPHiA will be cleared. Since ADELX uses the 24 character ALPHA register, if $\chi_{3} 24$, an error will result. To shorten "ABCDEFGHINKL" to "EFGHINKL":
"ABCDEFEHIJKL"
4
adelx
PAR (XROM 16, 04): allows the user to assign any instruction hex code to amy key. If executed from the keyboard, AK will prompt for 4 hex inputs which specify the instruction to be assigned, and then prompt for a key to which the assignsent will be eade. Ary key assignable with ASN is also assignable from the keyboard with RK. AK will display the row and column of the key to be assigned (neqative for shifted keys, just as with ASN). When FiK is executed in a program, the instruction hex code is specified in the rightmost 4 digits of $X-$ use CODE or PROMT. The $Y$ register contains the hex code for the assigned key in the rightmost 2 digits. To determine this hex code, use RK to display the row $R$ and columin $C$, but hold the key down until NHLD is displayec. The digits of the hex code to be stored will be C-1 and R , or $\mathrm{C}-1$ and $\mathrm{R}+8$ for a shifted key.

To assign "PCODER-1R" to the LN key (key \#15), execute AK from the keyboard and enter A480 to the prompts, then press the LN key. Now press LN in USER mode to execute PCoDER-1A.

To assign "RCL. M" to the shifted LN key (key $\overline{\mathrm{F}}-15$ ) froa a program, enter the following in PRGM mode:

LEL "RSSIEN"
"49" $\quad 4=5-1,9=1+8$ (shifted) as above
CODE
EMER
"9075" hex code for RCL M
CODE
明
then leave PRGM mode, press RTN then R/S. In USER mode, press shift-LN to execute RCL $\boldsymbol{M}_{\text {. }}$

ADD (XROA 16, ©5): logically ands $Y$ into $X$, bit by bit. $Y$ is urchanged, and the result is placed in $X$. The resulting bit in $X$ will be 0 unless the corresponding bits in both $X$ and $Y$ were 14 then the resulting bit will be 1.
${ }^{\circ} 76^{\prime \prime}$ (= binary 01110110)
CODE
ENTER
"65" (= binary 01100101)
CODE
脺 1
dectade
will display "0600000000064" = binary 0. .001100108.
BNOT (XROA 16, B5): copies encoded data from user registers into the ProtocIDERD. Each ProtocIDER word consists of 10 bits of data, therefore 5 ProtoEDOER words can be stored in $1-56$ bit user register. The 5 words ( $a, b, c, d, e$ ) are stored as:

0001 09aa daaa daaa bubb bbbb bbce ccec ccec dddd dddd ddee eeee eege The leftrost digit is set to 1 so that the data is treated as an flpH string and not rormalized, If less than 5 words are contained in one register, only the leftmost portions of the register are used - a first, then $b_{1} c_{1} d_{1} e$ as needed.

Execute BDOT with:
$I=$ READRX format of number of registers to use (e. $g_{2}$, for size $=275$; set $Z=0.274$ )
$Y=$ CODEd (rightmost 6 digits) ssmmn where 555 is the first address in the ProtoCODER to be loaded and mn is the number of words to load
$x=$ floating point number specifying the first user register from which to load (E.g., 0.0000 or 1.00031

When BCOT returns to the user, any ProtoCODER which had its device select switches set to 0000 will have been loaded, and:
$I=$ number of registers for use with next READRX
$X=0$ if all words specified by $Y$ were loaded, otherwise it contains the new sssmin to be used as $Y$
For an example of the use of BROT, list GET in the PCODERI-1A EPROM set.
 select switchers set to 0800 . In keyboard wode, the user is prompted for the page for which the checksum is to be calculated. To put a valid checksum in your ProtoCODER, first LODE address FFF with 000, then XER"CHKSMA and enter the page number of the ProtoCODER to the prompt. When CHESL is executed from a program, the page is specified by digit 12 (second from the left) of the $k$ register. The checksum stored in mord FFF of the ProtoCDIER will be returned in digits $2-0$ of $\chi$.

CLRARM (YROA 16,09): clears a block of words in any Protoconer with device select switches set to 0000 . The address ( $000-\mathrm{FFF}$ ) of the first word to be cleared is specified by digits $2-8$ of X . The hexadecimal number of words to be eleared is specified by digits $2-3$ of $Y$, If $Y(2 ; 0)=000$ or $X+$ $Y)$ FFF, then the Protoconer will be cleargd starting at mord $X$, ewding at word FFF. To clear the whole Protocionen, execute:

0
ENER
CLRRAM
which specifies starting address of WO , and clear to end-of-page (FFF).
$\operatorname{CODE}$ (XARN 16,10 : converts the hexadecimal number in ALPHA into a non-normalized number in $X$. To create 4 full-man characters in $X$ :
${ }^{1} 10000001010101$ " (alpha data, character code $=01$ )
CADE

COPYPC (XRRAA 16, 111): copies an RPN (user language) progran from user program menory into the ProtoCDDER with device select suitches set to BaOe. No more than one ProtoCODER can be loaded at one tive. COPYPC will prompt the user to enter an alpha string giving the name of the prograa to be copied, Press fl.PHR twice with no input to copy the current program. Copying will begin with line 01 of the specified (or current) program and continue up to the END. If the specified program is PRIVATE, then the version stored in the ProtoCDIDER will also be PRIVATE. All short and long GTDs and XEBs will be coapiled if possible. If a GTO is found to a nonexistent label or if a short (2 byte) $6 T 0$ is found with the label out of range (more than 127 words amay), then the jump distance will be specified as 0 . This means that this 670 , when executed, will search for the specified label, giving a MNEXISTENT error message for a 2 byte 670 with a missing label, or continuing with the next prograi line for a 3 byte 670 . Therefore, the user should make sure that all LBL specified in GTDS and XEDs actually exist.

In addition, the copy data will be set up 50 that the user can COPY his RPN progras from the ProtoCDDER back into user registers (unless PRIVATE).

COPYPC will attempt to enter every global LBL into the furction address table at the beginning of the Protoconen. There nust be space for at least one additional furction mhen COPYPC is executed, otherwise the error message "FUW TEL FllLL" nill be displayed and no loading will occur. If there is space for at least one function in the FAT (Function Address Table) then each global label will be loaded into the FAT until it is full, or until there are no more qiobal labels. No error will occur, but any remaining global labels will not appear in the CATalog.

Before attempting to load a program, COPYPC will deternine if there is enough room in the ProtoCODEF. If you used INIT to initialize your ProtocIDER, you may have noticed that two functions were loaded into the ProtoCODER: *PROTOCODERF and *END*, If the *END exists as the last function in your Protoconer, COPYPC will attempt to load starting where *END begins, and sove *ENDE to follow the loaded program. If $\operatorname{ENDP}$ is not there, COPYPC will prompt the user for STARTADR - the address of the first mord to be loaded in the Protocider, Be sure to enter the first digit as specifying the page (0-f) where the ProtoCDDER is located. If COPYPC deteraires that there is not enough room from the *ENDE or from the STARTADR up to address FF4 to load your program, no loading will occur, and the error message "PCODER FULL" will be displayed.

If any additional space in the FAT exists after loading, and there is room in the Protoconen, a new *END* will be stored, This is also useful for the microcode programaer since it points to the first unused location in the Protocoder.

Displayed messages:
NONEXISTENT - program specified does not exist or contains no global labels
FIN TBE. FURL - no more space is available in the CATalog of the Protocincr
PCODER FULL - insufficient space exists in the ProtocmDer to load the entire program
STARTADR- - no *ENDE was found: enter a starting address where your prograin should be loaded

NO PCODER - the page specified in STARTADR does not contain a ProtoCODER or the device select switches on the ProtoCDDER are not set to 0800

PACKING - the specified program mas not packed: COPYPC will pack it then continue
LORDING - no fatal error occured, and the program will be loaded
If the global label specified in COPYPC is not found, the program counter will remain where it mas. Otherwise, if the load is not successful, the program counter will point to the an of the current (or specified) progran. If the load is successful, the program counter will point to the END of the copied progran in ROA.

COPYXYZ (XRRM 16, 12): copies a block of $Y$ ROM words starting from address $X$ and copying starting at address 2 . To use it, deterwine where in RDM you wish to start the copy (6000-FFFF). Use COME to put this address in digits $3-0$ of $Z$. Next, determine the number of ROM words to be copied. Use CODE to put this hex number in digits $2-8$ of $Y$. If you specify $Y$ as 0 , or $Z+Y$ would pass a page boundary (xFFF), then the copy will stop at location FFF of the page specified in 7. CODE the first address to be loaded in the ProtoCODER into digits $2-0$ of $X$. When COPYXYZ is executed, any Protocapers with device select switches set to 080 will be loaded with the ROM words specified. To copy the system ABS function (which resides at addresses 1073-1078 hex) into the ProtecODER beginning at addrass B00:

| "1073" cane | start of ABS |
| :---: | :---: |
| ENTER |  |
| "6" | length of ABS (1078-1073+1) |
| COnS |  |
| ENTER |  |
| B00" | ProtocIDER start address |
| CODE |  |
| COPYXYZ |  |

To copy a complete 4 \& RDM plugged into port 4 taddresses EBODO-EFFF) into the ProtoCDDER:
"EROB" start of ROM
CODE
0. specify copy to end of page

ENTER also specify copy to start at address 000 into the ProtoCODER COPYYYY
A block of FOM can be moved around within the Protoconcr with COPYKYZ, but resember that the copy is performed one mord at a time sequentially fron the start to the end, therefore you can nove a block of mewory down (to a lower address) by one word, but to move a block up (to a higher address) by one word, you must copy it to an unused portion of ProtoConer and then copy it to your desired location.
 $x_{\text {. }}$ The hex number is right justified in $x$, and 2 ero filled to the left. Before the conversion, DhH converts the number in $X$ so that it is non-negative and an integer. If the exponent of the number in $X$ is 12 or greater, $X$ is set to 0 . Example:

1848575
D) H

DECDDE
will display 0 ... 听FFFF $=2 H 20-1=1048575 . \quad D 3 H$ is the inverse function of HPD.
DECDOE (XROM 16, 14): converts a non-normalized number in $X$ into a hexadecimal number in ALPHA. To examine the hexadecimal representation, i.e., the way the calculator stores, the floating point number -. 0123 ;
.0123
C)

DECOME
to see 912308000800998 . Digit $13(=9)$ specifies that the number is negative; digits $12-3$ ( $=1230000900$ ) are the santissa; digits $2-8$ are the exponent - cosplemented since it is negative. DECTDE is the inverse function of COIDE.

DECX (XPDM 16,15) : decrements the hexadecimal contents of the $x$ renister:
"1101"
$\operatorname{CODE}$
DECK
DECX
DECODE
will display $0 . . .81$ 有F $=1101-2$. DECX is the imerse function of INCX ,
DISASH (XROA 16, 16) : disassambles RPA words. The address to be examined is specified as a hexadecimal number (6800-FFFF) in digits $3-8$ of $X$ (use CIDE or PROMT). DISASA returns with $X$ increwented by 1 , digits $6-3$ of Y contain the ROW address, digits $2-8$ of Y contain the contents of that ROM address (000-3FF), and RLPH contains "aaad ddd c " mhere aaaa is the ROM address, ddd is the ROM data at that address, and c is the character interpretation of the data. Use DISASM with NaCM to provide fully disassembled ROM listings mith mmemonics. ROALIST will do this for you list it to see how to use DISASM with MNEM, Example:

0 stayting ROM address
DISA5M displays "8000 201 A" - contents at address 8880 of system ROM
DISASM displays "pBo1 B06 F" - contents at address 8001
DISA5 ${ }^{2}$ displays "8082 $2855^{\text {" }}$ - contents at address 0082
DUNP (XROM 16,17): encodes ROM data into user data registers. ROA words each consist of 10 bits of data, therefore 5 ROH words can be stored in $1-56$ bit user data register. The 5 mords are stored a5:

0001 0Baa aada adaa bbbb bbbb bbce cece ccec ddddd dodd ddee eese eeee
The leftwost digit is set to 1 so that the data is treated as an ALPHA string and not normalized, If less than 5 words are copied into one register, only the leftmost portions of the register are used - a first, then $b, c, d, e$.

Execute DIMP with:
$Y=$ Caned (rightmost 8 digits) sssseeee where ss5s is the first ROM address to be dumped and eeee is the last RDM address to be dumped,
$X=$ floating point number specifying the first user register to be loaded (e.g., 0.8000 or 1,0800$)$ - only the integer portion of $\chi$ is used.

When DLIP returns to the user, user reqisters starting at the reqister specified by $X$ and contimuing up to the last user reqister (if that eany reqisters were needed) will have been loaded, and:
$Y=0$ if all data words have been dumped, otherwise it contaims the new sssseeee to be used for another execution of DuMP, after the dumped reqisters are saved to cassette or magcards (or whatever),
$X=$ floating point of btb, eee where bbb is the starting register and eee is the ending reqister containing data - to be used with MRITRX.

For an example of the use of DIMP, list SAVE in the PCODER-1A EPROM set.
GET (XROM 16, 18) : prompts the user for a file nawe to be loaded from cassette into any ProtoCODER with device select switches set to 0800. GET will load data files created by SRVE. The first record is a header with the format:

100011 ls 55 sn m
where 111 is the number of records in the file, 5555 is the ROM address ( $0000-$ FFFF) from which the original RDIM data came, and nmin is the mumber of ROM words minus 1 contained in the file. This header recond and all data records are compatable with cassette files created by functions in ASSEMBLER 3 (an Australian microcoding EPRRM set for the MLI). The file loaded by GET need not be 821 records (as created by SRVE): GET uses the data in the first record to load the ROM data into the ProtoCODER. nmm +1 words will be loaded beginning at address $\mathrm{xss5}$ in the ProtoCODER. The use of $6 E T$ and SAVE greatly simplifies the transfer of EPROM, ROM, and ProtoCODER images between two users - no EPRDA burning is necessary, and GET and SAVIV are autonated enough that very little user
intervention is required. If you wish to create cassatte files other than of a full $4 R$ RRM page, use BOOT and DIMP. GET should be executed with as large a SIZE as possible to ainimize the number of copy loops required, and speed up the copy time.
 x. If the hex nurber is greater than $25408 E 3 F F$, roumdoff error may occur, and the exponent may be negative, and in hex. If the hex number is greater than FFFFFFFFF then $X$ will be returned as 0 . Example:
"FFFFF" $=2$ **28-1 = 1048575
CIDE
hod
to see 1846575. Wh D is the inverse function of $\mathrm{D} / \mathrm{H}$.
INCX (XRON 16,20): increnents the hexadecimal contents of the $X$ register:
"19F"
CIDE
INCX
INCX
DECDDE
will display $0 . . .01101=1$ PFF +2 . INCX is the iwerse function of DECX.
INIT (XRRM 16, 21): initializes amy ProtoCDDER with device select switches set to 0800. INIT first clears all $4 K$ of the ProtoCODER then proapts the user for a hexadecimal XROWI. Input the XRPM number you wish to use: 01-1F. INIT then prompts for the maximum number of entries you plan to have in the catalog of your Protociner (ae-3F). It is better to waste a few rian words by overestimating this number, than to later try to move the ProtoCOBER contents around to make more catalog space available. INIT will then load a function called *PROTOCODER ${ }^{2}$ as the first furction in your ProtoCDOER, and a function called FEND as the second. *END is used by COPYPC (and possible future softwarel to point to the last words in use in the ProtoCDEER. You can change the
 These locations point to the first executable word of the first function. Use LODE to enter a new function name preceding this address - see "XPRM Word Format" and "Function names, Pronpting, and Non-programability".

LOADB (XPDO 16,22): examines and modifies user register contents. It is non-programmable, and can be executed in PRGF mode. When LOADB is executed, it deternimes where the progras counter is pointing. If it is in a ROM program, the error message ROM will be displayed. Otherwise, LOADB will begin at the current program counter location. The display nill show:
$\mathrm{R}=\mathrm{rrp} \mathrm{B}=\mathrm{b} \mathrm{cc}$
where rrr is the current register number ( 0 QQ-FFF) and $b$ is the current byte within the register ( $6-9$ ), cc is the hexadecisal contents of that byte. For example, do a master clear then enter the following progran:

LELE"TEST"
STO 30
DECCODE
 LBL "TEST" instruction, which begins at the leftmost byte ( $B=6$ ) of register 8 EE. Press SST, SST to see $R=8$ 民EE $B=4$ F5. "F5" is the byte specifying the length of the global label (plus 1). Again SST, SST to see R=6EE B=2 54. " 54 " is the ASCII character code for "T", the first character of the global label. To change the "T" to a "B", press backarrow to tell LORDB that you want to change the current contents of the byte displayed. LOADB will replace the "54" with two prompts to which you can enter any hexadecimal yalue. To change LEL "TEST" to LEL"REST", enter "42", the hex code for "B". Now press shift,5ST,5ST, SST,5ST to get back to the first byte of the global label. Press shift again to leave the backstep mode, then press R/S to leave LOADB. The display shows:

01 LBL"BEST". How XEQ"LOADB" aqain, Examining the above program, you guess that the STO 30 instruction is about 1 registar beyond the global label (i.e., 1 register lower in user memory), so press BTO and enter BED (= QEE - 1) to the prompts. The display will show R=0ED B=6 54. This "54" is the last byte of the global label instruction. Press SST to see R=QED $\mathbb{E}=591$ - the hex code for STD. Press 5ST again to see R=0ED $B=4$ LE - the hek code for register 30. Press backarrom and enter 75 to the prompts. Then press shift; SST, shift; R/S to see 02 STO H. Now press SST to see 03 DECCDE, XEQ"LOADA" to see $R=Q E D B=3$ A4 - the first byte of the XRDS code for DECDDE. Press SST, backarrow, 0, A, shift, SST, shift, R/S to see 03 CODE.
If you wish to insert a byte into user wewory and no null already exists at that point, just position the progran counter in LOADE using SST and BST then press ENTER. LOADE will insert a register of 7 null bytes that can then be modified to whatever you wish. Hse PACK to remove these nulls when you have finished.

LOADA moves the program counter as you GTD, SST, or BST. Therefore, before you leave LOADB, you should position the propram counter to point to the first byte of an instruction. Also note that the shift key is a direction mode - if shift is on (check the display), then pressing ssT will execute a BST and leave shift set. If shift is off then pressing SST will execute an gST and leave shift cleared.

Allowable keypresses for LOADB;
backarrow - prompts the user for a henadecimal byte to replace the current byte at the displayed location,
ENTER - to insert a block of 7 nulls if ro null exists at the current location,
GTD - prompts the user for a hex register which will become the current location enter B00-FFF. The program counter will be changed to point to the leftmost byte of the specified register,
OFF - turns caleulator off. Also can be used to leave LDADB if you pressed backarrow and do not wish to alter the current contents of the specified byte,
R/S - exits LORDB. Use SST or BST to wove the progran counter to point to the first byte of an instruction before pressing R/S,
shift - changes the direction mode for SST. If shift is on, pressing 5ST will execute a BST. If shift is off, pressing SST will execute a SST,
SST - woves the program counter one byte forward (shift clear) or one byte bachmard (shift set) in the current prograz.

LODE (XRDM 16,23): loads bytes into any ProtoCDDER with device select switches set to 0000. When LODE is executed, it will prompt for "ADDPESS -". Enter the address of the first word of the ProtoCDDER (OOQ-FFF) to be loaded. Then LODE will prompt for successive data words to load into the displayed address. Input 008-3FF. To leave LODE, press backarron. Example: After you used IMIT to initialize your ProtoCODER, and you have entered a few programs; you wish to charge the XROW number of your ProtoCODEA. The XROM number is stored at word 060 in the ProtoCOMER. XED"LODE" then press 000 (or just R/S) to the ADDRESS - prompt. This calculator will row display 060 --. Enter the new XROW number (e.g., B05). The display will now show 001 --m. Press backarrow to leave LODE.

LOOR (XROM 16,24 ): displays hexcodes and ememonics of ROM locations. When executed, LOOK jumps to the GTO routire and prompts you for an address to examine. Enter 0060-FFFF. LOOK will then display either the result of DISASM (flag 0 clear) or the result of MEM (flag 0 set). For example, start with flag 0 clear. XEQ"LOOK" and enter Bage (or just press R/S) to the EOTO prompt. The display will show 0000201 A - the contents of RON word 0000 . Press SST to see 0001 BO6 F. To see the unemonic; press shift, SST, shift to return to location 0000, the press PRGM to toggle flag $B$, and display the unemonics. The display will be blank - the first line of an absolute GOTD. Press SSI to see GRLONG 0180.

Allowable keypresses:

[^0]PREM

- toggles flag 0 , which specifies if the display will show the result frow DISASM (flag 0 elear) or MAEP (flag 0 set),
R/S $\quad$ exits $\mathrm{LOON}_{1}$
shift - changes the direction mode of SST. If shift is clear, then SST will execute an SST. If shift is set, then SST will execute a BST,
SST - moves the current location displayed forwand one word (shift clear) or backward one word (shift set).
Note that some 60TD and 60SIB instructions are followed by one or more words of data which can appear as random instructions to men. Sometimes a data word will appear as a two-wond instruction and wake MNEA think that the following word, which is actually a valid one-word instruction, is the second word of a two-word instruction. To display the true mnemanic for the second word, just press PREA twice.

HANT (XROM 16, 25 ): clears the exponent of $X$ to 000 - returns the mantissa of $X$ to $X$. Example: 1234. 56

NENT
returns 1.23456 - the exponent was set to zero. As pointed out by Heinz Schaefer and others, MANT can be used with X $\mathrm{X} R$ to isolate the exponent of X :
1234. 56

ENIER
MONT
XOR
DECDDE
to see $9 . . .03$ - the exponent of 1234.56.
 and $Y$ registers as provided by DISASM. The first half of the minemonic is returned in $Z$; the second half in $T$. $L$ is also used for twoword instructions (EOTO, G0SUB, LDI). List ROMLIST for an example of how ${ }^{(N W E A}$ can be used.

NIT (XRP 16, 28): complements the $x$ register, replacing each 0 bit with a 1 and each 1 bit with a 0. In hexadecimal, each digit ( 0 -F) is replaced by $F$ minus the digit. Example:
"0123456789RECD"
CODE
NDT
DECDDE
will display "FEDCEA 99765432 ".
OR (XPDA 16, 29): logically ors $Y$ into $X_{1}$ bit by bit. $Y$ is unchanged, and the result is placed in
$X$. The resulting bit in $X$ will be 1 if either of the
corresponding bits in $X$ or $Y$ were $1_{\text {; }}$ otherwise the resulting bit will be 0 .
"33" (= binary 80110911)
CODE
ENTER
" 85 ( $=$ binary 10000101)
CODE
OR
DECCIDE
will display 0...0B7 = binary 0.... 0 10110111.
PROMT (XROM 16,30 ) ; provides the user with simplified hexadecimal inpuiting capability. PROMT will examine digit 12 of the $x$ register to deternine how many prompt digits to accept for input (0-9). It will then add that many overline proapt characters to the display (shifting out part of the display if there is not enough roon for the prompt marksl and wait for the user to enter
hexadecimal inputs. The resulting inputs will be returned in the $X$ register, right justified and zero filled on the left. For you software hackers: If digit 12 is $0, D, E$, or $F$, PPRMT will return with no inputting and $X=0$. If digit 12 is $A_{,} B_{4}$ or $C_{1}$ PRomT will prompt for 10,11 , or 12 digits respectively. PFOMT with digit $12=\mathrm{C}$ shifts 4 digits in at a time - the display looks a little strange, but the input is correct.

Allowable keypresses:
any digit o-9,
any letter $A-F=$ hex digits corresponding to decimal $10-15$,
backarrom - to delete the last digit entry. If you backarrow when no digits have been input, PROMT will return $X=\beta_{1}$, and skip the next line if executing a program,
R/S - returns with the input as it is, and fills the input with zeroes on the left - hold R/S down to see the input as it will be returned,

OFF - turns calculator off - can be used to exit Prawt if no exiting is provided by the calling progran.
Example: The following progras accepts 3 digits of input and complements then. Press backarrow to quit.

LEL"SAMPLE
"INPUT"
LRE 01
AVIE
3
PRDMT
FS? 38 skip next instruction
RTN
NOT
ENTER
MPNT
X DR
DECDDE
11
fidelx
$6 T 001$
RCLA (XPDO 16,317: recalls the contents of the user reqister with absolute address as qiven as a floating point number in $X$. The recalled register overwrites the current contents of $X$. No normalization occurs. Example:

SITE PO1
100
STO 80
C.ST

511 = absolute address of user register R90 = hex IFF
PCLA
to see 160 in the $X$ reqister.
ROWLIST (XROM 16,32): lists memonics of ROM words to the printer. When executed, ROMLIST will proapt for START -. Enter the starting ROM address to be listed - 0000-FFFF. FONLIST will then list RDO mords sequentially from the input address until R/S is pressed. The output format is: aiad dod C manum amman
where asaa is the address, ddd is the data at that address, c is the character representation of the data, and mamamas is the memonic interpretation.

ROMSLM (XROA 16,33): computes the checksum of any RROM page. In keyboard mode, the user is prompted for PAGE -. Input the hex page - 0-F. When executed from a program, ROWSLM conputes the checksum of the page as specified by digit 12 of $\chi$. The 3 -digit checksum is returned in digits $2-8$ of $\chi$.

BXL1（XROM 16,34 ）；rotates the contents of the $X$ register left by 1 bit．For exaupley
＂A1234567日90FED＂＝binary 101000010010001101000101011801111000103100808111 11101101
COHE
RXL1
DECDDE
shous＂虹年68FCFI21FDB＂＝binary 0100001001000110100018101108111100010010000111111101 1011．Notice that the leftmost bit shifted around into the rightmost position．RYLI is the inverse function of RXR1．

RXL4（XROM 16,35 ）：rotates the contents of the $X$ reqister 1 digit（ 4 bits）to the left．Example： ＂1234＂
CODE
RXL4
DECDOE
shows 8．．．012348．The leftmost digit is rotated around into the rightmost position．RXL4 is the inverse function of RXR4．

RXR1（XROM 16，36）：rotates the contents of the $X$ register right 1 bit．The rightmost bit is rotated around into the leftnost position．RXR1 is the inverse function of RKL1．

RXR（XROM 16,37 ）：rotates the contents of the $X$ register right 1 digit（ 4 bits）．The rightnost digit is rotated around into the leftmost position．RXR4 is the imverse function of RXLA，

SAVE（XRON 16，38）：proupts the user for a FOM page（0－F）and then a file nase．The specified ROM page is copied to cassette with the specified file name．SAVE creates an 821 record file．The first（header）record is of the format：

106033 5p 60 6F FF
where $p$ is the page nuaber copied to cassette．The next 820 records contain the ROM data at 5 ROM words per record in the bimary format：

8001 00aa ajaa aaaa bbbb bbbb bice cecc cecc dddd dddd ddee eeee eeee
where $a, b, c, d, e$ are 5 consecutive ROM words．The last record uses only the a portion－$b, c, d, e$ are all zero．This file format is compatable with the cassette file format as created by functions in ASSEMELER 3 （an Rustralian microcoding EPRDP set for the MRII．SAVE creates files to be read into the ProtocODER with GET．SAVE should be executed with as large a SIIE as possible to minimize the number of copy loops required，and speed up the copy time．

STOR（XROM 16,39$)$ ：stores the contents of the $Y$ register into the absolute register as specified by a floating point muraber in $X$ ．Mo normalization occurs．Example：

SIZE 0．21
300
ENTER
511 ＝absolute address of register R20＝hek 1FF
STIA
RCL 00 to see 320.
SXL4（XFOM 16，40）：logically shifts the contents of the $X$ register left 1 digit（4 bits）．A zero is shifted into the rightmost digit．Example：
＂1234＂
CODE
SKL4
DECADE
to see $2 . . .012340$.

SXR (XRDA 16, 41): logically shifts the contents of the X register right 1 digit (4 bits). A zero is shifted into the leftmost digit. Example:
"1234"
CODE
SXR 4
DECODE
to see 0... 0123.
TOAFF (XROA 16, 42): toggles the user flag as specified by the floating point number in the $X$ register. If the specified flag was on $(=1)$ then TDGF turns it off $(=0)$. If the flag was off then TDGF turns it on. Example:

49
T0GF
to see the RRT anmunciator. Execute TDGF aqain to turn BRT off,
$X+Y$ (XRON 16, 43): adds the binary nuwber in $Y$ into the binary nuaber in $X$. $Y$ remains unchanged. Example:
'110F"
CODE
ENTER
"322"
CDED
$X+Y$
DECDOE
to see 0... $01431=$ hex $110 \mathrm{~F}+322$.
XOR (XROH 16,44) : logically exclusive-ors $Y$ into $X$, bit by bit. $Y$ is unchanged, and the result is placed in $X$. The resulting bit in $X$ will be 1 if the corresponding bits in $X$ and $Y$ were not equal ( 0 and 1 , or 1 and 0 ). The resulting bit will be 0 if the corresponding bits were equal (0 and 0 , or 1 and 11. Example:
" $33^{\prime \prime}$ (= binary 00116011)
$\operatorname{CODE}$
ENER
" 85 " $=$ binary 10680101)
CODE
Y0R
DECDDE
will display 0...085 = binary 0...0 10110110.

* (XRON 16, 45): is a subroutine u5ed by AK to return from the keypress proapt. The system RSN routine prompts for a keypress which specifies the hey to which the assigneent will be sade. After accepting this keypress, the system does not return to the calling program; therefore, x was necessary. *K can be used froa the microcode level by putting the hexcode of the instruction to be assigned into digits $3-8$ of $x$ and the coded keycode in digits $1-8$ of the internal $A$ register, then executing *h.
*DDE (XROM 16, 46): is a subroutine used by LODE. To use it, CODE the hex value of the instruction to be loaded into digits $2-0$ of $h$. CODE the address where the instruction is to be loaded into digits $2-0$ of $L$. Then execute $* 0 D E$ in a program. The address which was in 7 is incremented and returned in $x$. Also, the next line of the program is skipped. FODE executed fron the keyboard will function properly but display the message "wal when it returns.


## APPENDIX 1: PROTQTECH, INC. PRODUCTS

The following products are available from Prototech, Inc.:
ProtocIDER2 is the alain control box that plugs into the HP 41C. It provides the peripheral boards with data, control, and address signals. It includes one 4K ProtoCODER.

ProtoCODER provides the user with 4896 (4K) mords of memory which is programmable in wicrocode the machine lanquage of the sicroprocessor in the calculatorl. No external EPROM is mecessary to progran the Protociocs; however, the PCODER-1A EPFOM set provides many useful functions to assist in microcode prograwning.

ProtoEPROM allows the user to plun in one HP-format EPROM sat containing user lanquage programs and/or microcode.

ProtoRDO allows the user to plug in up to 4 HP Application wodules. Each module can be individually switched on or off into any port. The switching can be done from the keyboard or under prograus control.

ProtoPARIO is a qeneral purpose 10-bit input/output interface for the HP 41C. Applications wight include interfacing two calculators, or interfacing to a computer, light controller, full size ASCII heyboard, or a voltweter. With appropriate software, data from external devices can be sampled and stored at up to 700 tines per second with an unmodified HP 41C. The ProtopARIO is not enclosed in a box, since the user will be required to make hardware commections to the circuit board. It requires a ProtoEPROM.

NECROM-1B is an EPRAKA set containing many routines useful for programming the original ProtoCODER (which uses the SIGN function to perforn a write, whereas the ProtoCIDERR uses ABS). It contains the following functions which are similar to those in the PCDDER-1A EPROM set: DIMP, CODE, +1 ,



NECROM-1B displays message
, appends left goose to display
CL clears system flag 12

- appends right goose to display

RLM? displays ROM 0, 1, 2 revisions
CAT lists online ROHIS or CAT2 starting at any page
LODB unfinished byte loader
MIOINT returns INT (X)Monio to $x$
BJITM byte juaper
LEFT rotates display to left
DIS appends any character to display
DISTST display test
$X=1$ ? comparison
POW2 unfinished exterded precision powers of 2
COPEE copies any POM into ProtoCODER
SST fast continuous single step
BST fast continuous back step
NFCRCN-TC is an EPROM set which is identical to NFCFOM-1B except that the bugs in $A R$ and $H E X-D E C$ have been patched.

IDEAL is an BK EPROM set including the NFCROM-1B and $4 K$ of additional routines for use with the original ProtoCDDER (SIGN type - not ABS). Of major importance to the ProtoCODER user are the START and RESTART programs. START initializes the ProtoCDDER. AESTART copies a user language (RPN) prograa from user memory into the ProtoCODER, computing all the GTO distances, etc. For users with a sodified 82143h printer, barcode printing programs are provided. To aid in debugging, two programs list all LEL, GTO, XED instructions and all registers, labels and flags used. Various other utility routines are also provided. This EPROM set is shipped as mitten, and with a xerox of the instructions as provided by the authors. Prototech, Inc. has this EPRON set available for sale only, and will not provide any support for the IDERL portion of this EPRCM set.

This ProtoCOMER2 manual is included with any ProtoCIDER2 ordered, but is also available separately.
For a lisited time, Prototech, Inc. will provide upgrading services to change your SIGN function ProtoSYSTEM into a Protoconer by adding appropriate jumpers on your board. If you have a Protoinc, it will need a slight modification also. For details and pricing of this modification, contact Nelson Crowle at Prototech, Inc.

## APPENDIX 2: WARRANTY, SERVICE, ASSISTANCE

## LIMITED WARRANTY

The ProtoCODEPR and all ProtoSYSTEM peripherals manufactured by Prototech, Inc. are warranted against defects in materials and workmanship for a period of ninety (90) days fron the date shipped from Prototech, Inc. Hithin this warranty period, Prototech, Inc. will repair or at its option replace a defective part at no charge to the owner, provided that Prototech, Inc. is contacted within the warranty period for shipping instructions. There will be a charge for repairs after the warranty period has expired. Prototech, Inc. assumes no responsibility for darages, either direct or consequential, from the use of its products. Prototech, Inc. will have no obligation to eodify or update products after sale. This warranty does not apply to products damaged by accident or misuse, or to products that have been modified by anyone other than Prototech, Inc., and does not apply to the $4013,4593,74 C 174$, and $74 C 175$ interfacing chips in the ProtoPARIO. This warranty is made in lieu of all other marranties, either express or implied.

## SERVICE

If your ProtoCODERE or amy Prototech, Inc. product requires service, contact Prototech, Inc. for instructions.

## ASSISTANCE

If you meed technical or applications assistarce relating to the use of the Protoconere, please contact Prototech, [re. at (303)-499-5541 (no collect calls), or write to

PROFOTECH, IMC.
P. D. BDK 12104

BOULDER, CO 80303 USA

## APPENDIX 3: PPC INFORMATION

PPC is the Personal Programming Center which is an organization of users dedieated to personal coaputing. It is the oldest personal computing group in the world. PPC publishes the PPC Calculator Journal which disemenates information and prograns for HP ealculators. For information on membership, obtaining back issues of the PPCCI, and information about the PPC ROM or PPC EPROM5, send a $9 \times 12^{\circ}$ ewelope with 202 of postage or equivalent international postal coupons to:

PPC
2545 H . CAMDEN PLRCE
5FATA FNA, CA 57704

PPC Technical Notes is a publication of the Neibourne Chapter of the PPC. For subscription information, send a self addressed emvelope and international postal coupons to:

PPCTM
J. E. MaEECHIE

P [ BOX 512
RINGHOND, VICTORIA 3134
AUSTRALIA

PPC EPROM sets are currently available froat:
JOE BELL
SURNEY CALCULRTIDNS JDURNAL
P0 BOX 6674
SAN BEANAROIND, CA 92412

## APPENDIX 4: INTERNAL BENDER AMPLIFIER

This simple circuit can be built within the calculator to provide a large volume increase from the bender output into an external speaker. The only parts you need are a ainiature speaker labout $11 / 2$ inches), 3 ak3906 transistors, a swall plug and jack, and some wire and solder. Total cost is about \$3. Note that this modification is not supported by HP and will woid your warranty. Prototech, Irc, assumes no responsibility for the use of this information. It is provided for the users reference only.

Remove the battery pack and all modules then remove the four screws from under the rubber pads on the back of the calculator and lift the back of the calculator off, Locate the bender (1-inch flat metal disk stuck onto the [PU) and unstick it. There are two wires connected to the bender. The inmer one on the smaller section of the bender is the bender output signal. Solder a nire on top of the wire that is already there. Locate the plastic-copper battery contacts (where the battery pack plugs inl and scrape a swall hole in the plastic at some location on both the BRT+ and GND contacts that will not get in the way of the battery pack. Solder a wire to each contact. Locate a place to put the output jack. Radio Shack sells a plug and jack combination that fits tightly into the battery charger hole. You should now have 3 wires added on to your calculator: bender output, BATt, and GND. Solder the 3 transistors together as shown below and attach the 3 \#ires and the jach. Also wire the two speaker contacts to the plug. The transistors will fit easily in the calculator along the side of the I/O ports. After verifying that you have wired everything correctly, reassenble and try it out. Note that this does draw significantly more power than the berder alone. Transistors in the diagram are shown with their flat face forwards.


## APPENDIX 5:HP 41C MICROCODE

The HP 41's brain (microprocessor) defines what can and cannot be done with the calculator by having a specific set of instructions. These instructions are referred to as nicrocode. They are stored in ROHs (Mead Only Memories) or amything that looks like a RDH to the calculator, such as a Protoconer or EPRom, The sequence of these instructions determines what the calculator will actually do. It gives the calculator its personality that makes it act like an HP 41C. The calculator will function just as well with some other operating systew or language and could be changed to a completely different personality just by changing these ROM ${ }^{(1)}$. By using a disassembler progran (such as ROMLIST in the PCODER-1Al you can list the contents of the ROMF in the calculator to get a general idea of hon things are done in ricmocode.

The processor of the HP 41 has a set of internal registers in which all of its operations are performed. Registers $A, B, C$ (different from the user stack $a, b, c$ registers), $A_{1}$ and $N$ are 56-bit repisters - the same size as user and stack registers. Arithmetic, logical, and input/output operations are performed with $A, B$ and $C$. $M$ and $N$ are used for temporary storage. The PC register is 16 bits long and contains the address of the next Rom word to be executed. It is normally incremented after each instruction is executed, but can be modified by a GOLOMG, GOSUB,
 * 16) locations.
 system flags (13-0), a KB flag which is set mhen a key has been pressed, and a C (Carmy or Condition flag. The 6 register is used for temporary storage. The KEY register contains the keycode of the last key pressed, the ST register contains systen flags 8-7, and the T or F register controls the bender to wake beeps. The $P$ and $Q$ registers point to a digit (13-0 from left to right) in the 56-bit registers. The active "pointer" (either $P$ or $Q$ ) is called $R$, Normally, only one pointer is active at one time. System flans 7 - 0 can be accessed by using ST. System flags 138 can only be accessed individually. Flags 13-10 are dedicated for certain systen uses: Flan 13 is set if a program is running; flag 12 is set to indicate a PRIVATE program; flag 11 is set to mable a user stack lift at the end of an instruction; flag 10 is set to indicate that the program pointer in the user stack register $b$ is a ROA address. The $C$ flag is set when a test is true, when a carry occurs, and when the calculator is first turned on by pressing the 0N key. It remains set for one instruction, then is cleared.

All 55-bit registers are separated into several fields. The user can select which field within the register is affected by an operation. The part of the reqister outside that field is not affected. The 56 bits arg separated into blocks of 4 bits, each called a digit or nybble. They are numbered from left to right (high order to low order) as 13-0. Each digit or a contiguous block of digits can be operated upon using the $P$ and/or a pointers. Other named fields are:
5 Mantissa sign = digit 13
H Mantissa - digits 12-3
XS Exponent sign-digit 2
$x$ Exponent - digits $2-0$
ADR Address field-digits 6-3
KB Key buffer - digits 4-3
There are four classes of microcode instructions numbered as 0, 1, 2, and 3. The class is deterained by the right-riost two bits of the 10-bit instruction. The following tables list both the HP uremonics for microcode instruetions and the mnemonics first published by Steve Jacobs (PPC \#5358) in PPC FOM LISTINGS 2. The HP memonic is listed followed in parenthesis by Steve Jacobs' memonic. If you examine $H P$ microcode listings you will find instructions that are not listed belon. These instructions are actually macras in the HP assembler to simplify the programing. A nacro is an instruction which has no meaning to the microprocessor, but which is replaced by a sequence of 1 or more instructions that the microprocessor does understand. For example, the instruction " $C=A$ " is not listed belon because it is a aacro. When the $H P$ assembler encounters " $C=A$ " it replaces it with the sequence " $A C E X$ ", " $A=C$ ".

## CLASS ■ INSTRUCTIONS

There are two types of Class 0 instructions: parametric and special. The parametric instruction hex codes specify a field or register upon which the operation will occur:
$\mathrm{Sp}=0 \quad$ (CLRF p) Clear system flag $p$
Sp=1 (SETF p) Set system flag p
?Sp=1 (?FSET p) Set C flag if system flag $p$ is set
LC p (LDOR- pl Load p into $C$ at PT, decrement PT
?PT=p (?R= p) Set C flag if pointer equals $p$
PT=p (R p ) Set selected pointer to p
SELPp (SELP p) Transfer control to peripheral p
PEEN $=C \mathrm{C}$ ( (HRIT p ) Urite C to peripheral or menory
? $\mathrm{Fp}=1$ ( FI I p ) Set C flag if peripheral flag set
$\mathrm{C}=\mathrm{REGN} \mathrm{N}$ (READ $\rho$ ) Read C from peripheral or memory
RCR (RCR p ) Rotate C right by $\rho$ digits
Hex codes for Class 0 paranetric instructions are:
$\begin{array}{lllllllllllllllll}\text { INSTR } & p=0 & 1 & 2 & 3 & 4 & 5 & 5 & 7 & 8 & 9 & 10 & 11 & 12 & 13 & 14 & 15\end{array}$
MREMONIC (T) (Z) (Y) (X) (L) (M) (N) (0) (D) (d) ( +f (a) (b) (c) (d) (e)

| $5 \mathrm{p}=8$ | 334384204084044094144284184244864 |
| :---: | :---: |
| Sp=1 |  |
| ${ }^{25 p}=1$ |  |
| LCp |  |
| ? $\mathrm{PF}_{\text {F }} \mathrm{p}$ | 394314214014054894154294114254004194354 |
| PT=p | 39C 31C AIC O1C 05C 99C 15C 29C 11C $25 C$ ODC 19C 35C 20 C |
| SELPp |  |
| REGK= $\mathrm{C}_{\mathrm{p}}$ |  |
| ? $\mathrm{F} \mathrm{p}=1$ |  |
| C=PEENp |  |
| RCRp | 3EC |

Hex codes for Class @ special instructions are:

| HEX MNEWNIC | DPERATION |
| :---: | :---: |
| 3 L 4 CLR ST ( $5 \mathrm{ST}=0$ ) | Clears ST and flags 7-8 |
| 3CB RST KB (CLRKEY) | Clears KB flag |
| 3 CC CHK KB (?KEY) | Set C flag if key pressed |
| 3 BL DEC PT ( $\mathrm{R}=\mathrm{R}=1$ ) | Decrement current pointer |
| 3 SC INC PT ( $\mathrm{R}=\mathrm{R}+1)$ | Imcrement current pointer |
| $058 \mathrm{G}=\mathrm{C}$ ( $6=C \mathrm{CR}, \mathrm{t})$ | Copy digits R,R+1 from C into 6 |
|  | Copy 6 into digits $\mathrm{R}_{1} \mathrm{R}+1$ of C |
|  | Exchange $\mathbf{E}$ with digits $\mathrm{R}_{\text {, }} \mathrm{R}+1$ of C |
|  | Copy C into M |
| $198 \mathrm{C}=\mathrm{m}$ ( $\mathrm{C}=\mathrm{M}$ RLL) | Copy M into C |
|  | Exchange M with C |
| $258 \mathrm{~F}=\mathrm{ST}$ ( $\mathrm{T}=\mathrm{ST}$ ) | Copy ST into F |
| c99 ST=F (ST=T) | Copy F into ST |
| 2nd FST EX (STOT) | Exchange F with ST |
| $358 \mathrm{ST}=\mathrm{C}_{\text {( }} \mathrm{ST}=[\mathrm{C}$ ) | Copy digits 1,8 from C to ST |
| $398 \mathrm{C=ST}$ (C=ST ${ }^{\text {\% }}$ ) | Copy ST into digits 1, 8 or [ |
| 30 CST EX (COST) | Exchange ST with digits 1,0 of [ |
| Q20 SPOPND (XO--30) | Drop return stack to convert 60SLI to GOTD |
| 068 PDMOFF (PDNOFF) | So to standly mode |

Class 0 special instructions hex codes, continued:

| HEX MNEMONIC | dPERATION |
| :---: | :---: |
| GAP SE P (SLCT P) | Select $\rho$ as the active pointer |
| BEC SEL 0 (SLCT Q) | Select 0 as the active pointer |
|  | Set [ flaq if pointers are equal |
| 160 ?LLD (?LOMAAT) | Set C flag if low battery |
| 1AE CLRABC ( $A=B=C=0$ ) | Clear registers $\mathrm{A}_{1} \mathrm{~B}, \mathrm{C}$ to zero |
| 1ED GOTOC (EDTO ADR) | Copy digits 6-3 of C into PC |
| 288 C=KEYS ( $C=\{(E Y$ KY) | Copy KEY register into digits 4-3 of C |
| 2689 SETHEX (SETHEX) | Use hexadecimal arithsetic |
| 2 2 SEITEC (SETDEC) | Use decimal arithretic |
| CEO DISAFF (DSPOFF) | Turn off display |
| 320 DISTDG (DSPT0G) | Toggle display off to on or on to off |
| 368 RTN C (?C RTN) | If C set them return from subroutine |
| 3 AP RTN NC (2NC RTN) | If $C$ clear then return froen subroutine |
| SED RTN (RTN) | Pop stack into PC for subroutive return |
| $870 \mathrm{~N}=\mathrm{C}$ ( $\mathrm{N}=\mathrm{C} \mathrm{CHL}$ ) | Copy C into N |
| QBe C=N (C=N ALL) | Copy N into C |
| BFO NC EX (NOC HLL | Exchange C with N |
| 130 LDI (LDI StX) | Load next ROM word into digits ${ }^{2}-0$ of C |
| 170 STK=C (PUSH ADR) | Push digits 6-3 from C onto return stack |
| 1 Ba C=STK (PDP ADR) | Pop return stack into digits 6-3 of C |
| 239 g0TTKEYS (60TO REY) | Load digits $4-3$ of C into lower 8 bits of PC |
| 278 DADD=[ (RAM SLCT) | Use digits $2-0$ of C as RRM address |
| $2 F 9$ DATA $=$ ( (WRITE DATA) | Write C to peripheral or memory |
| 338 CXISA (FETCH StK) | Load digits 2-0 of C from Rlam address AbR of C |
| $370 C=C$ OR A ( $C=C$ OR A) | Logical OR of C with A |
| $3 \mathrm{Be} \mathrm{C}=\mathrm{C}$ PND A(C=C AND A) | Logical AND of C with A |
| $3 F 0 \mathrm{PFRD}=\mathrm{C}$ (PRPH SLCT) | Use digits $2-8$ of C as peripheral address |
| O00 NOP (NOP) | No operation |

The following hex codes are not used by the basic HP 41C operating systea: $x 34, x 74, x B 4, x F 4, x I B, 830,1 F 0,2 B 0,100,280,380, x 48, x 80, x C 0$. Some of these hexcoders are used as instructions for HP-IL and for page switching within the HP 4ICX.

## CLASS 1 INSTRUCTIONS

Class 1 instructions are two-word instructions which perform an absolute address $60 T 0$ or GOSUB. The first word contains the least significant 8 bits of the address, followed by 01. The second word contains the most significant 8 bits of the address, followed by pp, which is:
$\mathrm{p}=000$ GOSUB (or NC X xD or GISNC) Execute subroutine if C is clear
$p p=01$ GOSC (or $? C \times(1) \quad$ Execute subroutine if $C$ is set
$\mathrm{pp}=10$ GOLONS tor ?NC 50 or GORND) Goto KOM address if C is clear
pp=11 GOLC (or TC G0) Goto ROM address if C is set

$0911001001=609$ for first word
$82008001010=684$ for second word

## CLASS 2 INSTRUCTIONS

Class 2 irstructions are used for arithmetic and logical operations．Arithmetic operations are perforned in hexadecimal or decimal depending on the last mode operation（SETDEC or SETHEX） executed．In DEC mode，all operations are performed on digits 8－9（A－F work also，but not in the expected manmeri．In HEX mode，all operations are performed on digits $\mathfrak{\theta}-\mathrm{F}_{\text {．}}$ ．The $\mathbb{C}$ flag is set if the operation perforned causes the most significant digit in the selected field to exceed 9 （in DEC）or F（in HEX），or if the result causes a borrow（result is less than 0）．

| Mamphic | dPERATION | Hex Code in field mid digits of chafected |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | PT | 4 | WPT | ALL | P8 | XS | 硡 |  |
|  |  | ETT | 2－8 | PT－8 | 13－8 | P－1 | ， | 12－3 | 13 |
| $A=0$ | Clear A | 092 | 03 | 60月 | 00 | 012 | 016 | 01 A | 01 E |
| $\mathrm{B}=0$ | Clear B | 022 | 025 | 12月 | 0 OE | 032 | 036 | 03月 | Q3E |
| $\mathrm{C}=0$ | Clear C | 842 | 848 | 84 | 04E | 052 | 056 | 85A | 05E |
| AEEX EX （AOB） | Exchange A with B | 063 | 065 | 06 A | 06 E | 072 | 076 | 87A | 07 E |
| $B=A$ | Copy A into B | 882 | 086 | Q6A | 8BE | 098 | 096 | 099 | 29E |
| ACC EX（AOC） | Exchange A with C | QA2 | ORF | OAA | OAE | $8 \mathrm{BB2}$ | QB6 | 8BA | 9BE |
| $\mathrm{C}=\mathrm{B}$ | Copy B into C | OCL | OC5 | 6CA | QCE | $0 \mathrm{D2}$ | 056 | 9DA | QDE |
| BC EX BOC）$^{\text {c }}$ | Exchange B with C | QE2 | 8E6 | 6EA | SEE | BF2 | OFG | 8FA | OFE |
| $A=C$ | Copy C into A | 182 | 186 | 18A | 10 E | 112 | 116 | 119 | 115 |
| $A=A+B$ | Add B into A | 122 | 125 | 12 h | 12 E | 132 | 136 | 13A | 13 E |
| $A=A+C$ | Add $C$ into $A$ | 142 | 145 | 149 | 14 E | 152 | 156 | 15A | 155 |
| A $=0+1$ | Increment $A$ | 162 | 165 | 16 A | 16E | 172 | 176 | 17A | 175 |
| $\mathrm{A}=\mathrm{A}-\mathrm{B}$ | Subtract B from A | 182 | 186 | 184 | 18 E | 192 | 196 | 19A | 195 |
| $\mathrm{A}=\mathrm{Al}$ | Decrement A | 1.2 | 185 | 1 AR | 1月E | 182 | 186 | 18A | IBE |
| $A=A-C$ | Subtract C from A | 102 | 105 | 1CA | ICE | 102 | 1196 | 1DA | IDE |
| $\mathrm{C}=\mathrm{C}+\mathrm{C}$ | Double［ | 1E2 | $1 E 5$ | 1EA | 1EE | 1 F 2 | $1 F 6$ | $1 F A$ | 1FE |
| $C=A+C$ | Add A into C | 262 | 286 | 28. | 20E | 212 | 216 | 214 | 215 |
| $\mathrm{C}=\mathrm{C}+1$ | Increment C | 222 | 226 | 22 A | 22 E | 232 | 236 | 23 A | 235 |
| $\mathrm{C}=\mathrm{A}-\mathrm{C}$ | A－C into C | 242 | 246 | 24 A | $24 E$ | 252 | 256 | 25A | 25E |
| $\mathrm{C}=\mathrm{C}-1$ | Decrement C | 262 | 265 | 26 A | $26 E$ | 272 | 276 | 27A | 275 |
| $\mathrm{C}=-\mathrm{C}$ | Complement C | 282 | 285 | 289 | 28 E | 298 | 296 | 298 | 295 |
| $\mathrm{C}=-\mathrm{C}-1$ | 9＇s or F＇s couplement C | 2 A 2 | $2 А 6$ | 2 AB | 2RE | 282 | 286 | 2 BA | 2 EE |
| ？日\＃\＃ | Set C flag if B not 0 | 202 | 206 | 2 CA | $2 C E$ | 2 LR | 206 | 20A | 2 DE |
| ？C\＃0 | Set C flag if C not 0 | 2 EP | $25^{5}$ | 2E月 | 2 互 | af2 | 266 | 2FA | 2FE |
| ？ A （c | Set C flag if ACC | 382 | 365 | зен | 35E | 312 | 316 | 31A | 315 |
| ？ A ¢ $\mathrm{B}^{\text {a }}$ | Set C flag if A （ B | 322 | 325 | 32月 | 325 | 332 | 336 | 33A | 33 E |
| ？${ }^{\text {\＃\＃a }}$ | Set C flag if A not 0 | 342 | 345 | 34 A | 34E | 352 | 356 | 35A | 35E |
| ？月栕 | Set C flag if A not＝C | 362 | 365 | 36A | $36 E$ | 372 | 376 | 37A | 375 |
| A SR（RSHFA） | Shift A right 1 digit | 382 | 385 | 36A | 36E | 392 | 396 | 39月 | 395 |
| B SR（ASLFE］ | Shift 8 right 1 digit | 3A2 | 3A5 | 3Af | 3HE | 382 | 386 | 38月 | 3EE |
| C SR（RSHFC） | Shift C right 1 digit | 352 | ЗС5 | 3 CA | 3CE | 3D2 | 316 | 3DA | 3DE |
| A SLILSHFA） | Shift A left 1 digit | 3EP | 3E6 | 3EA | 3EE | 3F2 | 3 F 6 | 3FA | 3FE |

## CLASS 3 INSTRUCTIONS

Class 3 instructions allow the proqram to jump up to 63 words forward or backuard from its present location. The Pnemonics are GONC (or 60T0 or JNC) and GOC (or JC). In assenbler listings the GONC is followed by a label. In disassembled listings the GNNC is followed by "x+pp" or "*pp" which indicates a jump relative to the current instruction address ("¥"). GONC branches if the C flag is clear. GOC branches if $C$ is set.

| DISTAMCE | JNC- | JC- |  | JC+ | DISTAMCE | JNC- | JC- | nict |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| - ortal | 3 FB | 3FF | ав | 80F | - or +82 | 373 | 377 | 013 | 017 |
| 03 | 3E® | 3EF | 018 | $81 F$ | 04 | 3E3 | 357 | 823 | 027 |
| 85 | 3DB | 30F | 828 | 82F | 86 | $3 \mathrm{D3}$ | 307 | 033 | 0.37 |
| 07 | 3CB | 3 CF | 838 | 03F | 68 | 353 | 367 | 843 | 047 |
| 89 | 38B | 3BF | 848 | 94F | 8 C | 383 | 387 | 053 | 057 |
| 6B | 3HB | 3 3 F | Q5B | BFF | $8 \cdot$ | $3 \mathrm{A3}$ | 3 A7 | 063 | 067 |
| 00 | 398 | 3FF | \%6B | 86F | OE | 393 | 397 | 073 | 077 |
| 6F | 388 | 38 F | 978 | 97\% | 10 | 383 | 387 | 983 | 887 |
| 11 | 378 | 37 F | 088 | 6BF | 12 | 373 | 37 | 893 | 697 |
| 13 | 368 | 385 | 098 | 097 | 14 | 363 | 367 | QA3 | 047 |
| 15 | 358 | 35F | AAB | QFF | 16 | 353 | 357 | QB3 | 6B7 |
| 17 | 34B | 347 | Q日B | QEF | 18 | 343 | 347 | CC3 | $8 \mathrm{C7}$ |
| 19 | 338 | 33F | acB | QCF | 18 | 333 | 337 | 003 | 007 |
| 18 | 328 | 32F | 0.01 | BDF | 15 | 323 | 327 | 8E3 | BE7 |
| 1 D | 318 | 31F |  | QEF | 1E | 313 | 317 | 9F3 | QF7 |
| $1 F$ | 30B | 30F | 㫙 ${ }^{\text {P }}$ | QFF | 20 | 383 | 307 | 103 | 107 |
| 21 | 2FB | 2FF | 108 | 18 F | $\varkappa$ | 2 F 3 | 277 | 113 | 117 |
| 23 | İB | 2 FF | 118 | 11F | 24 | $2 E 3$ | 287 | 123 | 127 |
| 25 | 2 DB | 2 F | 128 | 12F | 26 | 203 | 207 | 133 | 137 |
| 27 | 2CB | 2 CF | 138 | 13F | 28 | 203 | $2 \mathrm{C7}$ | 143 | 147 |
| 29 | 20B | 2 BF | 148 | 145 | 2 H | 283 | 287 | 153 | 157 |
| 2 B | 2 AB | 2FF | 158 | 157 | 26 | $22_{3}$ | 2A7 | 163 | 167 |
| 20 | 298 | 295 | 168 | $16 F$ | 2 E | 293 | 297 | 173 | 177 |
| 2 | 288 | 2BF | 178 | 177 | 38 | 283 | 287 | 183 | 187 |
| 31 | 278 | 27 | 188 | 18F | 32 | 273 | 277 | 193 | 197 |
| 33 | 268 | 26F | 198 | 197 | 34 | 263 | 267 | $1 \mathrm{~A}_{3}$ | 1 A 7 |
| 35 | 258 | 255 | IAB | 19F | 36 | 253 | 257 | 183 | 187 |
| 37 | 248 | 24F | 18 B | 1EF | 38 | 243 | 247 | $1{ }^{1} 3$ | 177 |
| 39 | 238 | 23F | 1 CB | ICF | 3 A | 233 | 237 | 103 | 107 |
| 38 | 228 | 22 | 1 10 | 10F | $3 C$ | 223 | 227 | $1{ }^{1} 3$ | 167 |
| 3 D | 218 | $21 F$ | 1 18 | $1 E F$ | $3 E$ | 213 | 217 | 153 | 177 |
| $3 F$ | 20B | 23 F | 1FB | 1FF | -40 | 203 | 207 |  |  |

## ROM ADDRESSING

The HP 41 calculator can address up to 65536 ( 64 K ) 10-bit words of information in RROPs (Read Only Mesories). This includes the operating system ROMs, HP Extension and Application modules, EPROMS (Erasable Programable ROAs), and the ProtoCODER. These 64 K words are separated into 16 "pages" of 4096 ( 4 K ) words each, numbered in hexadecimal from 0 to $F$. The 4096 words on each page are numbered in hex from 000 to FFF. ROM addresses are specified as Phant where $\rho$ is the page and WWW is the word number on the page.

Sone of these 16 pages are preassigned for system use and cannot normally be used. Amy page from 5 to F can be used to contain a RRM, EPROM or ProtoCUDER. Be careful to have at most one nemory assigned to a page. Assigned pages are:

| Pages $0,1,2$ | Su |
| :---: | :---: |
|  |  |
|  | is not used by the HP 41C or CV, but contains the XFINctions ram in the 41 CX . |
| Page 4 | is used by the HP Service Hodule which helps HP diagnose calculator problems. If a PROM resides here, it is automatically executed when the calculator is turned on. |
| Page 5 | is used by the HP Time Module. The Hp 41CX also uses page 5 for another systen RRM. |
| Page 5 | is used by the HP P2143 and P2162 printers. |
| Page 7 | is used by the HP-JL. |
| Pages | are norwally used by HP modules. The page number identifies mhich port the module is in. Page 8 is port $1, A$ is $2, C$ is $3, \mathrm{E}$ is 4. |
| Pages 9, $\mathrm{B}_{1} \mathrm{D}_{4} \mathrm{~F}$ | are noreally used only when the HP module is an BK (such as the REFL EETATE wodule). The second half of the RDM occupies page 9 if the module is in port 1, page B for port 2, D for 3, and F for 4 . Newer $H P$ modules may be addressed to an odd page. The futo Execute roll is addressed in this Way which means that both it and a low-page 4 K ROM can be in the same port. |

## XROM WORD FORMAT

Each $4 K$ ROM contains several words used by the systen in addition to the routines. The lowest block of addresses in the ROM contain the XBOM number and the catalog (FAT or Function Address Table) information. Words FF4-FFA may contain Goto instructions for routires for certain interrupt conditions. Normally these words should be zeroes.

```
x000 contains hex XROM number, E.g. word 6688 in the Printer (XROM 29) contains 01D.
x001 contains the number of routines contained in the catalog table, in hex.
y00%-x0e3 and each pair of words following contains the address of the next function.
    These words are interpreted as tah and 8cd. t is 0 for microcode routines and 2 for
    user language prograss. abed is the offset from word 000 of the R0% containing the
    catalog table which points to the address of the first executable instruction if the
    routine is microcode, and the address of the first byte of the LBL if the
    program is user language, if a is not zero, then the catalog entry points to a
        location within another R0M. This catalog (Function Address Table) information is
        followed by two mords containing 000.
\mp@subsup{x}{1}{},,-XFF3 contain programs and routines.
xFF4 contains interrupt instruction executed during a PSE loop.
xFF5 contains interrupt instruction executed after each line.
xFF6 contains interrupt instruction executed on wakeup with no key pressed,
xFF7 contains interrupt instruction executed when the calculator is turned off.
xFF8 contains interrupt instruction executed when a peripheral flag is set.
xFF9 contains interrupt instruction ekecuted on wakeup by pressing the ON key.
XFFA contains interrupt instruction executed on MEMORY LOST.
wFFB-xFFE contains the RDM identification and revision number.
xFFF contains the ROM checksum. This is used to verify that the ROA contents are
    correct. To calculate this checksua, see "ploml Checksum".
```


## TONES IN MICROCODE

The HP 41 uses a short microcode routive located at address 160D to control the bender for all TONE operations. Both the frequency and the duration of the tone are software controlled and are predictable given the cycle time of the calculator. The system routine accepts 2 digits of data to specify the tone, The left-most bit is chopped off and interpreted as INDIRECT if it is 1 , TONE instructions appear in meaory as 9 ath where a is nermally 0 and $b$ is $0-9$ unless created syntheticly. The duration of the tone is determined by the contents of ROW word $16 \mathrm{~F}=\mathrm{a}+\mathrm{ab}$. This value is decremented in a loop as the tone is being heard until it becomes less than zero, which terainates the tone. The frequency is deterwined by b. HP intended only ten tones to be used but the TONE routine will look up ROW data for all 12B tones. This explairs why some of the symthetic tones changed in duration when HP updated RGM 1.

To use the bender, store 89 in the $F$ tor T) register and store hex FF in ST. Tones are created by turning $F$ on and off, i.e., by swapping $F$ and ST . The number of 5 waps defines the duration of the tone. The number of instructions between 5 maps defines the frequency. The duration and frequency will also vary depending on the cycle time of your calculator. Non speededup calculators have a cycle time of about 158 aicroseconds per aicrocode instruction.

Example: TONE 9 (9F 09) has a period of 3 processor cycles per loop * 2 loops per tone cycle * 158 microseconds per cycle $=.60448$ seconds. Then the frequency is $1 / .600948=1055$ hertz. To deterving the duration, convert the RMM data word at $16 F 2+09=16 F B$ mish is 215 hex, to decimal, then add one since the looper decrements the number until it is LESS than zero. This number ( 534 decimal) is the number of tiaes that the bender is flopped using the F and ST registers. The duration of TaPE 9 is 534 loops $* 3$ cycles per loop $*$. 800158 seconds per cycle $=.253$ seconds.

Tores with a frequency between existing tones can be created by varying the ratio of on-to-off time of the bender. In the above exaaple for TONE 9 , the bender is on for 3 cycles then off for 3 cycles. Try the same loop but leaving the bender on for 2 cycles and off for 4.

After using the berder, you should store a bo in the F register. If you do yot, then you will get a high pitched tone whenever the processor is rumning or when a key is pressed.

## KEYCODES RETURNED BY "C=KEYS"

The following hex keycodes are returned in digits 4-3 of C when $\mathrm{C=KEYS}$ is executed. If no key was pressed then is returned. All other digits of C are unaffected.


## ROM CHARACTER TABLE

The HP 41 recognizes two distirct character sets: modified ASCII tlisted in the HP 41 hex tables) and the RRM character set. The RROF character set is used for most internal operations including coding ROM function names. The colon (3A) is displayed as a boxed star. The comma (eC) and period (ZE) display as left- and right-facing geese respectively when used in a function name or in the display.

|  |  |  |  | 3 |  |  |  |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | 0 | A | B | C | 0 | E | F | 6 | H | I |  |  |  |  |  |  |
| 1 | P | 0 | R | 5 |  |  |  | H |  |  |  |  |  |  |  |  |
| $2$ |  | ! |  | \# | \$ | \% | 1 | 1 |  |  |  |  |  |  |  |  |
|  | 0 |  |  | 3 |  | 5 | 6 |  | 8 |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

## FUNCTION NAMES, PROMPTING, AND NON-PROGRAMMABILITY

When a function is executed, the operating system checks the RRN words containing the first two characters of the function nase and the two words immediately following. The catalog table entry for a microcode function (both mainframe and XRDN functions) points to the first word of executable code. The function name is listed in reverse order immediately precejing the first word of executable code. For example, CLA thex 97) has a catalog entry at 1487 of $0 D 1$ which means that the first executable word of CL.A is at 10D1. The listing for CLA is:

1008001 A
18CF PaCL
1000003 C
$100194 \mathrm{C}=0$
$10 \mathrm{C}_{2} 168$ REGN=C $5(\mathrm{M})$
1003 1AB REGN=C $6(\mathrm{~N})$
$10 D 41 E 8$ REGN $=C 7(0)$
$100522 \mathrm{ABEEN}=\mathrm{C} \mathrm{A}(\mathrm{P})$
10D6 3 EO RTN
This shows how the function name is listed in reverse order. The last character of the function nase is identified by adding hex 80 to the ROM character cods. For CLA, add 80 to the code for $A$ (001) to get 081 at address 18CE. The top two bits in the first two characters of the function name can be used to provide a prompt; these bits are zeroes for CLA since CLA requires no proupt.

| EXAMPPLE | PDD HEX TO <br> ICHR 2 CHR |  | PROMPT TYPE <br> ACCEPTED |
| :---: | :---: | :---: | :---: |
| CLA | 060 | (any) | No prompt |
| CLP | 100 | 080 | Accept alpha (null input valid) |
| SIIE | 100 | 100 | Accept 3 digits (4 with EEX pressed) |
|  | 100 | 200 | Accept non-null alpta |
| CAT | 100 | 369 | Accept 1 digit or IND or IND ST |
| ST0 | 290 | 60 | Accept 2 diqits, IND, IND ST, or ST |
| RCL | 200 | 100 | Accept 2 digits, IND, IND ST, or ST |
| FS? | 20 | 209 | Accept 2 digits, IND, or IND ST |
|  | 209 | 300 | Accept 2 digits, IND, or IND ST |
| LEL | 360 | 660 | Accept non-null alpha or 2 dinits |
| X $\chi^{\text {a }}$ | 300 | 100 | Accept non-null alpha, 2 digits, IND, or IND ST |
|  | 3080 | 208 | Accept mom-null alpha or 2 digits |
| GT0 | 360 | 308 | Accept non-null alpha, 2 digits, $\mathrm{ND}, \mathrm{NO} \mathrm{ST}, . \mathrm{xxx}$ |

Although $S T D(200,000)$ and RCL $(2000,100)$ appear to be the same, they are not. If you use the STO coabination, the calculator will also accept + - * or / to change the instruction to STt, etc. Your intended instruction will change to STP if you use this combination, and will not execute as you expect. This will also happen for the LBL, XED, and $6 T 0$ combinations.

Following are three examples. VIEN prompts will accept 2 digits, IND, IND ST, or ST. COPY mill accept an alpha string, including a null string. TONE will accept 1 digit, IND, or IND ST.

| 1202397 | $1105899 \%$ | $12 C C 085 \mathrm{E}$ |
| :---: | :---: | :---: |
| 1203685 E | $1106010{ }^{\circ}$ | $12 C \mathrm{COEEN}$ |
| 1204189 I | 110700 F 0 | 1208 30F0 0 |
| 1205216 V | 11808103 C | 12CF 114 T |

The operating systea examines these row bits and executes a proapt (if the appropriate bits are set) before the function is executed. If the prompt accepts an alpha string, the input data is loaded into the $\mathbf{Q}$ register, right justified, in reverse order, in ASCIL. For exauple, ASN "CDPY" loads $00000059504 F 4 C$ into 0 before the ASN routine is executed. if the prompt is numeric, the input data is loaded into the A register in binary. A numeric input of 55 returns 08000000 00037 in A. Add 80 hex for IND: IND 55 returms 00000000000087 in A .

In PRGM rode two other RIM words of a microcode function are examined by the operating systea (they are ignored in Rliwn node). If the first executable word is de0 then the function is nonprogramable. This means that it executes rather than being entered as a progran line. SIIE, RSN, and CLP are nor-programable functions. If the first two executable words of a aicrocode function are both 809 then the function is nor-programmable-imnediately-evecutable (NPIE). This means that no function nane is displayed and that the function will not allll. The function is executed when the key is pressed rather than when the key is released. PREM, SHIFT, and back-arnow are NPIE functions. If you hold the key to which an NPIE function is assigned, it will be executed repeatedly unless the function checks for key release.

## ROM CHECKSUM

If you wish to copy your ProtoCODER into an EPROM for permanence, you should caiculate the checksua to store in word FFF of your EPROM. To do this, execute CHSLLM in the PCDDER-1A EPRM set.

The ROW checksum is calculated by adding all 10-bit words together. Each time a carry or overflow into the 11 th bit occurs, add 1 into your ruming sum, This is called a wraparound carry. Subtract 1 from your final sum to get the checksum value.

## DISPLAY PROGRAMMING

To operate the display on the $\boldsymbol{H P} 41$, you must select the display and deselect the RAM, To do this, execute the system routime (GOSJI 07F6) or peripheral select (PFAD=C) with C digits 2-0 containing $\mathrm{OFD}^{2}$ then RAM select (DADD=C) with C digits $2-0$ containing 010(hex). After selecting the display, you can write data from the $\mathbb{C}$ register into the display or annunciators and read data from the display into the C register.

Each of the 12 character positions of the display is coded with 9 bits. The lefturost bit bit 81, if set, specifies that bits 3 -0 contain a special character in for 4 of the ROM CHARRCTER TARLE. If bit 8 is set and bits $5-4$ contain anything but zero, a space will be displayed. Bits 7 6 define the punctuation field of the character: 00 is no punctuation, 01 is a period, 10 is a colon, afd 11 is a commar Bits 5-4 specify which row ( $0-3$ ) the displayed character is frou in the RRM CHARRCTER TABEE, and bits $3-0$ specify the character within the row.

Data can be read or mritten to the left or right end of the display. Data is pushed onto the display when written. The rest of the characters are shifted to wake roow for the incoming data. When data is read, it is pulled off the end of the display and rotated back into the other end.

Data can be read or written to several fields of the display (bits $8-0,7-0,7-4,3-0$, or bit B aionel in blocks of $1,4,5$ or 12 characters. Only the specified field is modified: the remaining bits are unchanged. When 4 or 6 characters are read, the character on the end of the display becomes the least significant in C. During a urite, the righteost character in $C$ is mitten first.

The annunciators are read and written fros digits 2-0 of C. The bits are numbered as thigh order to low orderl:

| 11=8RT | 18-1SER | $9=6$ | $g=$ PAPD |
| :---: | :---: | :---: | :---: |
| 7=SHIFT | $6=0$ | $5=1$ | 42 |
| $3=3$ | 2=4 | $1=$ PRGM | 8-FPLPHA |

The following table shows all display instructions and their actions.

| MAEMENIC | HEX | ACTION | ECHARS | BITS OF C | dieits of C per char | RDTATION |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| DATA=C | 2 FO | WRITE | 1 BIT | IN C PER AN | WAICIATOR | ND) |
| C=REEN T | 038 | READ | 12 | 3-8 | 1 | LEFT |
| PEEAN= $T$ | 028 | WRITE | 12 | 3-18 | 1 | R169T |
| C=FEEN 7 | 078 | READ | 12 | 7-4 | 1 | LEFT |
| MEGN=C 2 | 068 | WRITE | 12 | 7-4 | 1 | AIGHT |
| C=REEN Y | 088 | HEAD | 12 | 8 | 1 | LEFT |
| Prems $=1$ | 6A8 | WRITE | 12 | 8 | 1 | RIEHT |
| C=REEN X | 6F8 | READ | 6 | 7-9 | 2 | LEFT |
| REGA $=5 \times$ | 9E8 | HRITE | 6 | 7-9 | 2 | RIGHT |
| C=PEEN L | 138 | PEPD | 4 | $8-0$ | 3 | LEFT |
| REBAFCL | 128 | WRITE | 4 | 8-0 | 3 | RIGHT |
| $\mathrm{C}=$ REGN M | 178 | RERD | 1 BIT | IN C PER Pa | Q M MCIATOR | NOEE |
| REPA $=$ C ${ }^{\text {a }}$ | 168 | WRITE | 6 | 7-0 | 2 | LEFT |
| C=REGN N | 1B8 | ??7?? |  |  |  |  |
| REEN=C N | 1AB | WRITE | 4 | $8-0$ | 3 | LEFT |
| C=REGN 0 | 178 | REED | 1 | 3-8 | 1 | RIEAT |
| REEN=C 0 | $1 E 8$ | WRITE | 1 | 3-9 | 1 | RIEFT |
| C=REGN P | 238 | READ | 1 | 7-4 | 1 | RIEXT |
| REEN $=1$ P | 228 | WRITE | 1 | 7-4 | 1 | RIEHI |
| C=REFN | 278 | READ | 1 | 8 | 1 | RIETT |
| REBN=CL | 268 | WRITE | 1 | 8 | 1 | RIEHT |
| C=RECN + | 288 | READ | 1 | $3-10$ | 1 | LEFT |
| REGN= ${ }^{\text {c }}+$ | 2AB | White | 1 | $3-8$ | 1 | LEFT |
| C=REEN a | 2 FB | READ | 1 | 7-4 | 1 | LEFT |
| 昰的=C a | 2EB | WRITE | 1 | 7-4 | 1 | LEFT |
| C=REGN b | 338 | READ | 1 | 7-8 | 2 | RIEHT |
| REESN= ${ }^{\text {c b }}$ | 328 | WRITE | 1 | 7-8 | 2 | RIGHI |
| $\mathrm{C}=$ REGN C | 378 | READ | 1 | 7-0 | 2 | LEFT |
|  | 368 | WRITE | 1 | 7-0 | 2 | LEFT |
| C=REGN ${ }^{\text {d }}$ | 3 BQ | READ | 1 | $8-8$ | 3 | RIEHT |
| REGN=C ${ }^{\text {d }}$ | 3AB | WRITE | 1 | 8-0 | 3 | RIEHT |
| C=REGN e | $3{ }^{3}$ | READ | 1 | $8-8$ | 3 | LEFT |
| REGN= ${ }^{\text {e }}$ | 3EB | WRITE | 1 | $8-8$ | 3 | LEFT |

## EXAMPLES OF PROGRAMS

＂ $\mathrm{X}=1$ ？＂sets up a 1 in the C register then branches to the system Rom routine that eakes the comparison．
0BF？
0311
830 ㅍ
018 X
84E $C=0$ R 12 initialize $C$
35C PT＝12 point to nost significant digit of C
850 LC 1 load a 150 C nom contains floating point I
855 GRLDAG juap to＂X＝Y？＂native comparison routine
85月 1615
＂+1 ＂is a good example of the speed of wicrocode compared to user code．When you execute＂+1 ＂the
 resulting total is displayed and stored in $h$ ．By comparison，enter the user prograns LBL M1，$t_{1}$ GTD 01，then fill the stack with all is（1，ENTER，ENTER，ENTER）and run it．＂+1 ＂will run about 125 times faster than the user language program．（try it）
8811
628＋
Q4E $C=9 \mathrm{ALL}$ initialize counter
2 2月 SETDEC select decimal mode
$23 A \mathrm{C}=\mathrm{C}+1 \mathrm{M}$ increxent counter
$3 C \mathrm{CH}$ CHK KB key pressed？
$3 F 3$ GOXC $\approx-2$ if not，loop back to increment
130 LDI load exponent of 9
009 CON 9
10E $A=[A L L$ put the（non－normalized）total in $A$ for left shifting
35C PT＝12 set pointer to most significant digit of mantissa
1A5 $A=A-1 \times$ decrgatent exponent
3FA A SL H shift mantissa left until HSD not zero
342 7月40 PT if still 2ero，then
3EB ENC＊－3 go back and shift and decrenent ExP again
EAE AC EX PAL get the nomalized version in C
OEA REEN $=[3(X)$ store in user register $X$
3 CA RST KB mait until
$3 C C$ CAR KB
key is
$375 \mathrm{EDC}: 2$ released then
3ED RTN return
"GOOSE" appends a left-facing goose to the display, Use as a progran line in the prograrir: CLA, RNIEN, EODSE, LBE 01, 8, ENTER, 0, GTD 01. And they said it was impossible!

885 E
013 S
Q 0 O 0
BEF 0
3076
3 CI GOSUB execute system moutine to select display
0B9 2CF0
13 LDI losd Ieft-goose hex code
$82 C \operatorname{CON} 2 \mathrm{C}$
3AB REGN=C d write to left end of display
149 6051B execute system routine to deselect display
8240952
3E0 RTN and go back

## ADDITIONAL NOTES

SYSTEM STACK: The microprocessor in the HP 41 uses an address stack to keep track of subroutine calls. This stack will hold 4 address entries. Each tine a GOSNB occurs, the address of the second word of the GOSUB instruction is "pushed" onto the stack - it becomes the lowest entry and the other entries are moved up by one position. If there were already four addresses in the stack, the top one is lost. Whenever a RN occurs, the bottom entry of the stack is copied into the PC register and all other entries are moved down by one position and a zero is coved into the top stack position. When a SPCPND occurs the stack is dropped by one position and the bottom address is lost. When a $C=5 T R$ occurs the botton address is copied irito digits $6-3$ of $C$ and the stack is dropped by one position. When a $S T K=C$ occurs the stack is lifted by one and digits $6-3$ of C are copied into the botton position as an address.

SYSTEM STATUS: There are three atajor modes of the Hip 4iC: sleep, standby, and active or running. In sleep mode the calculator is turned off. in standby mode the calculator is turned on but is not executing any microcode. In active mode the caculator is running microcode. The systen ROM (page 0) contain code to differentiate between sleep and standby wodes by the condition of the C flag when address lebse is executed. Whenever the calculator is ruming a RPN (user language) program, each RpN statesent is interpreted by microcode then executed as a pre-set sequence of instructions. The HP 41 processor does not understand RPN without translation by the oparating 5ystem.

RELOCATION: When you urite a microcode routira to be contained in an external ROA for EPROM or ProtoCODER) you should make it relocatable. This weans that a user can plug your Fan into any port and it will still work. If you use absolute 60 ONGS or GOSLBS to access routires mithin the ROM then it will not function properly if you change its page addressing. There are several routines in the operating system (pages 0,1,2) to allow you to do absolute jumps or executes within your RRM. The wost general purpose of these system routines is located at ROD7-0009. To use it, put a GOSUB 0007 in your routire. after returnirg from this routine digits $6-3$ of C will contain the absolute address of the second byte of your GCSLB instruction. You can then todify digits 5-3 to contain amy address within your RCN then execute a Gotic. Digit 6 contains the page number where the RDA is plugged in.

## MOVING USER CDDE PRDGRAMS TD THE ProtoCODERE

The PCDDER-1A EPROM set provides a program (COPYPC) to copy a user-code program into your ProtocIDER. If you wish to do it manually, on you want to modify what has already been entered, the following lists all steps necessary.

Each Protocomer word is 10 bits, therefore it will hold 18 -bit byte containing a user-code instruction. The leftnost two bits are used to signify the first byte of any instruction, and to wark the beginning and end of the program.

The first two words, which precede the actual program, are of the form rrer and $2 b 8, \mathrm{rrr}$ sperifies the number of registers meeded to copy the progras into user mewory, including the last register which aay be only partially full. b specifies the number of bytes (1-7) to be loaded into the first register. When copy is executed, it copies b bytes into the first register then copies an even number of registers of byters, thus insuring that the END within the copied program will be on a register boundary: in the last three bytes of the last register, The program in ROM can be made PRIWRTE by modifying the etbo word.

The user-code program starts inmediately following therse two COPY paraneter words. Nonally it mould start with a global LBA (but this is not required), Global labels can be copied exactly as stored in 剆. The catalog (Furaction Address Table) information at the beginning of the ProtocODER image must be changed to reflect one or more new entries. The two-word FAT entry (see "XRDA Hord Format") is 2ab and Bcd where abed is the offset from word give of the page containing the ProtoCODER to the first byte of the comresponding global label. *ote that abod can specify an address in any other MCO also. Each global label within a program should be entered into the FAT if the user wishes to access that label direetly.

Instruction hexcodes (other than the exceptions listed below) are copied exactly as they are listed in ROM. The first two bits of the Rom mord are set to 01 to signify the first byte of an instruction, and set to 00 for continuing bytes of a multibyte instruction.

The last three bytes of the prograb are the EMD. The third byte of the EMD is coded as 2pp where Pp is the set of parameters normally associated with an END in user FAM. As sugqested by Larry Lavins, the easiest code to use here is cea [=unpacked, urcompiled, ronprivate, . EDD. $)$.

All direct local BTO and XEQ functions should be stored with accompanying jump distances. If you do not compute the jump distance for two-byte Gios lor if the distance is greater than 127 bytes), store the juap distance as so that the system will search for the specified label. Juap distances aust be specified for three-byte GTDs and XEZs.

The jump distance for two-byte GTDs is stored in the second byte of the instruction. Count the number of bytes from the second byte of the GTO to the byte imediately preceding the LBA. Convert this number to binary, and add 126 if the juep is forwards to a higher program line number), to get the data byte to be stored as the second byte of the GT0. Note that in ROM, all numeric labels are non-functional (unless a label seareh is necessary); so that the jump distance in the GTD need not necessarily point to the corresponding LEL. Therefore, the LBL can be completely removed. This is not recommended simce the prograt will not furction properly when copYed.

The three-byte GTDs and XEDs are coded as:
Dd dd 11 for GTO, and
Ed dd 11 for XED.
ddd is the number of bytes (jump distance) from the first byte of the instruction to the byte inmediately preceding the corresponding LEL. 11 is the hex label number, plus 128 if the juap is forwards (to a higher program line number). The jump distance must be computed: If you store 8 as the jump distance, the progran will continue with the next progran line.

## USEFUL RDM ENTRY POINTS

The following are a partial list of sone useful entry points into the systea ROMs. Thase entry points are in the HP 41C and CV, but probably rerain the same in the CX . Each entry point is followed the page number within the VASM listing ("5" is for page number in the suppleaent), the absolute address of the function, the hexcodes to call the subroutine (for GISUB NC), and a brief note about what the routine does. Consult the VAFr listings for entry and exit parameters.

| NAPIE | PAGG ADDR HEXCADE | PURPOSE |
| :---: | :---: | :---: |
| ABTEEQ | 1009012 049,034 | Abort partial key sequence |
| A12 | $162180701 \mathrm{D}, 660$ | Floating point addition |
| ADPFCH | 0020004 011,000 | Get usar register |
| AIAROUT | 056 075C 171,81C | Output flags to armunciators |
| ARSELT | $3102 \mathrm{Cl10} 041,0 \mathrm{Ba}$ | Out put PLPHHA register to display |
| ASCLCD | $3112 C 5 D 175,880$ | Output ASCII character to display |
| ASCTEL | 3092008 | Table of special display characters |
| ASPCH | 2632655315,898 | Search for alpha label |
| BCDBIN | 828 12533808088 | Floating point to hexadecimal conversion |
| CLICDE | $3142 \mathrm{CFO} 3 \mathrm{Cl}, 088$ | Enable and clear display |
| CPGOMD | 0508678 1ED,018 | Get current program inead |
| DECAD | $28829 C 7310,244$ | Decrement program address |
| DVE-18 | 1651898261,860 | Floating point division |
| ENCP68 | 0740952 149,024 | Enable chip - - user status registers |
| ERACD | 0590776 309,01C | Enable display |
| Flink |  | Find global program links |
| GENMM | $236239 \mathrm{P} 269,88 \mathrm{C}$ | Generate program link |
| GENNH | 047 05E8 3A1, 814 | Hexadecimal to floating point conversion |
| GEILIN | 5021419065,050 | Get current line number |
| GETPC | 2852950141,044 | Get current program counter |
| 6020 | $2382300341,88 C$ | Goto within first ik block (followed by offset) |
| 60. 1 | 2382309365,085 | Goto within second 1K block (followed by offset) |
| 60,2 | 2382352 389, 88 C | Goto within third 1K block (followed by offset) |
| 60.3 | $23923 E B$ 3AD, 08 C | Goto nithin fourth 1 k block (followed by offset) |
| GOLCNO | $1188 \mathrm{FFDA} 369,83 \mathrm{C}$ | Goto within current 1K block (followed by offset) |
| 60518 | 118 OFDE 379,035 | Gosub within current IK block (followed by offset) |
| EOSIP | $2382302349,88 C$ | Gosub within first 1 K block (followed by offset) |
| EO5LB1 | $238230 \mathrm{BED}, 88 \mathrm{C}$ | Gosub within second 1k block (followed by offeet) |
| 6OSUR2 | $2382354391,88 \mathrm{C}$ | Gosub within thivd 1k block (followed by offest) |
| 6ISUR3 | $23923 E D$ 3B5, e8C | Gosub within fourth 1 k block (followed by offset) |
| GTEYT | 287 2980 201,044 | Get byte from Rein or Rian |
| GTLIE | 2288245 139,088 | Get global progran link |
| GTPHPD | 667 ¢800 eal, 223 | Get XROY function entry address |
| INBYT | 2892956 399,04f | Insert byte into RPM |
| INCAD | 28889 CF 33D,044 | Increment pointer address |
| INCADP | 2882903 34D, enf | Incremert pointer address twice |
| INSLIN | 2982954 301,0月4 | Insert progran line |
| INSSUB | $2372382 \mathrm{CCs,08C}$ | Prepare for irsertion into program |
| LEFTJ | $301285730 D, 0 A C$ | Left justify display |

MAME PPG RDDR HEXCCDE
HESSL 059 OTEF 30D，OIC
HP2－10 163 184D 135， 460
HEXT 109 気5 141，038
NOSKP 5131619065,058
親TH3 110 日ETC 1FL；038
NKTEYT 315 2D07 01D，0184
PFCKE 2172002009,080
PACNN 2172000 001，480
РСТСС $00700 \mathrm{0} 7.35 \mathrm{D}, 000$
PTBYTA 2342323 82D，88［
PILINK 234 231A 1669，88C
PUTPC 2342337 ODD，日GC
RDPred 050 866A 1R9，018
PSTKB 0050098 261，900
RSTSED $0240384211,09 \mathrm{C}$
SEAPCH 2492433 aCD， 690
SKP 513 162E 689，858
SKPLIN 295 2AF9 3E5，bAB
STMS6F 024 037E 1F9，64C
T065 स 2081 1FES 395，07C
UPRINK 2282235 005，008

FURPDSE
Append sessage to display（message data follows GNSUB）
Floating point multiply
Enter standby mode
Execute next line or say＂Yes＂
Test for null then execute instruction
Get next byte in RPMP or RDOH
Pack then say＂TRY AGAIN＂and return to systen
Pack then return to caller
Bet address of GDSUB
Put byte into 品种
Save global program link
Save progran counter
Get program head in R（T）
Reset and debounce keyboard
Reset some status bits
Search for numeric label
Skip next line or say＂ND＂
Get address of next program line
Set wessage flag
Toggle SHIFT flag
Move up one global program link

The above hexcodes can be changed from a G05N to：
GOSC by adding 1 to the second word；
GOLNC by adding 2 to the second word；
BrEC by adding 3 to the second word．
 by one word containing an offset from the beginning of the specified quad $\mathbb{1} K$ within the current
 $\mathrm{p} 900 \mathrm{O}+800$（＂gosub to quad 2 ＂）$+342=\mathrm{pB} 52$ ．

A subroutire call to MESSL is followed by one or more data words giving the characters to be output．Add $2 B 6$ hex to the last character，

A subroutine call to NEXT causes the calculator to go into standby aode，with the display drivers waiting for a keypress．If QFF is pressed，the calculator is turned off．Otherwise the systen returns to the word following your GOSLB（if backarrow was pressed）or to the second word following your $6051 B$（if any other key was pressed）．The keycode is returned in digits $2: 1$ of $N$ and is the key assignment keycode minus 1．Shift，if set，is inclufed in the keycode．In addition，ST will reflect the following：

FSET 3 if a nuseric key was pressed，
FSET 4 if a rom 1 or row 2 key was pressed，
FSET 5 if MLPHA was pressed，and
FSET 6 if SHIFT was pressed．
Call NEXT with $5=0$ and the display non－blank．
The hexcode for 6OSUB 1078，which is the RIN within the ABS function－used to write data to the ProtoCDDEAC，is 1E1， 840.


[^0]:    $6 T 0$

    - prompts the user for a new hex address to examine -. $0800-\mathrm{fFFF}$,

    OFF - turns calculator off,

