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## INTRODUCTION

## WHAT IS SYNTHETIC PROGRAMMING?

Have you ever wondered why the HP-4l doesn't allow more than ten different TONEs? Or perhaps you have wondered why you can't store and recall numbers from the ALPHA register, or why parentheses are not available as display characters. HP-4l SYNTHETIC PROGRAMMING MADE EASY will teach you to overcome these limitations and add a whole new set of functions to your HP-41's vocabulary. Examples of added capability are:
-Techniques you can use to make your programs faster, shorter, or to reduce their SIZE requirement
-Three to six extra "scratchpad" stack-like registers for general use
-21 additional display characters including parentheses, quotation marks, ampersand, and others
-Over løØ additional TONES
-Enhanced alpha string editing ability
-Suspension and reactivation of USER mode key assignments
-Simultaneous setting of all 56 system and user flags to any desired state
-Renumbering of data registers under program control to eliminate register usage conflicts between subroutines.

The creation and use of synthetic instructions is called synthetic programming. Synthetic instructions are those which cannot be entered from the keyboard by normal means. Thousands of synthetic instructions are possible. These range from non-standard TONEs to powerful instructions that access system scratch registers. Synthetic programming will not harm your HP-4l in any way, although the annoyance of occasional "crashes" (temporary keyboard lockup and/or MEMORY LOST) is to be expected as you are learning. Synthetic programming will work on all calculators in the HP-4l family, including the

HP-4lC and CV, regardless of date of manufacture. It depends only on fundamental aspects of the calculator's internal operating system that are common to all HP-4l's.

As a simple example of the beauty of synthetic programming, consider the two short programs listed below. The one on the left is a standard, nonsynthetic program to print out the message "Hewlett-Packard". It occupies $4 \emptyset$ bytes of program memory (more about bytes in Chapter l). The program on the right uses a synthetic instruction to do the same thing in only $2 \emptyset$ bytes, exactly half the space. In this example, which you will encounter in more detail in Section 2 E , synthetic programming overcomes the lack of direct access to lowercase printer characters on the HP-4l.

| HONSYHTHETIS: | Prograns to print the message |
| :---: | :---: |
| $01{ }^{\text {" }} \mathrm{H}$ | Hewlet -Fackard |
| 62 HCH |  |
| 83 SF 13 |  |
| $04{ }^{4}$ "EWLETT-" | STHTHEIIC: |
| 85 ACH |  |
| 66 CF 13 | 01 "Heulett-Patard" |
| 67 "F" | Q2 HYIEM |
| Q8 ACH | Q3 ENI |
| 89 9F 13 |  |
| 16 "ACKARTI |  |
| 11 HCH |  |
| 12 PREIJF | CHT |
| 13 CF 13 | EHI 40 ETES |
| 14 EHI | ENI 20 EVTES |

You need not become an expert to reap the benefits of synthetic programming. Armed with the knowledge and confidence provided by this book, you can quickly and easily create and run any synthetic program from the HP User's Library, the PPC Calculator Journall, or any other source. Also covered are the most frequent applications of synthetic programming, so that
you may customize your own programs with synthetic instructions.

This book is designed to provide an easy, practical introduction to synthetic programming on the HP-4l. It uses the latest simplified synthetic programming techniques in a "hands on" approach that makes it easy and fun to try the examples on your calculator as you read.

The scope of HP-41 SYNTHETIC PROGRAMMING MADE EASY is intentionally limited, in order to provide the most readable introduction to synthetic programming. Details are often bypassed, but references are given for those readers who wish to learn more about them. The casual synthetic programmer will be able to learn all he needs from this book. For others this book is a ticket of admission to the growing body of synthetic programming literature. It has all the framework you need to build your knowledge of synthetic programming.

If you own a PPC ROM ${ }^{2}$, your progress through the book can be speeded up by using its advanced features such as synthetic key assignment and byte-loading programs. If you have just the calculator you will sometimes need to follow slightly more elaborate instructions to "bootstrap" your system to full synthetic capability. Either way it's fairly simple.

Hewlett-Packard does not support synthetic programming. Although many individuals in HP's Corvallis Division have some familiarity with synthetic programming, HP does not have the manpower to answer questions about synthetic programming from users. So please don't ask HP about synthetic programming. Just read this book and continue into the other sources of information (Appendix C) for answers to your questions.

The most important benefit you'll get from HP-4l SYNTHETIC PROGRAMMING MADE EASY is access to all published synthetic programs. Many synthetic programs, especially those
in the PPC ROM, perform functions that can't be duplicated by any nonsynthetic program. After you have read this book, synthetic programs will no longer seem mysterious and forbidding. There are hundreds of powerful synthetic programs in the PPC Calculator Journal and elsewhere that will give your HP-4l capabilities you probably never dreamed of.

1 The PPC Calculator Journal (PPC CJ) is a publication of Personal Programming Center (PPC), a non-profit public benefit California Corporation dedicated to personal computing. PPC has several thousand members, most of whom are fellow HP-4l enthusiasts. PPC members have been responsible for virtually every discovery in the field of synthetic programming, beginning with the first description of synthetic programming by William C. Wickes in the PPC CJ in 1979. The PPC Calculator Journal continues to be the primary source for the latest information on synthetic programming. To find out how you can get the PPC CJ, see Appendix C.

2 The PPC ROM is a custom ROM plug-in module for the HP-41, designed by PPC members and manufactured by Hewlett-Packard. It contains 122 programs, most of which are usable as subroutines in your own programs, and most of which contain synthetic instructions. The manual is an astounding 492 pages long and has probably not been fully read by any one person. See Appendix $C$ to find out how you can get the PPC ROM.

A decimal (base lø) number xyz has the value $x \cdot 1 \emptyset^{2}+y \cdot 1 \varnothing+z \cdot 1$, where $x, y$, and $z$ are any digits from $\varnothing$ to 9 . Similarly a binary (base 2) number qrst 2 (the subscript 2 indicates base 2 ) has the value $q \cdot 2^{3}+r \cdot 2^{2}+s \cdot 2+t$, where $q, r$, $s$, and $t$ are digits from $\varnothing$ to $1 . q$ is the "eights" digit, $r$ is the "fours" digit, and so on. For example $101 l_{2}=8+2+1=11$, and $111111112=1 \cdot 2^{7}+1 \cdot 2^{6}+1 \cdot 2^{5}+1 \cdot 2^{4}+1 \cdot 2^{3}+1 \cdot 2^{2}+1 \cdot 2+1=$ $128+64+32+16+8+4+2+1=255$.

A hexadecimal (base 16) number $u v_{16}$ has the value $u \cdot 16+v$, where $u$ and $v$ are hexadecimal digits from zero to fifteen. Since there aren't any ordinary digits that correspond to the numbers ten through fifteen, it is standard notation to borrow them from the alphabet: $A_{16}=10, B_{16}=11, C_{16}=12, D_{16}=$ 13, $\mathrm{E}_{16}=14, \mathrm{~F}_{16}=15$. For example $\mathrm{C}_{16}=12 \cdot 16+5=197$, and $F_{16}=15 \cdot 16+15=255$. Incidentally, the shorthand "hex" will be used throughout this book. It means the same as hexadecimal or base 16 .

If you are not familiar with base 2 and base 16 number systems, read the last two paragraphs again and give them a little thought. Like the rest of this chapter, it should all begin to fall together after a couple of readings. Hang in there, because we're going to start having some fun by the end of this chapter.

The basic unit of program memory in the HP-4l is called a byte. A byte is a collection of eight bits (binary digits) that can range in value from Øøøøøøøø base 2 to lllllll base 2 , or equivalently from $\varnothing$ to 255 base lø. Although a byte can take on only 256 distinct values, there are thousands of distinct $H P-41$ instructions. The STO and RCL instructions alone have more than $4 \emptyset \emptyset$ variations. This variety is acheived by allocating more than one byte for some types of instructions. Simple instructions like +, LOG, and MOD occupy
only one byte of program memory. Instructions like VIEW l4, RCL 99, and $\Sigma R E G$ IND $X$ require two bytes -- one for the function name, or prefix, and the second one for the suffix. A few types of instructions require three bytes, while text lines require up to 16 bytes (for a 15 character text line).

Synthetic instructions can be created by removing prefix bytes from two-byte instructions, using a simple procedure described in this chapter and the next. As you shall see in the examples in this chapter and the next, the removal of a prefix frees the suffix byte, which can in turn become a prefix and attach itself to the following byte or bytes. By carefully selecting which instructions we start with, we can force a wide variety of synthetic instructions to appear after the original prefix byte is removed. To remove prefixes we use a workhorse key assignment called the "byte grabber", discovered by Erwin Gosteli after some pioneering work by Jack Baldrige. Incidentally, both Erwin and Jack are members of PPC, and their discoveries appeared in the PPC Calculator Journal (see Appendix $C$ item l). In fact, all the people mentioned in connection with discoveries or programs in this book are members of PPC.

Since the byte grabber is not a standard key assignment, a special procedure is required to create it. You are not expected to understand the procedure at this point, so just follow the required steps carefully. Turn your thinking cap back on after you have assigned the byte grabber.

Go get your HP-4l now, if you don't already have it in front of you. If you've got any ideas about reading this book first, then trying the examples later, forget them! The examples are an essential part of the learning process. Doing the examples will also make the text much easier to follow. When you read "go to line $\varnothing 5$ and delete it", you won't have to ask yourself what line $\varnothing 5$ is. Trying the examples as you go may seem to be slowing you down, but it will save you time in the long run because you won't have to read and re-read.

If you have a PPC ROM, skip to step 12.
If you do not have a PPC ROM, you can assign the byte grabber by carefully following an alternate procedure conceived by Keith Kendall. Follow these steps precisely or you'll have to start over from step l. It may take a few tries to get it right, but be patient.

1. MASTER CLEAR to MEMORY LOST status. This is done by holding down the backarrow key while turning on the calculator, then releasing the backarrow key. There is a more complicated procedure for assigning the byte grabber that doesn't require a MASTER CLEAR, but you should consider this step a rite of initiation to synthetic programming. This certainly won't be the last time you get MEMORY LOST.
2. ASN "+" to the LN key (press: shift ASN ALPHA shift + ALPHA LN). This assignment will be replaced by the byte grabber assignment.
3. ASN "DEL" to the LOG key. (Press: shift ASN ALPHA D E L ALPHA LOG.)
4. Switch to PRGM mode. You should see Øø REG 45.
5. Start CATalog 1 (still in PRGM mode) and press R/S immediately before the display blinks. Repeat this step if you didn't press $R / S$ quickly enough.
6. Switch to ALPHA mode, then press the backarrow key with the .END. in the display.
7. You should see the program line 4094 RCL Øl. The origin of this mysterious line number will be explained in Section 6A. A "bug" in the HP-41's internal programming has just allowed you to escape the normal confines of program memory. You are now in the system scratch register area. More about this in Chapter 6, too. Now switch back out of ALPHA mode by pressing the ALPHA switch again.
8. GTO . Øø5. You can press LN for Øø5 to save
keystrokes. You should see $\emptyset 5$ LBL Ø3. You are now in the key assignment area, which will also be covered in Section 6A. The next step is to remove the dummy " + " function assignment and replace it with the synthetic byte grabber assignment. Since the calculator thinks it is still in a program area, this replacement is accomplished by keying in program instructions that correspond to the data needed for a byte grabber assignment. This correspondence is not straightforward, so don't expect to understand it at this stage.
9. DEL ØØ3. You can save several keystrokes by pressing USER (to activate the DEL key assignment that you made to the LOG key), LOG, SQRT (the square root key). You should see $\varnothing 4$ STO $\varnothing 1$. You have now deleted the assignment of the + function. Next we replace it by the byte grabber.
10. Key in the text line "?AAAAAA". If you don't have an Extended Functions module plugged in you will see 05 "?A-----". The last five A's went past the end of memory into what would be the first part of extended memory and appear only as "ghost" characters.
11. Swi,tch out of PRGM mode and GTO.. or do CAT 1 to get out of the key assignment registers. Skip step 12 and go on to the following text.
12. If you have a PPC ROM, or if you are returning after reading Chapter 4 and you already have a copy of "MK" (Make Key assignments), assign the byte grabber using this abbreviated procedure instead of steps 1 through 11 above:
a.) Clear any Time Module alarms that are present.
b.) ASN ALPHA ALPHA LN (this clears the LN key of any assignment
c.) XEQ MK or "MK"
d.) When the PRE POST $\uparrow$ KEY message appears, supply
the inputs 247 ENTER $\uparrow 63$ ENTER $\uparrow 15$ and $R / S$. When the program stops again, you're done. You can backarrow the PRE^POST^KEY message, but it is not necessary.

If you have followed the above procedure carefully, the byte grabber should be assigned to the LN key. But don't try it yet; the byte grabber can be dangerous if you are not careful. If you press $L N$ in USER mode and hold it down, you should see XROM 28, 63, followed by the message NULL, indicating that the time limit for releasing the key has been exceeded. When the NULL message appears the byte grabber operation is cancelled, and it is safe to release the key. In a few pages you will using the byte grabber, so don't be impatient. A little knowledge now can save a lot of MEMORY LOST later.

If you have a card reader, write a status card (XEQ ALPHA W S T S ALPHA) to record this synthetic key assignment. Then, if you ever get MEMORY LOST, you can read in track 2 of the card to reinstate the byte grabber assignment. It is then OK to just backarrow the prompt for track 1 .

NOTE: Whenever you see the notation $B G$, short for byte grabber, in the following discussion, it refers to the byte grabber assigned key, in this case LN. Unless the text specifies otherwise, the byte grabber key is to be pressed in USER mode and in PRGM mode.

WARNING: Don't press BG indiscriminately in PRGM mode. If you press it at or,just above an END, you may need to MASTER CLEAR to restore use of Catalog l. (The first thing to try is to BST to the line that was displayed before you pressed BG the first time and BG again.) If your keyboard ever "locks up", simply remove the battery pack, and the printer if it is connected, for a couple of seconds and replace it. If that doesn't work, try turning the $H P-4 l$ off and on several times with the
batteries removed. Pulling out any plug-in modules (especially QUAD MEMORY, XMEMORY, and XFUNCTION modules) may help. It is a very rare crash that requires overnight removal of the batteries.

Now switch into PGRM mode, GTO.., and key in these instructions, which we will be using shortly:

```
Øl ENTER^
Ø2 X<> 88
Ø3 STO IND 31
Ø4 PI
```

Line Øl is a normal ENTER $\uparrow$.
Line Ø2 is obtained by XEQ, ALPHA, X, shift COS, shift TAN, ALPHA, 8, 8. As you may know from reading the Owner's Manual, the HP-4l implements many more functions than could fit on the keyboard. Functions like $X<>$ which are not on the keyboard must be accessed by XEQ, ALPHA, function name, ALPHA. The shifted ALPHA characters, like < and >, are unfortunately not shown on the keyboard. Instead you should look at the sticker on the bottom of your HP-4l to determine which shifted key corresponds to the desired ALPHA character.

In case you haven't used indirect instructions before, line Ø3 is STO, shift, 3, 1. The PI function can be accessed by shift, $\varnothing$.

Before using the byte grabber you need to know a little more about bytes. Put the calculator aside for a few minutes while you digest the next two pages.

For synthetic programming, it is often convenient to express the 256 possible values of a byte in hexadecimal (base 16). By splitting the eight bits of a byte into two four-bit groups and converting each four-bit group to a hexadecimal digit we get a two-digit shorthand for the value of a byte. In base 16 the letters A through $F$ designate the numbers ten
through fifteen. The equivalence of 4 -bit groups to hexadecimal (base 16) digits is:

| binary | hex | decimal |
| :---: | :---: | :---: |
| øøøø | $\emptyset$ | $\varnothing$ |
| øøø1 | 1 | 1 |
| øø1ø | 2 | 2 |
| 0011 | 3 | 3 |
| Ø1øø | 4 | 4 |
| 0101 | 5 | 5 |
| Ø110 | 6 | 6 |
| 0111 | 7 | 7 |
| $1 \varnothing \varnothing 0$ | 8 | 8 |
| $1 ø 01$ | 9 | 9 |
| 1010 | A | $1 \varnothing$ |
| 1011 | B | 11 |
| 1100 | C | 12 |
| 1101 | D | 13 |
| 1110 | E | 14 |
| 1111 | F | 15 |
| 10006 | $1 \varnothing$ | 16 |

For example Øløø lløl base $2=4 \mathrm{D}$ base 16 , and 1111 Øøøl base $2=\mathrm{Fl}$ base 16.

Take out your HP-41 QUICK REFERENCE CARD FOR SYNTHETIC PROGRAMMING (the $2-7 / 8^{\prime \prime}$ by $6^{\prime \prime}$ plastic card that comes attached to the back cover of this book) or refer to the full-size byte table provided in Appendix $D$. The byte table contained in the Quick Reference Card ("QRC") is the Rosetta Stone of Synthetic Programming, illustrating the byte equivalences that are the key to creating synthetic instructions.

The byte is based on the hexadecimal representation rci6, where $r$ is the row number ( $\varnothing$ through $F$ ) and $c$ is the column number. Rows $\emptyset$ through 7 comprise the first half of the byte table; rows 8 through $F$ comprise the second half. At the top of each box in the byte table part of the QRC is the primary function, or prefix, interpretation of that particular byte.

Immediately below is the suffix interpretation. At the bottom of the box is the decimal equivalent for that byte. On the right are display and printer character interpretations of the byte; these will be covered in Section 2E.

As an example consider the ENTER $\uparrow$ instruction that you just keyed in as line $\varnothing 1$. Since we find ENTER $\uparrow$ in the prefix (top) portion of the box at row 8 column 3 of the QRC, we can conclude that ENTER 4 is represented internally as 83 hexadecimal. The bottom row of the box at row 8 column 3 tells you that 83 hexadecimal is equivalent to 131 decimal. You have no immediate use for this decimal equivalent, but you'll find it quite handy when you get to Chapter 3.

Next consider the $\mathrm{X}<>88$ on line $\varnothing 2$. We find $\mathrm{X}<>$ at row C column E, and 88 in the suffix portion of the box at row 5 column 8. This means that $\mathrm{X}<>88$, a two byte instruction, represented internally as hexadecimal CE 58, occupying two consecutive bytes. Line ø3 is STO IND 31. STO appears at row 9 column l while IND 31 appears at row 9 column F . Thus STO IND 31 consists of the two consecutive bytes 919 F . Line Ø4, PI, is represented as hex 72 (row 7 column 2). Note that instruction line numbers are not stored in program memory. The HP-4l actually computes the line number by counting instructions from the top of the program.

Suppose we could somehow get rid of the $\mathrm{x}<>$ byte (the hex CE byte) in the $\mathrm{X}<>88$ instruction. The suffix 88 (hex 58) would be left to "fend for itself", becoming the instruction E¢X-l (see row 5 column 8 of the QRC).

The byte grabber key assignment allows us to easily get rid of leading bytes in instructions. For this reason it is sometimes referred to as a "prefix masker". The byte grabber always operates on the program step following the one shown in the display, grabbing its leading byte.

Now get out your HP-4l again, turn it on, and verify that your program is still intact by switching to PRGM mode and pressing SST to step through it.

To illustrate the prefix masking behavior of the byte
grabber on the $\mathrm{X}<>88$ instruction, first PACK (XEQ ALPHA P A C K ALPHA). Do not GTO.. , since you want to stay where you are in the program. GTO.. has the undesired effects of attaching an END to your program and "kicking you out" of it. Make sure you are in USER mode, then GTO . ØØl (the step before the X<> 88 instuction). Switch to PRGM mode if you are not already in PRGM mode, and BG (press the LN key). You'll see a strange looking text instruction

$$
\emptyset 2^{\text {т-? }}{ }^{---- \text {雷 }} \text {. }
$$

The starburst (all 14 segments lit) at the end of the text line is, or was, the $X<>$ part of the $X<>88$. This hex CE byte has been grabbed, leaving the suffix byte to become an instruction on its own. SST and you'll see

$$
\emptyset 3 E \uparrow X-1 \text {, }
$$

precisely as predicted.

Review this example until you feel comfortable with it. Once you have conceptualized the byte structure of memory and the action of the byte grabber (see Figure l.l), you are over the hump and on your way to some real synthetic programming.

What would happen if we grabbed the STO prefix from the S'TO IND 31 instruction? According to row 9 column $F$ of the QRC, the IND 31 suffix byte would become a TONE instruction. But wait a minute. The TONE instruction needs a suffix of its own; after all, every TONE is a two-byte instruction. Where will this newly exposed TONE instruction get its suffix? Let's find out. BG at line $\varnothing \varnothing 3$ (GTO . $\varnothing 03$ if you are not already there and press LN in PRGM mode) to grab the STO bye. SST to see

05 TONE Y, a synthetic instruction!
A quick check of row 7 column 2 of the QRC reveals that the new TONE prefix captured the PI instruction, transforming it into the suffix $Y$ (see Figure l.l). It is certainly reasonable that the TONE instruction got its suffix from the next instruction in the program -- it had to get it from somewhere.

You can SST line $\varnothing 5$ in RUN (non-PRGM) mode to hear your new synthetic tone. BST and SST to hear it again if you like it. There are more than løø other synthetic TONEs waiting to be explored.
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Figure l.l Transformation of instructions by byte-grabbing.

This chapter introduces the eight types of synthetic instructions that are most frequently used. Regardless of whether you get involved in writing exotic synthetic programs, you will want to use some of these easily understood instructions in your ordinary day-to-day programming. The types of instructions to be discussed in this chapter are:
A. Synthetic Tones, which personalize your programs;
B. Synthetic Exponential Data Entry Lines ("Short Form Exponents"), which save bytes;
C. Flag Register Control, used to preserve the display setting while constructing PROMPTs;
D. Program Pointer Control, which can freeze the "flying goose";
E. Synthetic Text Lines, used where synthetic characters such as parentheses or lower case letters are needed;
F. The TEXT $\emptyset$ instruction, equivalent to an HP-25 NOP (No Operation) instruction;
G. Control of data registers "carved out of" the ALPHA register, which provides auxiliary storage for intermediate program results without disturbing the numbered data registers; and
H. Use of other operating system scratch registers for temporary data storage.

As examples of synthetic instructions are presented in this chapter, step-by-step procedures on how to create them will also be given. These procedures will use the byte grabber key assignment that was constructed in Chapter 1 . Owners of the PPC ROM have the option of bypassing this procedure and creating the instructions directly using PPC ROM routine LB (Load Bytes). The appropriate LB inputs
will be identified for each example. If the synthetic instruction consists of two bytes and is not a digit entry, PPC ROM routine $\mathbf{M K}$ can be used in lieu of LB if a key assignment of the function is also desired. It is recommended that PPC ROM owners try at least some of the examples in this chapter using the byte grabber instead of $\mathbf{M K}$ or LB .

For those of you without PPC ROMS, a short version of "LB" will be introduced in Chapter 3, along with instructions for using the byte grabber to key it up. You may do so now, but you will learn more about using the byte grabber by waiting until you get to Chapter 3 to key up and use "LB".

2A. Synthetic Tones

As mentioned at the end of Chapter 1 , there are over løø possible synthetic tones of widely varying pitch and duration. $O f$ the 16 distinct tone frequencies, the first ten are the frequencies of TONE $\emptyset$ through TONE 9. The durations of synthetic tones vary from several milliseconds (tones audible only as a "click") to several seconds. For many prompting applications a relatively short, high-pitched tone is required. TONE 89 is one such tone. It can be created as follows. Delete any leftovers from the Chapter 1 examples and key in these program lines:

$$
\begin{array}{lll}
\mathfrak{J l} & \text { ENTER } \uparrow & \\
\emptyset 2 & \text { STO IND } & 31 \\
03 & \text { SIN } &
\end{array}
$$

LB / MK inputs:
TONE $89=159,89$

Now, still in PRGM mode, GTO . ØØl and BG (press LN in USER mode). As usual, you'll see a text line like this: $\mathfrak{b} 2$ T-? ${ }^{----}$䛜 . SST to see your new synthetic instruction 03 TONE 9 . It may not look synthetic but you'll soon hear the proof that it is.

The IiND 31 byte (hex 9F) became a TONE instruction after the STO byte was grabbed. The SIN byte (row 5 column $9=$
decimal 89) became the tone number. Synthetic tone numbers from 10 to 101 decimal are displayed in decimal with only the rightmost (ones) digit shown. Thus in this case TONE 89 displays as TONE 9. Other tones, whose second bytes are between row 6 column 6 and row 7 column $F$, carry a letter suffix as did TONE $Y$ in the Chapter 1 example.

Switch to RUN mode and SST to hear TONE 89. It may become one of your favorites for prompting.

Table 2.1 summarizes the synthetic tones that are available to you. The frequency of a tone is determined by its column number in the table. The frequencies corresponding to column $A, B, C, D, E$, and $F$ form an upward progression, with the highest synthetic frequency (column F) being just below that of TONE 6 , the lowest normal frequency.

The duration of each tone, in seconds, is listed in the table. This duration is the total time the hP-4l needs to execute the tone; therefore the actual audio output duration will be significantly shorter for the very brief tones. Durations may vary from those listed depending on when your HP-4l was produced. For example TONE $Z$ is $火 .64$ seconds long on newer HP-41's, versus only 6.061 seconds on the oldest HP-41's.

As you scan the tone table, you'll notice that TONES 37 and 38 are the shortest, at . 020 seconds each. 'ihe following example illustrates a use for them. Clear the previous example and key in the program lines $\emptyset 1$ DEG LB / MK inputs: Ø2 CLX $\emptyset 3$ LBL Ø1 04 STO IND 31 05 RCL 05 06 SIN $\emptyset 7$ SQRT 08 STO IND $31 \quad$ TONE $38=159,38$ $\emptyset 9$ RCL $\varnothing 6$

GTO . Øø7, BG, and delete the text line. SST to see TONE 8 (actually TONE 38). GTO . Øø3, BG, and delete the text line. SST to see TONE 7 (actually TONE 37). Now switch out of PRGM mode, RTN, and R/S. Although the HP-4l's internal oscillator is not crystal controlled, this program makes a nice tick-tock imitation of a pendulum clock.

Synthetic tones have other applications as well. See Appendix $B$ for a high-speed Morse code practice program that uses synthetic tones. You can use Figure 2.1 to help you choose the right synthetic tones for your applications. You can pick a tone frequency and duration, and look up which synthetic tone is the closest to what you need. Table 2.1 and Figure 2.1 are reprinted with permission from Robert E. Swanson, who compiled the data they contain for the HP-41/HP-IL SYSTEM DICTIONARY, which is unfortunately out of print.

2B. Synthetic Exponential Data Entry Lines

Pressing EEX CHS 3 in RUN mode gives you $1 \times 10^{-3}$ in the X-register. But if you try to do the same thing in PRGM mode you'll get an instruction that looks like le-3 even though you only pressed E-3. The calculator insists on adding a superfluous 1 , wasting a byte of program space. Now that we have a byte grabber I'll bet you can guess how we can get rid of that l. Clear the previous example and key in
$\emptyset 1$ ENTER $\uparrow$
LB inputs:
Ø2 1E-3

$$
\mathrm{E}-3=27,28,19
$$

PACK (this is necessary this time). As in the chapter 1 example, you must press XEQ ALPHA P A C K ALPHA, and not GTO.. , which would be easier to key in. The problem is that GTO.. leaves you "high and dry", requiring you to execute


| $\emptyset$ | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | A | B | C | D | E | F |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| $\emptyset$ | 1 | 2 | 3 | 4 |  |  | 7 |  |  | 10 | 11 | 12 | 13 | 14 | 15 |
| 0.28 | 0.28 | 0.28 | 0.28 | 0.28 | 0.28 | 0.28 | 0.28 | 0.27 | 0.27 | 2.08 | 2.42 | 3.37 | 0.67 | 2.30 | 0.35 |
| $\emptyset$ |  |  |  |  |  |  |  |  |  |  |  |  | 0.80 |  |  |
| 60,00 | 60,01 | 60,02 | 60,03 | 60,04 | 60,05 | 60,06 | 60,07 | 60,08 | 60,09 | 60,10 | 60,11 | 60,12 | 60,13 | 60,14 | 60,15 |
| 16 | 17 | 18 | 19 | 20 | 21 | 22 | 23 | 24 | 25 | 26 | 27 | 28 | 29 | 30 | 31 |
| 1.82 | 0.32 | 1.43 | 0.29 | 0.48 | 0.94 | 0.45 | 0.82 | 0.29 | 0.49 | 4.70 | 3.23 | 1.75 | 3.85 | 3.46 | 2.37 |
| 60,16 | 60,17 | 60,18 | 60,19 | 60,20 | 60,21 | 60,22 | 60,23 | 60,24 | 60,25 | 60,26 | 60,27 | 60,28 | 60,29 | 60,30 | 60,31 |
| 32 | 33 | 34 | 35 | 36 | 37 | 38 | 39 | $40$ | 41 | 42 | 43 | 44 | 45 | 46 | 47 |
| . 022 | 1.10 | 2.25 | 1.90 | 1.17 | . 020 | . 02 | 0.35 | $0.65$ | 0.4 | $0.83$ | $0.43$ | 3.80 | $1.71$ | $1.29$ | 0.12 |
| 60,32 | 60,33 | 60,34 | 60,35 | 60,36 | 60,37 | 60,38 | 60,39 | 60,40 | 60,41 | 60,42 | 60,43 | 60,44 | 60,45 | 60,46 | 60,47 |
| 48 | 49 | 50 | 51 | 52 | 53 | 54 | 55 | 56 | 57 | 58 | 59 | 60 | 61 | 62 | 63 |
| 0.50 | 0.26 | 2.04 | 1.85 | 0.29 | 0.14 | 0.75 | 0.77 | 0.62 | . 046 | 4.07 | 3.99 | 3.19 | 3.77 | 0.93 | 0.27 |
| 3 |  |  |  |  |  |  |  |  |  |  | 0.41 |  | 0.39 |  |  |
| 60,48 | 60,49 | 60,50 | 60,51 | 60,52 | 60,53 | 60,54 | 60,55 | 60,56 | 60,57 | 60,58 | 60,59 | 60,60 | 60,61 | 60,62 | 60,63 |
| 64 | 65 | 66 | 67 | 68 | 69 | 70 | 71 | 72 | 73 | 74 | 75 | 76 | 77 | 78 | 79 |
| 1.79 | 2.29 | 0.16 | 0.19 | 1.01 | 0.25 | . 072 | 0.21 | 0.13 | 0.15 | 3.58 | 0.28 | 3.60 | 3.30 | 0.85 | 0.87 |
| 4 |  | b. 40 |  |  |  | . 032 |  |  |  |  |  |  |  |  |  |
| 61,00 | 61,01 | 61,02 | 61,03 | 61,04 | 61,05 | 61,06 | 61,07 | 61,08 | 61,09 | 61,10 | 61,11 | 61,12 | 61,13 | 61,14 | 61,15 |
| 80 | 81 | 82 | 83 | 84 | 85 | 86 | 87 | 88 | 89 | 90 | 91 | 92 | 93 | 94 | 95 |
| . 075 | 0.22 | 1.68 | 0.72 | 0.30 | 1.16 | 0.46 | . 093 | 0.56 | . 038 | 2.61 | 0.39 | 3.12 | 3.78 | 0.30 | 2.45 |
| 61,16 | 61,17 | 61,18 | 61,19 | 61,20 | 61,21 | 61,22 | 61,23 | 61,24 | 61,25 | 61,26 | 61,27 | 61,28 | 61,29 | 61,30 | 61,31 |
| 96 | 97 | 98 | 99 | 100 | 101 | 102 A | A103 B | 104 C | C105 D | 106 E | E107 F | 108 G | G109 | ¢10 | 1111 J |
| 0.62 | 2.21 | 0.41 | 1.21 | 0.11 | 1.27 | 0.96 | 0.80 | 0.64 | 0.45 | 2.26 | 0.43 | 3.54 | 0.31 | 2.00 | 2.33 |
| 6 |  |  |  |  |  |  |  |  |  | 0.23 |  |  |  |  | 0.33 |
| 61,32 | 61,33 | 61,34 | 61,35 | 61,36 | 61,37 | 61,38 | 61,39 | 61,40 | 61,41 | 61,42 | 61,43 | 61,44 | 61,45 | 61,46 | 61,47 |
| 112 | †113 | 1114 | Y115 X | 116 | 117 | 118 N | 11190 | 120 P | P121 | 0122 | 123 a | 124 b | 125 C | 126 d | 127 e |
| 0.25 | . 061 | 0.55 | 1.19 | 0.40 | 1.07 | 0.22 | 0.78 ] | 0.13 | +0.32 | 0. $29{ }^{\text { }}$ | T 4.38 | 0.73 | 3.77 | 3.45 | 2.84 |
| 71.66 | 0.64 | 12.40 | 0.48 | 1.20 |  |  |  |  |  |  |  |  |  |  |  |
| 61,48 | 61,49 | 61,50 | 161,51 | 61,52 | 61,53 | 61,54 | 61,55 | 61,56 | 61,57 | 61,58 | 61,59 | 61,60 | 61,61 | 61,62 | 61,63 |



Catalog 1 and interrupt it to get back into your program. You may save a little time in the long run by assigning PACK to a key; just ASN ALPiA P A C K ALPhA and press any key that doesn't already carry an assignment that you need.

Now GTC. $6 \in 1$ and $B G$. Lelete the text line -- the starburst at the end of the text line is the captured superfluous l. SST to see $02 \mathrm{E}-3$, a synthetic exponential data entry line, often called a "short-form exponent".

You can try this synthetic instruction by SSTing in RUN mode. You'll find that $L-\overline{3}$ works just as well as le-3. It obviously saves a byte of program memory, but you should also be aware that it executes faster than lE-3 to boot.

Execution time, but not memory, can also be saved by using the decimal point instead of the digit $\varnothing$ for a zero entry, and $L$ instead of the digit 1 for an entry of one. The lone decimal point is not a synthetic instruction, but the lone L is. io create it, just grab the STO prefix from a STO 27 instruction. Row 1 column $B$ of the $Q R C$ shows that the 27 suffix will become an EEX instruction.

It was stated earlier that PACKing is necessary when you want to grab the leading 1 from an exponential data entry instruction. The reason is that all digit entry instructions are preceded by an invisible $N U L L$ byte (row $\varnothing$ column $\varnothing$ ) that serves solely to separate the new digit entry instruction from the previous instruction. Do not confuse NULL bytes with the NULL message that appears when you hold a key down for 2 seconds after the function preview appears. As its name implies, a NULL byte is a place holder that does nothing when executed (except when it is a suffix in an instruction like $X<>\emptyset \emptyset$ or $\Sigma R E G \mathscr{} \quad \emptyset$. NULL bytes, which are always invisible except when they are within text instructions, are created when instructions are deleted and are removed by PACKing. This behavior will be explained and illustrated in Chapter 5 .

In the first example of this section we used PACK to remove the null that the $H P-41$ inserted between $\varnothing 1$ ENTER $\uparrow$ and $\emptyset 2 \mathrm{E}-3$. If line 01 had been a digit entry instruction, the
null would not have been removed by PACKing. It would have been needed to maintain the separation of lines $\varnothing 1$ and $\varnothing 2$. Except for this special case, PACKing will always remove the null.

But there is another way to remove the null. One can simply key in a one-byte instruction to fill the space that is being held open by the null. Let's try this on the $E-3$ example. Clear line $\varnothing 2$ and key in

Ø1 ENTER4
Ø2 1E-3
There is now an invisible null between lines $\varnothing 1$ and $\varnothing 2$. Since we want to grab the 1 from $1 E-3$, not the null, we fill the null first. GTO . Øøl, or just BST, and press RDN (roll down). This is a one-byte instruction that overwrites the NULL byte. Now BG and capture the leading l. Backarrow twice and you'll have

## Ø1 ENTER4

$\emptyset 2$ E-3
Thus the addition of two keystrokes to the procedure introduced at the beginning of this section eliminates the need for PACKing. This can be especially advantageous when you're adding a synthetic exponential data entry instruction to a long program which takes several seconds to PACK.

Chapter 5 will fully explain and illustrate the elusive behavior of nulls. It uses a synthetic technique to make them visible. Ambitious synthetic programmers who want to try fancy tricks like constructing a synthetic line -E should note that whenever you want to include a negative sign in a digit entry line the appropriate byte is row 1 column $C$, NEG, not row 5 column 4, CHS. The CHS key governs two different operations: negating a digit entry and negating an existing number.

Normally when a program constructs an alpha message containing numbers, the display mode is altered. For example the sequence

| 011.01 | Register number index -- 1 to 10 |
| :---: | :---: |
| $\emptyset 2$ STO øø |  |
| $\emptyset 3$ FIX $\emptyset$ | These two steps are needed to make |
| Ø4 CF 29 | the register number appear without |
| 05 LBL Ø1 | a decimal point in the prompt |
| 06 "INPUT " | (Note there is a space following T) |
| 07 ARCL $\emptyset \emptyset$ | Append the register number |
| ø8 "!-?" |  |
| $\emptyset 9$ TONE 9 |  |
| $1 \varnothing$ PROMPT |  |
| 11 STO IND øø | Store the input in the current |
| 12 ISG Ø0 | register; add 1 to register index |
| 13 GTO 01 |  |

Line Ø6 is XEQ ALPHA T O N E ALPHA 9. Line $\emptyset 7$ is obtained by ALPHA shift RCL $\emptyset 0$, while line 08 is ALPHA shift XEQ 3 ALPHA.
prompts for inputs numbered 1 to $l \varnothing$ and stores them in data registers $l$ through $1 \emptyset$. It has the undesirable feature that lines $\emptyset 3$ and $\emptyset 4$ change the display mode to FIX $\varnothing$. Synthetic programming offers an easy way to avoid altering the display mode in cases like this one.

It's time for a brief digression about flags. Since a flag has only two possible states, set and clear, it makes sense for the calculator to use one bit (binary digit) to represent each flag. As it happens, the set state is represented by $l$ and the clear state is represented by $\varnothing$. We saw in Chapter 1 that a byte consists of eight bits. The HP-4l Owner's inandbook reveals that a register consists of seven bytes. Thus there are $8 \times 7=56$ bits in a register. If
the number 56 sounds familiar, perhaps it's because the HP-41 has 56 user and system flags, numbered through 55. So it shoulăn't be too surprising that all 56 flags occupy exactly one register in the HP-41.

The flacj register is one of the sixteen hP-4l system scratch registers. You already know the first five: the stack registers $T, Z, Y, X$, and $L$. The names of the rest are found along row 7 of the QRC. The name of the flag register is d (row 7 column L).

Now to the case at hand. We want to preserve the display setting while constructing a numerical message. To do this we can fici d before forming the message, saving the original flag register in $X$. After forming the message we sio d, transferring the original flac recister contents from $X$ back into the flag register. 'ihis restores all 56 original flag settings, including the display setting.

For the example given at the beginning of this section, this is accomplished as follows. Key in

```
0l 1.01
LB / MK inputs:
4) STO 00
03 LBL 6l
04 "INPUT "
05 STO IND 16
06 AVIEW
07 FIX ø
OB CF 29
0 9 ~ A R C L ~ O D ~ D
10 STO IND 17 STO d = 145,126
11 AVIEW
12 "!-?"
13 TOLJE 9
14 PROMPT
15 STU IND OU
16 ISG 0D
17 GTO O1
```

GTO . 009 , $B G$, and delete the text line. SST to see STO d. GTC . 004 , BG, backarrow, and $S S T$ to see RCL d. The IND 17 byte (row 9 column l) became STO, the IND 16 byte (row 9 column Ø) became RCL, and both AVIEW instructions (row 7 column E) became d suffixes. This version of the program will prompt for input for data registers 1 through 10 . When it is finished, the display mode will be unchanged, rather than the distinctly unfriendly FIX $\varnothing$.

011.01<br>0257060<br>030LBL 01<br>04 "INPUT "<br>05 RCL d<br>86 FIX 0<br>87 CF 29<br>08 ARCL 8 日<br>89 STO d<br>10 "ト?"<br>11 TONE 9<br>12 PROMPT<br>13 STO IND 60<br>14 ISG 60<br>15 GT0 61

The RCL $\mathrm{d} / \mathrm{sTO}$ d combination can be used anywhere you want to preserve the status of the display mode, trig mode, or other flags. The original flag register can be stored anywhere in the stack, but it should not be stored in a numbered data register. Data retrieved from a numbered data register is subject to normalization. If the 56 bits aren't in a configuration that the $H P-4 l$ recognizes as an alphabetic or numeric form, it will change bits as necessary to make it an alphabetic or numeric value.

The detailed specification of what bit patterns are recognized as alphabetic or numeric data is beyond the scope of this book but for our purposes here an abbreviated rule on normalization will suffice. Any 56 -bit data pattern whose
first four bits are Øøणl can be safely stored into and retrieved from a numbered data register. If the first four bits are other than Øøøl the data is subject to normalization (hence possible alteration) when retrieved. This is of course no problem if the data is actually numeric or alphabetic. Normalization is only a problemi when dealing with non-standard bit patterns such as flag register contents.

If you wish to store a set of flag settings in a numbered register, you neea to set the first four bits to 0 Uもl beforehand. This is easily done as the following example will illustrate. Clear the previous example except for its FEL $d$ and STO d instructions. 'hen GTO . 060 and key in

```
&lCF GO These first four lines set the
UCF Ol first four bits of the flag
63 CF %2 register to the pattern 600l.
0 4 ~ S F ~ 0 3 ~
&5 RCL d
0 6 ~ S T O ~ U l ~
0 7 \text { GRAD}
0% SF ©l
09 CF &3
l0 STOP
11 KCL Ul
12 STO d
```

2witch out of PRGM mode, RTN, and $R / S$. ivote that flag 1 and GRAL mode are set. $K / S$ again to see the flags returned to their original state, with flags 0,1, and 2 clear and flag 3 set. If you don't mind an example that requires a little cleanup work with your flags you can change line טl to SF 以 and verify that many flags are changed when the program is executed. For a quicker cleanup you may wish to use the copy of the original flags that will be residing in stack register Y at the completion of the program. Since this copy wasn't stored in a numbered data register it's unchanged. Just RDiv, GTO . Ul2, and SST to restore the flags.

The HP-4l maintains a program pointer in one of its operating system scratch registers. This pointer designates what part of memory will be displayed when PGRM mode is selected. The system scratch register that contains the program pointer (together with some of the return pointers -these are discussed in Section 6A of this book and in the PPC ROM User's Manual under "Line by Line Analysis of LR ") is designated the " $b$ " register by the $H P-4 l$ operating system.

To illustrate the ease of program pointer control on the HP-4l try the following example. Clear the previous example and key in


GTO . Ø05 , BG, backarrow, GTO . Øø3 , BG, backarrow, GTO . Øø1, BG , backarrow twice, and PACK (do not GTO..). Switch to RUN (non-PGRM) mode, RTN, and R/S. You'll hear the rapid staccato of repeated TONE 89's. The "flying goose" is frozen in place.

How does this work? The RCL $b$ instruction copies the program pointer into the $X$ register. The TONE 89 is executed, then the STO b puts the previously recalled value back into the program pointer. At the time the program pointer was originally recalled the next instruction to be executed was TONE 89. Therefore the STO b instruction causes execution to jump back to the TONE 89 instruction. If you RTN and SST this program you can verify that the sequence of execution is RCL b, TONE 89, STO b, TOlvE 89, etc.

The reason that the flying goose holds still when this program is run is quite simple. The goose is programmed to move one position each time a LBi is executed. But there are
no labels in this program, despite the looping. Thus the goose is unable to move.

The next example provides the answer to an HP-4l trivia question: What is the shortest "infinite loop" on the fiP-4l? The answer is one program line, 2 bytes. Delete the TONE 89 from the previous example and PACK. You now have

01 RCL b
Ø2 STO b
If you RTN and SST this program, you'll find that the execution sequence is RCL b, STO b, STO b, STO b, STO b, --ad infinitum, although the line number keeps increasing. For SST execution the HP-4l always increments the line number unless it executes a GTO, XEQ, RTN or END instruction, in which case the line number is recomputed. The calculator does not recognize $S T O$ b as a "jump" instruction, so it doesn't bother to recompute the line number. If your SST finger were extremely durable, you would find out that the line number counts all the way up to 4694 before starting over at $\varnothing 2$. As you will learn in section 6A, the number 4695 has a special meaning to the HP-41's internal programming. This number means that the line number needs to be recomputed.

For non-SST, free-running program execution, the calculator does not update the line number at each step. That would needlessly slow execution.

Advanced synthetic programming techniques are needed to fully utilize the power of the STO b instruction. The ultra-fast Morse code program in Appendix B illustrates precompiled indirect branching, a relatively straightforward application of program pointer control. Also, the sequence $\varnothing$, STO b, GTO . Øø2 is an easy way to move the program pointer into the key assignment registers. Details of how information is stored in the key assignment registers can be found in the PPC ROM User's Manual, under "Background for $\mathbf{M K}$ ".

The HP-4l differs from its predecessors most notably in that it provides alphanumeric capability. This capability can be used to label outputs or prompt for inputs. However the set of display characters available seems to be rather limited. For example there are no parentheses or quotation marks.

Synthetic programming techniques permit 21 additional distinct display characters to be used in text instructions, including parentheses, quotation marks, apostrophe, ampersand, and others. T hese synthetic display characters can be edited into a text instruction in a way which we shall describe here. PPC ROM programs provide two alternate methods. The simplest is to use LB to create synthetic text instructions directly. The "Q-transfer" method, which requires a supportive program such as PPC ROM program DC , is also available. The first of these methods will be presented in Chapter 3. The second shall be introduced in Section 4B.

The byte-grabber method of creating synthetic text instructions, which is introduced in this section, is fairly simple and requires very little setup (just a byte grabber key assignment). Therefore regardless of the availability of other methods you should follow through the byte grabber examples of this section. You may find it the most convenient method for creating one or two synthetic text instructions.

Owners of a printer or an Extended Functions module may be acquainted (through the functions BLDSPEC and XTOA, respectively) with other, more cumbersome ways of creating synthetic display characters. In this section we will show that synthetic text lines can be used to save many bytes over the normal methods which use BLDSPEC or XTOA.

The structure of a $n$-character text instruction is quite simple. A hex Fn byte (row $F$ column $n$ ) precedes $n$ bytes, each of which represents a character. Thus $n+l$ bytes of program
memory are needed to hold an $n$-character text instruction. The character-byte correspondence is illustrated in the byte table, which is part of the quick Reference Card for Synthetic Programming. For example a row 5 column $F$ byte displays and prints as _ . Certain synthetic characters appear substantially different on the printer compared with their displayed form. For example row $\emptyset$ column 4 displays as $\therefore$ but prints as a . A byte is only interpreted as a character when it is preceded by a row $F$ byte that brings the byte in question into the scope of the text instruction. In the absence of a row $F$ byte, program bytes are interpreted in the normal manner, as instructions or suffixes for previous instructions. Row $F$ bytes can thus be regarded as TEXT instructions that require suffix bytes. The difference between TEXT instructions and most other instructions is that the number of suffix bytes is variable and that a TEXT instruction triggers a very different interpretation of suffix bytes, namely the character interpretation.

Synthetic text lines can be created using the byte grabber in a four-step procedure. First a text line of the desired length is created, with X 's in the positions where synthetic characters are required. Then the TEXT instruction prefix is grabbed. This frees the suffix bytes to be instructions, rather than characters. In this form the X's can be replaced by instructions corresponding to synthetic characters. The final step is to release the grabbed TEXT prefix, which then captures the edited bytes and converts them to characters.

An example should make this procedure clear. Suppose we want to create the text line "HP's \#l" . Clear the previous example and key in

| Ø1 ENTER $\uparrow$ | LB inputs: |
| :--- | :--- |
| Ø2 "HPXS Xl" |  |
|  |  |
|  | $247,72,80,39$, |
| $83,32,35,49$. |  |

 contains the captured TEXT 7 prefix that you'll need later.

SS＇i several times and you＇ll see that you now have：

```
Ol ENTER\uparrow
02 "-?----䍖"
03 \Sigma-
04 LIN
65 E\uparrowX-1
D6 Y4X
07 KCL 60
6% E^X-1
09 STO Øl .
```

Lines 03 through 69 each correspond to a character from the original text line．For instance，RCL $\varnothing 0$ corresponds to the space．Row 2 column 0 of the $<$ RC verifies this correspondence．What we＇d like to do now is to replace the E丹X－1 instructions that correspond to the X＇s．GTO ． $0 \emptyset 8$ and backarrow the $E \uparrow X-1$ ．We wanted a $\#$ symbol in this position． Checking row 2 column 3 of the $\mathbb{Q} R C$ we find that the corresponding instruction is RCL 63 ．Key in RCL $\emptyset 3$ as the replacement for line 68 ．Now GTO ． 605 and backarrow the E $\uparrow \mathrm{X}-1$ ．Row 2 column 7 of the QRC tells us to key in RCL $\varnothing 7$ as the new line 05 to get the apostrophe character．

If you have followed the instructions carefully you don＇t really need to PACK，but it can＇t hurt．You should have 01 ENTER $\uparrow$

63 上－
04 LIJ
05 KCL 07
$06 \mathrm{Y} \uparrow \mathrm{X}$
07 RCL 00
๒8 RCL 03
09 STO 61
Now GTO ．$X \emptyset l$ ，and $B G$ ．You have grabbed the TEXT prefix from line 62．This released the question mark and the starburst to become instructions．SST and you＇ll see that the question mark became STO 15 （check row 3 column $F$ ）．SST again and
you'll see that the starburst has regained its former identity as a TEXT 7 instruction, in turn capturing the following 7 bytes as text characters. Thus we now have Ø1 ENTER $\uparrow$

02 "ー?----柬"
03 STO 15
ø3 "HP'S Hl".
If you have a printer you may wish to compare the way these synthetic characters print with the way they display. (If you don't have a printer just look at the lower right corner of each box in the QRC to see the way that byte prints as a character.) You'll find that the apostrophe and the \# symbol print as expected, but the starburst vanishes without a trace. This vanishing behavior is to be expected in program listings from any character in rows 8 through F. This point will be discussed further toward the end of this section.

The append instruction is unique among HP-4l instructions in its implementation. An append instruction is a text instruction whose first character is the append character (row 7 column F). Since the append character takes up the first character byte of the text line and the text line cannot exceed fifteen characters, the maximum number of characters that can be appended is fourteen. If the append character is synthetically inserted into a text instruction in a position other than the first character byte, it loses its privileged "control character" status and becomes an ordinary character.

Let's edit some synthetic characters into an append instruction. Key in

01 ENTER $\uparrow$
Ø2 "-ABCDEFGHIJKL" .
GTO . ©Øl and EG but do not backarrow. The byte grabber's text line will hold the TEXT 13 byte from the former line $\varnothing 2$ until we are finished editing. SST through the program and you should see
Øl ENTER $\uparrow$
ø2＂－？－－－ー类＂
03 CLD
04 －
05 ＊
Ø6／
Ø7 $\mathrm{X}<\mathrm{Y}$ ？
$\emptyset 8 \mathrm{X}>\mathrm{Y}$ ？
$09 \mathrm{X}<=\mathrm{Y}$ ？
10 上＋
11 E－
12 HiMS +
13 HiMS－
14 MOD
15 \％．
Line 03 is the append control character（row 7 column $F$ ）．Lines $\emptyset 4$ through 15 correspond to the characters A through L．See row 4 of the QRC for the correspondence．Now GTO ． 004 andDEL 612 （XEQ ALPHA D E L ALPHA 012 ）．This deletes lines 04through l5．We＇re going to replace all 12 characters bysynthetic characters．We can simply key in the instructionscorresponding to the characters we want．＇Iry keying in these
instruction：
04 －
j5 LBL 00
06 LBL 11
07 RCL 02
Ø8 RCL 08
69 RCL 09
10 STO 11
11 ASIIN
12 DEC
13 CLD
14 1／X
$15+$
character：
A

T
：
＂（），（semicolon）1－$+$T＠instructions：

Now PACK just to be sure there aren't any nulls present. Delete line $\nsubseteq 4$ to create a NULL, then GTO . $601, B G$, and backarrow. You should see

61 ENTER $\uparrow$
ø2 STO 15

The LB inputs for this example are 253, 127, 0, 1, 12, 34, $40,41,59,92,95,127,96$, and 64.

Put "ABC" in the ALPHA register and execute line 63. The
 CLA and execute line 63 you'll get a surprise. The ALPHA register will contain "不" (), - - ${ }^{\top}$ ". The NULL (overline character) disappeared! The general rule is that NULL characters are visible only when they are interior or trailing characters in the ALPHA register.

If you execute ASTO $X$, even the interior and trailing nulls will be invisible in the $X$ register, but they will still be present. This can be verified by trying the $X=Y$ ? test. The result will be NO if, for example, the $X$ register contains an invisible null while $Y$ does not, even if the two registers display the same way. This behavior is not useful enough to merit an example, but you should be aware that viewing an ASTUred string that contains nulls will not reveal the full structure. You should use AKCL and AVIEW when in doubt.

Printer owners may be aware that the printer function BLDSPEC can be used to generate any synthetic display character. For example the instruction sequence

Ø1. (décimal point)
$62 \mathrm{X}<>\mathrm{Y}$
03 BLDSPEC
54 PRX
will create a single display character corresponding to the decimal value ( $\varnothing$ to 127 ) in the $X$ register. It will then print the character as well.

Try 38, GTO. .001, R/S and you'll get the ampersand, a
synthetic character. Row 2 column 6 of the QRC shows how the displayed version of the ampersand compares to the printed version. Try 5, R/S and you'll get the one-armed man $\bar{\therefore}$ in the display and the Greek letter $F$ on the printer. Row $\varnothing$ column 5 of the $Q R C$ verifies this result. A large number of the 128 standard printer characters display as starbursts. Something like this must be expected since the 14 segment display does not have the flexibility of the printer's dot matrix output.

Owners of the Extended Functions module have available a powerful function, XTOA, that can be used to create synthetic display characters. XTOA is a much faster version of PPC ROM routine DC . Assiyn XTOA (or DC ) to a convenient key and try CLA, 38, XTCA. Switch to ALPiAA mode and you should see the synthetic display character \&. If you now do ALPHF(off), 5, XTOA, ALPBA(on), you'll see \& character (decimal equivalent 5) has been appended to the alpha register. To compare the printed versions you can execute PRA.

Printer owners will appreciate the byte savings that are possible by using synthetic text instructions to generate lower-case and mixed-case text. Consider the normal method of creating the printed output "Hewlett-Packard"

```
Wl "H"
D2 ACA (load it into the print buffer from ALPHA)
0 3 ~ S F ~ 1 3 ~ ( s w i t c h ~ t o ~ l o w e r ~ c a s e )
04 "EWLETT-"
6 5 ~ A C A ~ ( a d d ~ l o w e r ~ c a s e ~ c h a r a c t e r s ~ t o ~ t h e ~ b u f f e r )
06 CF 13 (switch back to upper case)
07 "P"
\emptyset8 ACA
09 SF 13
10 "ACKARD"
11 ACA
12 PRBUF (print the buffer contents)
13 CF 13 (back to upper case mode)
```

The byte count for this monstrosity is 37 bytes, compared with 18 bytes for the synthetic text line "Hewlett-Packard" followed by a PRA command. Moreover every mode change, between upper and lower case in this example, uses a valuable print buffer "register" (actually a byte). This is discussed in more detail on page 19 of the July 1980 PPC Calculator Journal. The synthetic text line approach conserves print buffer space as well as program memory. Of course most of the lower case characters (all but $a, b, c, d, e$ ) in the synthetic text line appear only as starbursts in the display, although the text line prints properly in a program listing. If you can tolerate the somewhat messy SST display, you can achieve dramatic everyday byte savings by using synthetic text lines wherever you require lower-case or mixed-case printing.

Synthetic text instructions have much wider application than just generation of nonstandard display characters. They provide a simple, fast method to enter needed bytes under program control. Byte loader programs (Chapter 3), key assignment programs (Chapter 4), and other very powerful synthetic programs use synthetic text lines extensively. Using the first example from this section, we can illustrate the simplicity of synthetic text lines compared to the next best alternative, the XTOA function of the Extended Functions module.

Goal: Create the synthetic text "HP'S \#1" Best Method: synthetic instruction $ø 1$ "HP'S \#l"

Total bytes used: 8 Execution speed: fast
Next Best: use XTOA
ø1 "HP"
or DC
ø2 39
$\emptyset 3$ XTOA ( or XROM DC )
04 " $1-\mathrm{s}$ "
0535
$\varnothing 6$ XTOA ( or XROM DC )
07 "1-1"
Total bytes used: 18 Execution speed: slower.

Printer owners who like to use BLDSPEC to manufacture "custom" printer characters can save bytes and speed up their programs by using synthetic text instructions. The sequence: 7-character synthetic text instruction, RCL M, ACSPEC, substitutes for the normal sequence: number, BLDSPEC, number, BLDSPEC,..., number, BLDSPEC, ACSPEC. The RCL M instruction will be explained in section 2 G . Details of the correspondence between the normal BLDSPEC numbers and the required 7 -character synthetic text instruction can be found in the PPC ROM User's Manual under BL , or in the June 1980 PPC Calculator Journal.

For more exotic synthetic programming, synthetic text instructions often need to contain bytes from rows 9 through $F$ of the QRC, which correspond to multi-byte instructions. The byte-grabber technique presented earlier in this section does not usually allow creation of such text instructions. The easiest way to create these instructions is to use a byte loader program, as you will see in Chapter 3. But beware! Synthetic text instructions containing bytes from rows 8 through $F$ appear as expected in the display but print strangely. These row 8 to $F$ bytes all display as starbursts. If they are printed via PRA, they will appear as shown on the QRC. For example a row $C$ column $D$ character displays as a starburst but prints as M. However if you list the program, all the row 8 to $F$ characters in the text instructions will disappear, without even leaving spaces to hint at their presence. Certain of these characters, the ones that are shaded on the QRC, will cause additional strange behavior when listed (skipping spaces, switching to lower case, etc.) If this messes up your listing, manually GTO the following line and LIST the rest of the program. Incidentally, NORMAL mode listings give a slight hint of the presence of synthetic characters in that the statement number will usually be indented if an invisible character is present. If you're interested in learning more, consult the July 1980 PPC

Calculator Journal for an extensive, clearly written description of these printer control characters.

2F. The TEXT $\emptyset$ instruction

The HP-4l allows text instructions up to 15 characters long, or 14 characters plus the append symbol. The first byte of a text instruction is taken from row $F$ of the QRC, with the column number denoting the number of characters in the instruction.

But what about column zero? By logical extension, a row $F$ column $\varnothing$ byte would appear to denote a text line of length zero. One might therefore expect such a TEXT $\emptyset$ instructions to be the equivalent of CLA. Let's find out. Key in
$\emptyset 1$ "ABC" LB input: $\mathbf{M K}$ input: Ø2 STO IND T 240 240, 240 To key in line 62 , press STO shift - (decimal point) 9 (T).

GTO . ØOl, BG, and backarrow. The STO has been removed, and the IND T (row $F$ column $\mathscr{O}$ ) now assumes the identity of a TEXT ${ }_{6}{ }^{j}$ instruction. This instruction displays as a text symbol with nothing following. It prints as "" (nothing between quotation marks). Now run the program and switch to ALPHA mode. Surprise! The "ABC" that was loaded into the ALPHA register by line $\emptyset 1$ is still there. The TEXT $\emptyset$ instruction is not equivalent to CLA. Further experimentation will reveal that TEXT $\emptyset$ has no effect on the ALPHA register or any other register (including the flag register). TEXT 0 will, like virtually all other program instructions, enable the stack lift. (See the Owner's Manual for a discussion of stack lift.)

What is an instruction like TEXT $\emptyset$ good for if it doesn't do anything? Suppose we want to increment an unknown integer in the $Y$ register without disturbing the stack. ISG Y does this but it will also skip a line if $Y$ was non-negative.

Therefore we need to follow ISG $Y$ by an instruction that will not affect the calculator's state whether it is executed or not. TEXT $\varnothing$ is precisely the kind of instruction we want. Moreover it is the only such one-byte instruction on the HP-4l. "Do nothing" instructions like TEXT 0 are called NOPs, short for no operation. NOP keys can be found on the HP-25, HP-33, HP-55, and some other calculators. Synthetic techniques have now given your $\mathrm{H} P-41$ a similar capability. You'll see sequences like

01 ISC X
02 TEXT り
in many synthetic programs. You can use such a sequence anywhere you need an "increment but do not skip" capability. Of course TEXT $\emptyset$ can also be used following a DSE instruction to ciecrement without skipping.

2G. Usiry the ALPHA register for data storage

We have seen that one byte of program memory is required to represent each character in a text instruction. We might therefore expect that the 24 -character ALPHA register would require 24 bytes of non-program memory. This is equivalent to $24 / 7=3$ registers plus 3 leftover bytes. These registers, together with the stack registers, the flag register, and others, are located in a separate section of memory called either system scratch or the status registers. The name status registers comes from the fact that the card reader's WS''S (write status) function records these registers on track 1 of a status card.

Since the flag register and the program pointer can be accessed directly by synthetic instructions, perhaps we can similarly access the $3+$ registers that comprise the ALPHA register. The suffix bytes for the flag register and the program pointer register are from row 7, columns $E$ and $C$ respectively, of the $Q R C$. You have probably begun to suspect
that the other row 7 suffixes correspond to the other system scratch registers. But before you start experimenting, beware. You can safely $R C L$ any of the status registers (the "normalization" of stored data mentioned in section $2 C$ does not apply to status register operations), but don't alter their contents until you know what you're doing, unless you are prepared for the worst. For example if you clear status register c you'll get MEMORY LOST.

The ALPHA register occupies status registers $M, N, O$, and part of $P$. As long as you don't mind altering whatever was in the ALPHA register, you may use $M, N$, and $O$ freely, just as you would use numbered data registers. From what you have learned about using the byte grabber you should be able to create the following program:

```
ø1 LBL"RSHF"
02 CLX
\emptyset3 X<> O
Ø4 X<> N
\emptyset5 X<> M .
```

If you need help, see the instructions at the end of this section.

For the moment let's concentrate on the $X<>M$ instruction. Try the sequence CLA, $1.274065002 \mathrm{E}-40, \mathrm{X}\langle>\mathrm{M}$. For the $X<>M$ you can GTO. $\varnothing \varnothing 5$ and SST in RUIV (non-PRGM) mode. Now switch into ALPHA mode and you'll see $\left.\bar{x}^{\prime} @ e^{-}\right)^{\top}$. What's going on? Let's refer to the QRC to identify the 7 bytes that comprise this character string. Designated by row number $r$ and column number $c$ the 7 bytes are shown below.

BYTE IN HEXADECIMAL
BYTE IN CHARACTER FORM
REGISTER IN NUMERIC FORM

| 01 | 27 | 40 | 65 | 00 | 29 | 60 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| $\mp$ | $\cdot$ | $\odot$ | e | - | 1 | T |
| +1. | 27 | 40 | 65 | 00 | $2 \mathrm{E}-$ | 40 |



The fourteen hexadecimal digits that comprise the seven bytes are 61274065002960 . The ten digits of the original $X$-register contents are immediately recognizable as the second through the eleventh of these 14 diyits. The first of the 14 digits is a sign digit. It is zero for positive numbers, 9 for negative numbers, and $l$ for alpha data. The last three of the 14 digits represent the exponent and its sign. If the twelfth dicit is zero the exponent is positive; if the twelfth digit is 9 the exponent is negative. The last two digits are the exponent digits if the exponent is positive. If the exponent is negative, the last two digits are 100 plus the negative exponent. In this case the exponent is -46 , so the last two digits are $l \emptyset \emptyset+(-40)=60$. A simple rule that works for either positive or negative exponents is: add lø00 to the signed exponent (that is, add the exponent to 1600 if it's positive, subtract the exponent from 1000 if it's negative). Keep only the last three digits of the result. This gives the correct exponerit digits for the HP-4l internal representation. In this case $1000-40=966$.

If we execute Crio. 005 and SST again to execute $X<>M$, the number $1.274065002 \mathrm{E}-40$ returns to the X -register and ALPFA is again clear. Now try another example. With the same number still in $X$, execute $X<>\mathrm{N}$, switch to ALPHA mode, press append, backarrow, and $A$. You now have the string $\bar{r}^{\prime} @ e^{-}$)A . Switch out of ALPliA mode and execute $X<>M$ again to get 1. $274065002 \mathrm{E}-59$. Since the character $A$ is hexadecimal 41, the exponent became $41-100=-59$.

Feel free to explore further the equivalence of numbers and seven-character alpha strings using the $X<>M$ instruction. Most numbers will consist primarily of starburst characters. You should be aware that if you bring an alpha string into the $X$ register using $X<>M$, the result may behave strangely if the two sign digits are not zero or 9 or if there are digits other than $\varnothing-9$ (that is, nondecimal digits) present.

When you're using $M$ as a scratch register to store a
number you probably won't care what the number looks like as a character string, but the character/number equivalence can be exploited in some advanced synthetic programming techniques. For example, if we wanted to enter the number $1.274065002 \times 10^{-46}$ in a program we could save 5 bytes of program memory by using "不' (e-) ${ }^{\top}$ " followed by RCL M.

The $X<>N$ and $X<>0$ instructions behave similarly to $X<>$ M. The difference is that $X<>M$ places the number in the rightmost 7 positions of the ALPHA register. The instructions $X<>N$ and $X<>O$ access the next two groups of 7 characters, moving from right to left. Figure 2.2 should make this more clear. You may also wish to try this short example. Load "ABCDEFGHIJKLMNOPQRSTUV" into the ALPHA register. Execute CLX and $X<>0$ (use GTO . $\varnothing \emptyset 2$, SST, SSI). The ALPHA register now contains "A-------IJKLMNOPQRSTUV". The seven characters that were occupying the 0 register (see Figure 2.2) have been replaced by the overline characters that result from null bytes (row $\varnothing$ column Ø). The O register now contains the number zero. Execute $X<>N$ and ALPHA will contain "A-------BCDEFGHPQRSTUV". Execute X<> O now and you'll get "AIJKLMiNOBCDEFGHPQRSTUV". Thus, in addition to their utility as data storage instructions, the STO, RCL, and $X<>$ instructions for status registers $M, N$, and $O$ can be used to slice up and reassemble character strings in the ALPHA register. These character manipulation capabilities are used extensively in advanced synthetic programming to isolate bytes for decoding or to replace certain bytes of a string.

One easily understood string manipulation application is a 7-character right-handed alpha shift. The program "RSFiF" performs such a shift for strings of up to $2 l$ characters, removing the rightmost 7 characters.

```
Øl LBL"RSHF"
```

02 CLX
Ø3 $\mathrm{x}<>0$
04 X<> N
$05 \mathrm{X}<>\mathrm{M}$.


EXAMPLES:


Figure 2.2 The ALPHA register. Character strings of length 1 to 24 are always right-justified. Leading positions are null (hexadecimal øØ) and are invisible.

For example "ABCDEFGHIJKLMNOP", XEQ "RSHF", yields "ABCDEFGHI". You can SST in ALPHA mode to see how "RSFF" works.

Now let's see how access to status registers $M, N$, and $O$ can help us in numeric programming. fiaving three extra registers "on the side" can greatly alleviate register usage conflicts. You can now write many of your subroutines so they don't use any numbered data registers. That makes them compatible with any program that only uses numbered registers. For example many of the routines in the PPC ROM use no numbered registers, so that programs that call these routines are free to use any and all numbered data registers. As a further aid to compatibility it is good programming practice not to rely on the contents of $M, N$, and $O$ to remain the same when a subroutine is called.

Very short subroutines can often use part of the ALPHA register to avoid using either stack registers or numbered data registers. The ideal goal is operation equivalent to internal functions -- saving $X$ in LASTX, saving the $T$ register contents (in $T$ ), and providing the result in $X$.

As an example let's write a subroutine named "CNK" that will compute the statistical combination function,

$$
C(n, k)=\frac{n!}{k!(n-k)!}=\frac{(n-k+1)(n-k+2) \ldots n}{k(k-1) \ldots l}
$$

the number of possible combinations of $n$ items taken $k$ at $a$ time. This routine is to take the values of $n$ and $k$ from stack registers $Y$ and $X$ respectively and is to provide the result $C(n, k)$ in $X$. The previous contents of $Z$ and $T$ are to end up in $Y$ and $Z$ as they would for a built-in function. The value $k$ is to be saved in LASTX, while $n$ is to be saved in $T$.

Due to the complexity of the calculation, "CNK" cannot preserve the contents of $Z$ and $T$ without using a scratch register. We will use status register M. This makes "CNK" compatible with any calling program that uses only numbered data registers. A sample "CijF" routine is listed below so you can key it up and try it out.

```
\emptysetl LBL"CNK"
LB / MK inputs:
Ø2 -
0 3 ~ E
64 STO M
27 or 27, 0
145, 117
65 RDN
Ø6 LASTX
|7 X>Y?
\emptyset8 X<>Y
\emptyset9 LBL Øl
1Ø X<>Y
ll ISG X
12 TEXT Ø 24\emptyset or 240, 240
l3 ST* M 148, ll7
14 X<>Y
15 ST/ M
149, 117
16 DSE X
17 GTO Øl
18 X<>Y
19 RDN
```

To create the synthetic lines use STO 27, STO IND 17 , RDN, STO IND T, STO IND 20, RDN, STO IND 21 , RDN, STO IND 78, RDN. For each of the five STO instructions graio the prefix byte by going to the preceding step in PRGM mode then pressing $B G$ and backarrow.

Test "CNK" using 88 ENTER $\uparrow 3 \mathrm{R} / \mathrm{S}$, then 88 ENTER $\uparrow 85 \mathrm{R} / \mathrm{S}$. Both should give a result of 109,736 . 'This is the number of possible three-note chords on an 88-key piano.

Here's how "CNK" works. At the beginning $X$ contains $k$ and $Y$ contains $n$. "CNK" initializes status register $M$ to $l$ on line $\emptyset 4$ so that the $S T * M$ and $S T / M$ instructions in the LBL 01 loop will work as required the first time through the loop. After the execution of line $\mathrm{m}_{\mathrm{k}} \mathrm{f}$, M contains $1, \mathrm{X}$ contains $k$, and $Y$ contains $n-k$. 'ihen lines 07 and 08 interchange the roles of $k$ and $n-k$ if $n-k$ is smaller. This makes use of the identity $C(n, k)=C(n, n-k)$ to speed execution where possible. The LBL 61 loop increments $n-k$ and multiplies the result into M . Then at line 14 k is brought back into $x$, after which it is divided into $M$ and decremented. At this point (back at $L B L$ ol ready for the second pass through the loop), $X$ contains $k-1, Y$ contains $n-k+1$, and $M$ contains $(n-k+1) / k$, the first factor in the expanded expression for $C(n, k)$ that was given above. The loop is executed $k$ times, after which $X$ is zero and $Y$ is $n$. Ihe last three lines put $Y$ in $T$, and bring the result from $M$ to X , clearing M.

You may wish to change lines $04,13,15$, and 20 of "CNK" to use status register $O$ instead of $M$. This will allow alpha strings of up to 14 characters to remain undisturbed in $N$ and M when "CNK" is used.

Here is the promised step-by-step procedure for creating ALPHA register access instructions. Key in

| 01 LBL"RSHF" | LB / MK inputs: |
| :---: | :---: |
| $\emptyset 2 \mathrm{CLX}$ |  |
| 03 STC IND 78 | $\mathrm{X}<>0 \mathrm{O}=206,119$ |
| 64 CLX |  |
| 05 STO IND 78 | $\mathrm{X}\langle>\mathrm{N}=206,118$ |
| 06 LASTX |  |
| $\emptyset 7$ STO IND 78 | $\mathrm{X}\langle>\mathrm{M}=206,117$ |
| $\emptyset 8 \mathrm{RDiv}$ |  |

GTO . DE6, BG, backarrow, GTO . 004 , BG, backarrow, GTO . 002 , $B G$, and backarrow. You now have the required synthetic intructions for "RSFiF".

2H. Using other status registers for data storage

Status registers $F$, $\mathbb{C}$, and $a$ can be used under limited conditions as temporary data storage. More details of how the HP-4l operating system uses these registers can be found in Section 64 of this book and on page 19 of the September 1979 PPC Calculator Journal, but we'll give a brief summary here.

Status register $P$ can be used for storage in a progran, but its contents will be altered if a digit entry line is executed, or if any operation is performed that causes a number to be displayed.

Status register $Q$ can be used for storage as well, but its contents are also susceptible to alteration. If you execute a global ALPHA GTO or XEQ instruction (that is, a GTO or XE\& that refers to a Catalog 1 or 2 label), you'll lose whatever was in Q. This does not apply to ALPHA LBL instructions. Nor does it apply to XROM instructions, which are different in structure from ALPHA XEQ instructions, as we shall see in the next chapter. $Q$ will also be altered if you spell out an alpha name from the keyboard for a GTO, XEC, or LBL. Other instructions that alter $\&$ are: any digit entry,

SIN, COS, R-P, P-R, $Y \uparrow X, S D E V$, and any instruction that causes the alpha register to be displayed (AVIEW, PROMPT, or PSE with AON). Status register $\&$ is used extensively by the 82143A peripheral printer in its exchange of information with the 41 mainframe. If you plan to have the 82l43A printer attached when you run your programs you should avoid using the $Q$ register for data storage.

Status register a can be used by any program that will not cause the subroutine depth to exceed 2. This means that if the program contains no XEQ instructions it must not be called as more than a first level subroutine. If a routine that uses status register a is called as a second level subroutine, the END or RTN in the main calling program may not halt execution as it should. If register a wasn't empty (zero) a RTN will be attempted to an address given partially by the former contents of register a. You should also realize that any XEQ or RTN will disrupt the contents of the a register, shifting it by two bytes. Don't execute PSIZE (from the Extended Functions module) with anything in status register a either. The calculator will think that your data is a set of return addresses and it will adjust them as if they were return addresses to be revised according to the new SIZE. All this should be more clear after you read Chapter 6.

Problens (Solutions follow Chapter Six)
2.1 Using synthetic TONE $P$ and normal TONE 8, construct a sequence of instructions to produce a Morse code "CQ" (dah-di-dah-dit, dah-dah-di-dah).
2.2 Using the byte grabber, make the synthetic instruction -El. Hint: Make El first.
2.3 Using RCL d / STO d , write a short routine to view all ten digits of the number in the $X$ register without altering the display mode. Hint: Modify the routine below so that the display mode is restored.
ø1 LBL" $V$ VX"
02 " " (2 spaces)
D3 SCI 9
04 ARCL X
05 AVIEW
06 END
2.4 Using a RCL b / STO b loop, compute the Golden Ratio $\mathrm{x}=$ l+l/x, displaying successive approximations.
2.5 a) Construct a sequence using synthetic text instructions that will generate a prompt $" X(n)=? "$, where $n$ is an integer from data register 06.
b) Modify this sequence to preserve the display mode.
2.6 Construct an output labeling sequence that will display "OUT=x;-JV" without altering the aisplay setting, where $x$ is to ARCLed in FIX 2 from the X register.
2.7 Construct a complete MOD function that operates like a built-in function. Kegisters $Z$ and $T$ are to be preserved, $L$ replaced by $x, Y$ by $y \bmod x$, and $X$ by $(y-y$ $\bmod x) / x$. You will need to use a scratch register such as M.
2.8 Using the byte grabber, make the two-byte instruction hex Fl FO (a single-character text instruction, where the character is hexadecimal Fø).

If you constructed the examples of Chapter 2 by using the byte grabber, you will probably agree that the byte grabber is a powerful tool for rapidly creating many types of synthetic instructions. However, if you need to create several synthetic instructions at a time, another approach may be even faster. A special program, called a byte loader, can be used to create the desired instructions, loading them directly into program memory. You need only specify the decimal value ( 0 to 255 ) for each byte in the desired sequence.
r'he theory behind byte loaders is described in the PPC ROM User's Nanual under LB and also in the December 1980 PPC Calculator Journal. byte loading programs were pioneered by several PPC members, including William Cheeseman, Roger fiill, John McGechie, William Wickes, and the author. This book will confine itself to a discussion of how byte loaders are used.

There are three different byte loading programs that are available for your use in this chapter. The first of these is called "LB" (load bytes) and requires only a "bare" HP-4l to operate. This byte loader program, written by Clifford Stern, occupies 214 bytes and fits on a single magnetic card.

The second is the PPC ROM program LB, a superb byte loader written by Roger Hill. If you have a PPC ROM, familiarize yourself with the instructions for LB. They are similar, but not quite identical, to those for "LB".

The third byte loader, called "LBX", requires an Extended Functions Module. This program, also written by Clifford Stern, is a shorter, faster version of "LB" that makes extensive use of Extended Functions module functions like XTOA. If you decide to use "LBX", refer to problem 3.5 for the program listing.

Despite its compactness, "LB" does most of what the PPC ROM version LB does, lacking only such dispensable conveniences as interruptibility and cleanup messages. All the conveniences of the ROM version could not be incorporated without unduly enlarging the program. RCN programs are not constrained by length because they don't take up any of the user memory. In any case, what "LB" gives up in amenities, it gains in speed. If you have an Extended Functions Module, you should probably use "LBX" (see problem 3.5), since it is both shorter and faster than "LB".

If you have access to an HP-4l optical wand, you have the option of entering "LB" or "LBX" directly from barcode. Appendix E contains barcode for all the utility routines in this book, providing a fast, error-free method to enter these synthetic programs into your fip-4l. Be sure to use a protective plastic sheet to avoid damaging the barcode. Of course if you would like more practice with the byte grabber, you can ignore the barcode for now.

If you do not have a PPC ROM or an Extended functions Module, start with the following instructions to create the synthetic lines needed for Clifford Stern's "LB" :

Øl ENTER $\uparrow$

```
0 2 ~ S T O ~ I N D ~ 1 6 ~ ( P r e s s ~ S T O ~ s h i f t ~ l ~ 6 ) ,
O3 MEAN (Press XEQ ALPHA M E A N ALPHA)
04 STO IND 17
\emptyset5 RDIN
66 STO IND L (Press STO shift decimal L)
07 CLD (Press XEQ ALPHA C L D ALPHA)
08 ENTTER^
09 EIJTER^
10 LBL 01
ll STO IND 78
12 RDN
13 STO IND 78
14 AVIEW (Press ALPHA shift R/S ALPHA)
```

15 STO IND ..... 78
16 AVIEW
17 STO IND ..... 17
18 RLN
19 ST'O IND ..... 78
20 AVIEW
21 STiO IND ..... 78
22 AVIEW
23 STO IND ..... 78
24 RDN
25 STO IND ..... 17
26 LASTK
27 STO IND ..... 73
28 LASTX
29 STO IND ..... 78
36 SDEV
31 STO IND ..... 17
32 SDEV
33 STO IND Y (Press STO shift decimal Y)
34 ..... CLD
35 ENTER $\uparrow$
36 S'HO IND ..... 78
37 SDEV
38 STO IND ..... 16
39 RDN
405 STC IND ..... 17
41 SDEVNow grab and delete the STO bytes from lines 40, 38, and 36(for example for line 40 Gio . 039 , press the byte grabberkey, and backarrow). Backarrow line 35 (do not PACK) thengrab and delete the STO bytes from lines 33, 31, 29, 27, 25,(again, do not PACK), then grab and delete the STO bytes fromlines 06 , 04 , and $\varnothing 2$. Lelete line $\varnothing 1$ and key in thenonsynthetic lines that are required to complete the
following listing of＂LB＂．Line 61 is a text line containing a single space．Use lE4 for line 72．If you like，the byte grabber can be used to remove the leading l．In fact，if you＇re getting into the spirit of syntnetic programming， you＇ll probably want to replace the＂l＂digit entries by＂E＂ synthetic digit entry instructions．

If you＇re using the Extended Functions version of＂LB＂， the above proceaure gives you all the synthetic lines you need（plus a few extras to be deleted），except for line 34 ， STO N．To form this line，start with STO IND 17 ，LASrX，and grab and delete the STO byte．

Clifford Stern＇s byte loader＂LB＂：

| 日1＊LEL 61 | 23 ARCL 8 | 47 SF 11 | 69 GT0 95 | $93 \mathrm{~K} \mathrm{Cl}_{\text {c }}$ |
| :---: | :---: | :---: | :---: | :---: |
| 02 CLST | 24 ＂F REGS： | $48 \mathrm{XK} \mathrm{V}^{\text {d }}$ | $70 \text { OCT }$ | 94 LASTX |
| 03 EEEF | 25 TONE 8 | 49 INT | 71 E4 | 95 ST0 INT T |
| 04 STOF | 26 AYIEH | 50 DEC | $72+$ |  |
| $05.6 T 0{ }^{+++}$ | 27 FSE | 511 | 73 x＜${ }^{\text {d }}$ | 97510 c |
|  | 28 RCL b | $52+$ | 74 FS ？ 19 | 98 Rt |
| 66＊LBL＂LE＂ | 29 ST0［ | 53.1 | 75 FF 20 | 99 ISE x |
| 67 FS？50 | $33^{19} \mathrm{~F}+4 \overline{\mathrm{x}}$ | $54 \%$ | 76 FS？ 18 | 100 GTO 93 |
| 08 GTO 0 | $31 \times 1$［ | $55+$ | 775 F 19 | 181 GTO 1 |
| 091 | 32 y ${ }^{\text {d }}$ ）d | $56+$ | 78 FS？C 17 |  |
| 16 ENTER | 33 CF 84 |  | 79 SF 18 | 1824 LEL 95 |
| 11 ENTER | 34 CF 05 | $57+$ LBL 63 | 80 FS ？ 15 | 193 ＂F＂ |
| 12 ［LA | 35 CF 66 | 581.607 | 815 F 17 | 104 ISG ${ }_{\text {\％}}$ |
| 13 CF 21 | 36 FS 2 C 07 | 59 ENTER | 82 F5？ 14 | 185 GT0 65 |
| 14 AYIEH | 37 SF 95 |  | 835 F 16 | $186 \mathrm{~K}) \mathrm{c}$ |
| 15－16 | 38 FS 9 C － 8 | 6012EL 94 | 84 似 ${ }^{\text {d }}$ | 197 RCL |
| $16 \mathrm{GT0}{ }^{\text {＋}+ \text {＂}}$ | 39 FF 06 | $61^{\text {² }}$ | 85 X ${ }^{\text {¢ }}$［ | 108 STO IND 2 |
|  | 48 FSTC 99 | 62 ARCL Y | 86 ＂卜韦＂ | $109 \mathrm{XK} \mathrm{\%}$ |
| 174LBL 62 | 41 SF 67 | $63{ }^{\circ}+{ }^{\circ}{ }^{\circ}$ | 87510 ： | 110 ST0 |
| 187 | 42 FS 2 C 19 | 64 AYIEH | 88 FRCL | 111 GT0 61 |
| $19 \%$ | 43 SF 99 | 65 ST0［ | $89 \mathrm{X}\rangle$ \ | 112 END |
| 26 INT | 44 FSTC 11 | 66 RDH | 98156 | －BLTE |
| 21 FIX 0 | 45 SF 10 | 67 STOF | 91 GT0 04 |  |
| 22 CF 29 | 46 FS 9 C 12 | 68 FC9C 22 | 92 SIGH | EHII 21 |

Notes：suffix［ means $N_{1}$ line 30 is hexadecimal F4 7F $\emptyset \varnothing \varnothing \varnothing \quad \varnothing 2$ suffix \ means N
line 62 is a single space line 103 is hexadecimal F2 7F 00

Check your program very carefully against the listing. As with any program that uses status register c, any errors in it might be sufficient to cause MEMORY LOST when you run it. Therefore it is a good idea to record the program on a magnetic card so you will not have to start all over again because of a minor mistake. liote that some of the synthetic lines are displayed differently than they appear in the printed listing. For example line 30 displays as ${ }^{\text {ri-- }}$ 罳 and line lø3 displays as ${ }^{\top}$.- . The instructions that involve status registers $M$ and $N$ also appear differently in the listing than in the display. $M$ is printed as $[$ and $N$ as $\backslash$. This correspondence, which is important for several of the status registers, is illustrated in row 7 of the QRC. For example the suffix $O$ prints as ].

## INSTRUCTIONS:

Here's the procedure for using Clifford Stern's "LB". The procedure for the PPC ROM's LB is substantially similar; details can be found in the PPC ROM user's manual.

At whatever location in program memory where you want to create a group of synthetic instructions, key in the sequence LBL"++" $+$ $+$ $+$ etc. $+$ $+$ XEQ"LB" •
(If you're using the PPC $R C M$, this last instruction will change itself to XROM"LB".) The number of + instructions should exceed the number of bytes you want to create by 16 .

If you didn't key up the above set of instructions in sequence, that is to say if you went back and inserted more +'s, you should PACK. If a multiple of 7 +'s was inserted then you don't need to PACK. The reason for this will be apparent after you read Chapter 5.

Since you'll be using "LB" frequently, it is a good idea to record the LBL"++" sequence on a card. If you key in 99 +'s (so that line lyl is XEQ"LB"), GTO... and GTO"++", the sequence will fit on one side of a card. If you have an extended memory module you could key in "++", SAVEP, to create an extended memory file for the LBL"++" sequence. It could then be called up as necessary by GETP. The magnetic card approach has the advantage of being immune to MEMORY LOST.

At this point you can switch out of PRGM mode and XEQ "LE" from the keyboard or just press R/S if you're at the last line of the sequence. "LB" will first tell you how many registers are available for loading bytes, then it will prompt for each of the seven bytes that comprise each recister. 'inhe number of registers available is $\operatorname{INT}((p-10) / 7)$, where $p$ is the number of + 's that you keyed in. Table 3.1 is a handy quick reference to determine the number of $+{ }^{\prime} s$ needed.

| Number of + 's | Number of registers | Number of bytes |
| :---: | :---: | :---: |
| used | available | available |
| $\emptyset-16$ | $\emptyset$ | 6 |
| $17-23$ | 1 | 7 |
| $24-3 \emptyset$ | 2 | 14 |
| $31-37$ | 3 | 21 |
| $16+7 n$ | $n$ | $7 n$ |

Table 3.1. Number of +'s needed for "LB" setup.

In response to each prompt for a byte, you need merely key in the decimal equivalent ( $\varnothing$ through 255) of the desired byte and press R/S. WARNING: If you wish to correct a numeric entry before pressing $R / S$, you must press RDN (roll down) before keying in the correct entry. This is necessary because very important data is being held in the stack for use by "LB". This warning does not apply to the ROM version of LB.

When you have entered all the bytes that you need, just press $R / S$ without a numeric entry. This terminates the byte loading process. If you run out of registers, "LB" will terminate automatically. Let's try an example.

Suppose you want to create a copy of the "CMOD" program from problem 2.6. Recall that the program listing (in the Solutions section that follows Chapter 6) included LB inputs:

| 01 LEL"CMOD" | LB / MK inputs: |
| :---: | :---: |
| Ø2 X<>Y |  |
| 03 STO M | 145, 117 |
| $04 \mathrm{X}<>\mathrm{Y}$ |  |
| 05 MOD |  |
| 06 ST- M | 147, 117 |
| 07 LASTX |  |
| ø8 ST/ M | 149, 117 |
| 09 CLX |  |
| $10 \mathrm{X}<>\mathrm{M}$ | 206, 117 |

These decimal equivalents can be used to create the required 4 synthetic two-byte instructions.

Set up as described above with LBL"++", 24 +'s, and XEQ"LB". Switch out of PRGM mode and R/S. You'll see the message "2 REGS." followed by a prompt "l?". The "2 REGS." message means that you can create up to 14 bytes (2 registers times 7 bytes per register).

In response to the prompt "l?", key in the first decimal input, 145, and R/S. Key in responses to each of the prompts
as shown below:

| Prompt | Response |
| :---: | :--- |
| $1 ?$ | $145, \mathrm{R} / \mathrm{S}$ |
| $2 ?$ | $117, \mathrm{R} / \mathrm{S}$ |
| $3 ?$ | $147, \mathrm{R} / \mathrm{S}$ |
| $4 ?$ | $117, \mathrm{R} / \mathrm{S}$ |
| $5 ?$ | $149, \mathrm{R} / \mathrm{S}$ |
| $6 ?$ | $117, \mathrm{R} / \mathrm{S}$ |
| $7 ?$ | $2 \varnothing 6, \mathrm{R} / \mathrm{S}$ |
| $1 ?$ | $117, \mathrm{R} / \mathrm{S}$ |
| $2 ?$ | $\mathrm{R} / \mathrm{S}$ |

The first seven inputs completed the construction of one register, which was then inserted into the LBL"++" area. This restarted the byte index at $l$ (the first byte of the second register). Then pressing $R / S$ without a digit entry in response to the prompt "2?" terminated the byte loading processing, completing the second register with NULL bytes and storing it in the LBL"++" area before halting. When "LB" halts you can press SST once to get to LBL"++". Then you can switch to PRGM mode and examine your new synthetic instructions. It is a simple matter to clean up the remaining +'s and key in the nonsynthetic part of the "CMOD" program.

As you can see, very little knowledge of synthetic programming is needed to operate the "LB" program. The only part of the process that requires such knowledge is the determination of what decimal inputs are needed to create the desired synthetic instructions. In Chapter 2 you gained much of this knowledge through using the QRC. For example you should be able to look at row 1 of the QRC to determine that $-E l$ can be created using LB inputs 28, 27, and 17.

There are still large areas of the QRC, particularly rows $A$ through $E$, that have not been explained here. These areas are explained in some detail in Corvallis Division columns in the PPC Calculator Journal July, August, and September 1979 issues. This chapter will give an outline of
these areas, together with specific references for more detailed information where appropriate.

What follows is a summary of how to determine which decimal inputs are needed to create a given instruction. In most cases you will also need to consult the QRC. Decimal values are found at the lower left corner of each box in the QRC. For example the decimal number 126 (row 7 column E) corresponds to either the AVIEW instruction, the suffix $d$, or the character $\Sigma$.
I. One-byte instructions

All these are nonsynthetic except for TEXT 0 (row F , column $\varnothing$, decimal 240). Any decimal value from row $\emptyset$ or rows 2 through 8 will create a nonsynthetic one-byte instruction unless it is preceded by another byte that requires a suffix.

Ligit entry instructions will merge themselves into a single multi-digit numeric entry line unless they are separated by a null or some other type of instruction. Use decimal values from row 1 , columns $\varnothing$ through $C$, to make synthetic digit entry lines. For example $-E-3$ is decimal 28, 27, 28, 19.
II. Two byte instructions

Two-byte instructions have a prefix, or first, byte from the yellow shaded area of the QRC.

The first category of two-byte instructions is those in row 9, plus columns 8 through $D$ of row $A$, and columns $E$ and $F$ of row $C$ of the QRC. These take the first byte from the box containing the function name, plus a second byte from the box containing the desired suffix. Thus STO M is 145,117 ; TONE C is 159, lø4; RCL IND $N$ is 144,$246 ; ~ L B L X(l o c a l ~ l a b e l) ~ i s ~ 207, ~$ 115.

The second category of two-byte instructions contains the short form GTO instructions. These take the first byte from row $B$ plus a second byte of zero. The zero is filled in by the fiP-4l the first time the GTO is executed. The filled-in byte tells the processor the jump distance and direction.

The third category of two-byte instructions contains the GTO IND and XEQ IND instructions. These take a first byte of 174 (row A, column E). The second byte is $\varnothing$ through 127 for GTO IND, or 128 through 255 for XEQ IND. Thus 174,117 is GTO IND M, while 174,245 is XEQ IND M .

The final category of two-byte instructions contains all XRON's. 'These are peripheral functions that reside in an external RoM (Read-Only Memory). When the peripheral is not plugged in, the function appears as XROM $i, j$, where $i$ and $j$ are two-digit decimal numbers from $\emptyset$ to 63 (actually $\emptyset$ to 31 for i). The number i designates the identity of the peripheral -- i is therefore called the ROM ID number. Certain peripherals contain two 4-kilobyte ROMs, each of which has its own ROM ID. The number j is a sequential number of the function (in Catalog 2 order) within the 4 K ROM.

XROM instructions consist of a hexadecimal A (binary lølø) followed by two groups of six bits. The first group of six bits denotes, in standard binary, the identification number (0 through 31) of the external ROM. For example, the printer is XROM 29, and the card reader is XROM 30 . The second group of six bits denotes, again in standard binary, the number ( $\varnothing$ through 63) of the function within the external ROM. For example, WSTS is the tenth function in the card reader. This can be checked by executing CAT 2 with
the card reader in place and noting that WSTS is the tenth function name to appear after the CARD READER header. Thus WSTS is XROM 30,10 . In decimal byte numbers this is 167,138 (See Figure 3.1) In general, the decimal byte number for XROM $i, j$ are:

```
byte l = 160 + INT(i/4)
byte 2 = 64 * (i mod 4) + j
```

$$
\text { WSTS }=\text { XROM } \quad 30, \quad 10
$$

$$
= 1 \emptyset 1 0 \longdiv { \emptyset 1 1 1 \text { 1øøø 161ø } }
$$



FIGURE 3.1
A typical XROM instruction
and its decimal byte numbers.
III. Three-byte instructions

Three-byte instructions take a prefix, or first, byte from the green shaded area of the QRC.

The first category of three-byte instructions consists of the long-form GTO's. All GTO's that refer to labels other than $6 \varnothing$ through 14 are three-byte GTO's. However with LB you can also create three-byte GTO's for labels øø through l4. This valuable synthetic programming technique eliminates the ll2-byte jump distance limitation normally associated with LBLs øø
through 14. It's not that you can't get to a LBL eø-14 with a normal two-byte GTO instruction; it's just that the GTO will be much slower. Jump distances of more than 111 bytes cannot be "remembered" by the GTO instruction as shorter ones can, because the binary form of the jump distance doesn't fit into the space allocated for it in the GTO instruction. The three-byte GTO instructions have a larger space for storing the jump distance, so there is no artificial constraint on jump distance.
Jumps to a short-form label ( 00 to 14) that are shorter than 112 bytes can use the normal two-byte GTO, while for longer jumps you should in most cases use a synthetic three-byte GTO. The difference between a three-byte GTO 14 and a three-byte GTO 99, other than the fact that the first is synthetic and the second is not, is that the first requires a one-byte label (LEL l4), while the second requires a two-byte label (LBL 99). Thus there is an overall savings of one byte by using the synthetic three-byte GTO instruction.

Three-byte GTOs require the following decimal inputs:

```
byte l = 208
byte 2 = 0
byte 3 = 6 to 127
```

Byte 3 designates the label number. For example 208 , $\emptyset, 1$ is a three-byte GTO Øl, while $2 \emptyset 8, \varnothing, 115$ is GTO X (this requires a local LBL X -- decimal 207,115).

The second category of three-byte instructions consists of the non-alpha XEQ's. These are quite similar to the long form Gro's. The only difference is that the required byte 1 input is 224. Thus 224, 0, 98 is XEQ 98; 224, 0, ll6 is XEQ L (which requires a LBL L -- decimal 207, 116).

To construct "compiled" GTOs and XEQs (that is, those for which the jump distance has already been filled in), refer to page 21 of the August 1979 PPC Calculator Journal for the detailed byte structure required.

The third type of three-byte instruction is the END instruction. I'he appropriate "LB" inputs to create an END are 192 and $\varnothing$ followed by a third input that determine the type of END (see Table 3-2).

> type of END byte 3 LB input
> packed END
> unpacked END
> packed .END.
> unpacked .END.
> TABLE $3-2$
> "LB" inputs for byte 3 of an EiJD

Always pack immediately after creating an END or an alpha LBL in order to incorporate it into CAT 1. The LBLs and ENDs in Catalog 1 form a linked lis.t upward from the .END. , with the distance to the next higher LBL or END stored in the first and second bytes of the LBL or END. The encoding of the distance is the same as for a three-byte GTO or XEQ, except that the direction bit is not used. (The direction is always upward in program memory.) The instructions given here for creating ENDs simplify matters by allowing the calculator's PACK operation to fill in the correct distance for Catalog linkage.

Text strings require a leading byte from row $F$ of the QRC (decimal 240 plus the number of characters in the string) as explained in section $2 E$. Each character then requires a single decimal input, usually between 0 and 127 . For example $" X(5)=? "$ is decimal 246 followed by the six character bytes $88,40,53,41$, 61, and 63.

Append instructions are text instructions which have an append symbol (row 7 column $F=$ decimal 127) as the first character. The leading byte should be chosen to allow for the append symbol in the length of the string. For example "!-@" is decimal 242, 127, 64.

Alpha GTO instructions are simply text lines preceded by a row 1 column $D$ byte (decimal 29). Thus decimal 29, 243, 65, 66, 67 is GTO "ABC". Alpha XEX instructions consist of a row 1 column E byte (decimal 30) followed by a text string. For example XEQ "FX" is decimal 30, 242, 70, 88. The mysterious $W^{\top}$ instruction found at row 1 column $F$ is constructed much the same as an alpha GTO or XEQ, but it is only good for producing a crash condition that can be cleared by removing and replacing the battery pack.

Alpha labels are composed of $4+n$ bytes, where $n$ is the number of characters in the label. The appropriate LB inputs are 192, $0,241+n, \varnothing$, followed by the $n$ character bytes. Thus LBL"A", a synthetic global (that is, CAT l) label, is decimal 192, Ø, 242, Ø, 65. If you want the synthetic label to be assigned to a key, you'll need to use a nonzero value for the fourth decimal input. You'll also need to set a bit in status register - or e (see Section 6A). The correspondence
of decimal byte codes and bit numbers to key locations is covered in the PPC ROM User＇s Manual under background for $\mathbf{M K}$ ．

A much easier way to assign a synthetic global label to a key is to use the built－in function ASN．For any synthetic label that can＇t be assigned by ASI，you can use the Extended Functions module＇s PASN function． Only very strange labels like LBL＂：＂fall in the class that requires PASN．

NOTE：You should always PACK immediately after creating an alpha LBL or END in order to incorporate it into CATalog 1.

Practice with．LB until you＇re familiar with creating the types of synthetic instructions that were introduced in Chapter 2.

## Problems

3．1 Use LB to create the sequence of instructions E

STO O
ST＋O
$\mathrm{X}<>\mathrm{O}$
STO M
ISG M
TEXT Ø
$\Sigma$ REG IND M
VIEW O
FS？IND M
TONE E
＂页页分＂

ASTO IJ
VIEW N
This set of instructions is not particularly useful, but it does illustrate a broad spectrum of synthetic instructions that can be individually quite useful.
3.2 Write a short nonsynthetic program to convert XROM numbers to the corresponding LB inputs. For an input of i ENTER $\uparrow$ j the two outputs should be $160+I N T(i / 4)$ and $64 *(i$ mod 4$)+j$ as explained in the section on two-byte instructions. These two outputs are the decimal inputs required by $L B$ to create XROM i,j.
Write a synthetic version of this program that replaces $i$ and $j$ by the two outputs without disturbing the contents of stack registers $Z$ and $T$.
3.3 Illustrate the use of synthetic local labels by creating the sequence

| LBL $P$ | $($ not LBL"P") |
| :--- | :--- |
| TONE 37 | (displays as TONE 7) |
| GTO P | (not GTO "P") |

3.4 Create a synthetic CAT 1 alpha label longer than 7 characters, for example LBL"RPN CALCULATOR" •
3.5 If you do not have a PPC ROM, but you do have an Extended Functions module, here is a shorter, faster version of "LB", also written by Clifford Stern. The instructions for "LEX" are identical to "LB", and you can use "LB" to help key it up. The required LB inputs to create "LBX" can be found in the Solutions section following Chapter 6 if you're having trouble. If you plan to use "LBX" regularly, you should probably rename it "LB" and put away the original "LB".

| $81+L$ BL 81 | 19 \% | 39 Y7\% | 57 "ト? | 77 GTO 81 |
| :---: | :---: | :---: | :---: | :---: |
| 02 CLST | 28 INT | 46 ATOX | 56 AYIEH |  |
| 83 BEEP | 21 FIX 0 | 41 ${ }^{\text {\% }}$ | 59570 [ | 784LEL 95 |
| 84 STOP | 22 CF 29 | 42512 | 60 RDN | 79 "ト** |
| $056700^{+++}$ | 23 ARCL X | 43 nom | 61 STOP | 89 IS6 \% |
|  | $24^{\circ}+$ RECS. ${ }^{\text {a }}$ | 44 AT0X | 62 FC\% 22 | 8167065 |
| 060 LEL "LBx" | 25 TONE 8 | 45 ¢ | 6367005 | 82 \% ${ }^{\text {c }}$ |
| 07 FS ? 50 | 26 AYIEH | $46+$ | $64 \times 10 \mathrm{O}$ | 83 RCL [ |
| 88 GTO 62 | 27 PSE | 47.1 | $65 \mathrm{x})$ [ | 84 STO INIE 2 |
| 991 | 28 RCL b | 48\% | 66 I56 \% | 85 XCO |
| 10 ENTER 4 | 29 ** | $49+$ | 6761064 | $86 \mathrm{St0}$ c |
| 11 ENTER ${ }^{\text {a }}$ | 30 XO [ | $59+$ | 68 SICN | 87 CT0 01 |
| 12 CLH | $31-2$ |  | 69 XV) c | 88 END |
| 13 CF 21 | 32 hrot | $51+$ LEL 63 | 70 LASTX |  |
| 14 hyiel | 33 RDH | 521.867 | $715 T 0$ IND | T |
| 15-10 | 34 STO : | 53 ENTER $\dagger$ | 72 KOY | LEL'LBX |
| $16 \mathrm{GTO}+{ }^{\text {+ }}$ | 35 ASHF |  | 73 STO | ENI 166 BYTES |
|  | 36 SICH | 54*LEL 84 | 74 Rt |  |
| 17+LBL 62 | 37 AlENG | 55: | 75 DSE 8 |  |
| 187 | 388 | 56 ARCL Y | 76 GT0 63 |  |

4A. Key assignment programs

Byte loader programs are a big step forward in convenience from the byte grabber. Synthetic key assignment programs add even more convenience. A synthetic key assignment program can assign any one- or two-byte synthetic or nonsynthetic intruction to any key. For maximum convenience you can make a set of commonly used synthetic function key assignments and use LB to create, any other synthetic functions that are needed in your programs.

Key assignment programs are similar to byte loaders in that decimal equivalents are used to construct bytes which are stored in the appropriate section of main memory. Rather than entering the decimal equivalents one at a time as with LE, you load the stack with two decimal byte numbers plus a row/column keycode.

The first key assignment programs were written by John MicGechie in early l98\%. They were a truly awesome achievement given the state of the synthetic proyramming art at that time.

Just as for LB, there are three different key assignment programs that are available for your use in this chapter. The first is called "MK" (Make Key assignments) and requires only the basic $H P-41$. This program occupies three tracks on two magnetic cards. It was written by Clifford Stern.

The second key assignment program is $M K$ in the PPC ROM, written by Roger hill. MK is a true masterpiece of synthetic programming and is virtually immune to user errors. If you have a PPC ROM, review the instructions for MK in the User's Manual.

The third program, called "MKX", requires an Extended Functions Module. Written by Tapani Tarvainen, it requires only one magnetic card. It is shorter and faster than "MK" or
[MK , and is more forgiving of user errors than either. The listing for "MKX" can be found at the end of this chapter under problem 4.4.

Although it is quite a short program, Clifford Stern's "NiK" incorporates many of the desirable features of the PPC ROM's MK. As was the case for LB , all the conveniences and error traps of $\mathbf{M K}$ could not be incorporated in "MK" without unduly enlarging the program. However the most important error trap, KEY TAKEN, is implemented. f little error checking by the user instead of the program saves many bytes.

If you have an optical wana, you may enter "NiK" or "KKX" directly into your iff-41 from the barcode in Appendix E. The first time, though, it might be better for you to practice using LB by keying up one of these programs.
"NK", which requires nothing but a "bare" hP-4l, is listed below followed by the decimal inputs needed to create the synthetic instructions using LB. After you have used LB to create the synthetic instructions, fill in the nonsynthetic instructions in the normal way to complete the program. Unce again the suffixes $M, N, O, P, Q$, and,- appear as $[, ~ \, ~ j, ~ \uparrow, ~, ~ a n d ~ ' ~ r e s p e c t i v e l y ~ i n ~ a ~ p r i n t e d ~ l i s t i n g, ~$ although $P$ and $Q$ are not used in this program.

Note that lines 11,20 , and 38 are not as they appear in the listing. Especially misleading is line 20 . Consult the list of "LB" inputs following the program listing to determine the composition of these and the other synthetic program lines.

| 日10LBL＂布＂ | 32 AYIEH | 631562 | 95 －${ }^{\text {＊}}$＊ | 126 XPY |
| :---: | :---: | :---: | :---: | :---: |
| 02 CLST | 33 PSE | 64 ＂$=$ | $96 \times 1$ | 127 GTO 16 |
| 03 CF 82 |  | 65 ST＋\％ | 97 x ${ }^{\text {\％}}$ d |  |
| 84 CF 05 | 34＋LBL 16 | 66 ENTER 4 | 98 FS？IND 2 | 128＊LEL 63 |
| 05 CF 86 | 35 PPRETPOSTAKEY＂ | 67 kt | 99 DSE Y | 129 RT |
| 86 CF 21 | 36 TONE 8 | 68 ＊ | 100 SF INI 2 | 130 OCT |
| 07192 | 37 AYIEH | 69 ENTER 4 | $101 \mathrm{~K}) \mathrm{d}$ | 131590 |
| 08 SICN | $38=$ | 76 Rt | 102570 | 132 CLX |
| 09 X $\mathrm{O}_{6}$ | 39 FS？ 42 | $71+$ | 103 ＂F＊＊＊＊＊＊＊ | 133 E4 |
| 10 x ¢ Z | 44 STO ［ | $72 \mathrm{ST}+\mathrm{Y}$ | 184 FC9C 66 | 134 ST＋－ |
| 11：${ }^{\text {a }}$ | 41 CLST | 73 RIN | 105 ＂卜＊＊ | $135 \times 1$ |
| 12 RCL | 42 STOP | 74 FS？ 05 | 106 X ${ }^{\text {c }}$ ）$]$ | $136 \times 178$ |
| 13 RIN | 43 LASTX | $75+$ | 187 FS？ 05 | 137 |
| 14 XK ）INIL | $44 \times 8 \mathrm{EP} 83$ | 76 Rt | 108 ST0 e | 138 SF 26 |
| $15 \mathrm{X}=\mathrm{Y}$ ？ | 45 XEE 63 | 77 RCL | 189 FC？C 65 | 139 FS？C is |
| $16 \mathrm{GT0} 82$ | 46 kt | 78 Ct | 110 ST0＇ | 140 SF 19 |
| $17 \mathrm{Xb} \mathrm{[ }$ | $47 \times 16$ | 79 SE日 03 | 111 XOY | 141 FS ？ C |
| 18 ＂卜＊＂ | 48 SF 85 | 80 XD ¢ T | $112 \mathrm{x}=8$ ？ | 142 SF 18 |
| 19570 | 49 HES | 81 KYY | 11367001 | 143 FS？ 15 |
| 20 ＂卜\＃＊＊＊＊＂ | 50570 | 82 5F 66 | $114 \mathrm{~K}) \mathrm{c}$ | 144 SF 17 |
| 21 X | 51 Rt | 8336 | 115 RCL | 145 FS ？ 14 |
| $22 \mathrm{~K})$ INIL | $52 \times 1$ | 84 － | 116 FC？ 82 | 146 SF 16 |
| 23 Rt | 53 E1 | 85 FS？ 06 | 117 ＂r＊＊＊＂ | 147 X |
| 24 ISGL | 54 MOI | 86 ＋ | 118 RCL | 148 X |
| 25 － | 55 XCY | 87 Rt | 119 STO IND L | 149 ＂－＊＊＊ |
| 26570 b | 56 LAST | 88 SIGH | 126 FSTC 62 | 150500 |
|  | 57 \％ | 89 FS ？ $\mathrm{v}_{5}$ | 121 ISG L | 151 ＂卜＊＊ |
| 27＋LEL 01 | 58 INT | 90 RCLE | 122 SF 62 | $152 \times 1$ |
|  | 594 | $91 \mathrm{FC} \mathrm{Cl}_{5}$ |  | 153570 ［ |
| $29 \mathrm{X}) 1$ | 66 DSE 2 | 92 RCL ： | 1234LBL 62 | 154 ERD |
| 39 ＂KEY TAKEN＂ | $61 \mathrm{X}+\mathrm{Y}$ ？ | 93510 ： | 124 X ${ }^{\text {P }}$ | LBL＇mk |
| 31 TOHE 日 | $62 \chi=6 ?$ | 94 FS？ 66 | 125 ST0 c | ENI 313 |

LE inputs：

```
Line 09 206, 125 Line 11 241, 240* Line l2 144, 124
Line 17 206, 117 Line 19 145, 118
Line 20 247, 127, 42, 42, 42, 42, 42, 240*
Line 2l 206, ll8 Line 26 145, 124 Line 29 206, l19
Line 38 241, 240* Line 40 145, 117 Line 50 145, 118
Line 52 206, 118 Line 53 27, 17 Line 64 240
Line 77 144, lle Line 90 144, 127 Line 92 144, 122
```



Nake very sure that you have keyed up "MK" correctly before you try to use it. As with "LE", MEMORY LOST is possible if this program is keyed up or used incorrectly. The theory behind "MK" is far too complex to discuss here. In fact, writing a SIZE 060 key assignment program lone that uses no numbered data registers) is the premier challence in synthetic programming. In this book we shall confine ourselves to a discussion of how to use MK.

Instructions for using Clifford Stern's "HF"
1.) If you are using the time module, clear all alarms. Any alarms that are present when "WK" (or $\mathbf{M K}$ ) is executed will be turned into garbace, rendered useless by normalization. You may replace the alarms after you've finished creating your synthetic key assignments. Section 4 E presents a hanciy pair of routines that can automatically save all alarms in extended memory and bring them back from extended memory. Executing the "SA" (save alarms) routine before "MK" clears the alarms but saves thern "off-line" for later restoration by "FA" (recall alarms). PPC ROM users should take note that alarms must be cleared before using PK or any routine that

This restriction on alarms does not apply to "MKX" (see problem 4.4).
2.) Make sure that a sufficient number of key assignment registers is available before executing "MK". The number of free registers may be checked by executing GTO . 000 in PRGM mode. The number of key assignments that can be made using "Mh" is twice the number of free registers, since each recister can hold two key assignments. The PPC RCM's MK is more elaborate and can detect the absence of free registers, producing a "NO ROOM" error message.
3.) Execute "MK" to initialize the key assignment process. The program will find the first unused key assignment register so that previous key assignments are not disturbed. Never interrupt "MK" (or "MKX"). If you interrupt "MK", there is a small chance of getting MEMORY LOST. Restart "MK" immediately if you interrupt it. If you interrupt "MKX" you will not get MEMORY LOST, but you may lose access to Catalog l. Therefore you should restart "MKX" immediately without attempting to enter PRGM mode. Your attempt to enter program mode may kick you out of the "MKX" program. This will force you to MASTER CLEAR to regain control unless you can find the former contents of status register $c$ in the stack and execute a S'O c. This will make more sense after Chapter 6.
4.) When the prompt "PRE $\uparrow P O S T \uparrow K E Y "$ appears, key in the three components of the key assignment -- decimal byte l, ENTER^, decimal byte 2, ENTER $\uparrow$, user keycode (row/column), R/S. For example to assign RCL b to the $1 / x$ key you would key in 144 EITER 124 ENTER $\uparrow 12 \mathrm{R} / \mathrm{S}$. The decimal equivalent of the RCL prefix is 144, the decimal equivalent of the suffix byte b is 124, and the row/column user keycode for the $1 / x$ key is 12 (row 1 column 2 unshifted). The first two decimal numbers must be integers from $\varnothing$ to 255 , while the third input must be a valid user keycode. A user keycode is a decimal number of
the form $\pm r$, where $r$ is the row number of the key, $c$ is the column number of the key, and the sign is negative if the key is shifted. This is precisely the same form of keycode that is displayed momentarily when you execute ASN, or that is required as input for PASN (Extended Functions programmable assignment). Both MK and "HK" allow you to assign the shifted shift key (keycode -3l), although "MKX" does not. If you do assign a function to the shifted shift key, a function that requires filling in a prompt is a good choice to prevent accidental execution.
Warning: Do not PACK, reSIZL, turn off, or use ASN when "MK" is halted for input, unless you are finished using it. Also do not disturb the alpha register or LASTX.
5.) When the prompt "PRE^POS'T 4 KEY" reappears (with the flag 2 annunciator set if you are using "MK"), you may enter the three inputs for a second key assignment. This will complete one key assignment register.
6.) The prompt "PRE POST'AKEY" will appear once again (without the flag 2 annunciator if you are using "MiN"). requesting an input for the first key assignment of the next free register. Repeat steps 4 and 5 until you have made all the key assignments you want to make. Remember that you must not use more registers than the number if free registers that you observed before executing "NiK".
7.) When you have made all the assignments you need, you may simply ignore the prompt for the next input. 'rhis is true even if your last assignment did not complete the register. However if you quit while flag 2 is set ("MK" only) you waste half a register unless you plan to fill it with a normal assignment using the built-in ASN function or its cousin, the Extended Functions module PASN function. Unlike "MK", ASN (or PASN) will always look for gaps in the key assignment registers before taking a new register.
8.) If you try to make an assignment to a key that is already assigned, the message "KEY TAKEN" will appear. At this point you have two choices. (but remember not to disturb ALPHA or LASTX.) Your first option is to clear the key of its assignment (ASiJ, ALPHF, ALPHA, key), re-enter the desired assignment information, and $\mathrm{K} / \mathrm{S}$. 'i'he second choice is to enter a new set of inputs specifying two decimal equivalents and a different user keycode.

As an example of the power of "MK", let's make the following synthetic function assignments:


The steps are as follows:

1) Nanually clear any assignments from the top row, shifted and unshifted, and the second row, shifted only.
2) Check that at least 3 registers (is assignments at two per register) are available by executing GTO . 60w in PRGil mode.
3) Switch out of PRGM mode and XEQ "MK". Supply inputs as shown.

Flag 2 Input

| ("MK" only) | ("MK", MK, or "MKX") |
| :--- | :--- |
| clear | $145,124,-11, \mathrm{~K} / \mathrm{S}$ |
| set | $144,124,11, \mathrm{R} / \mathrm{S}$ |
| clear | $145,126,-12, \mathrm{R} / \mathrm{S}$ |
| set | $144,126,12, \mathrm{R} / \mathrm{S}$ |
| clear | $145,117,-13, \mathrm{R} / \mathrm{S}$ |
| set | $144,117,13, \mathrm{R} / \mathrm{S}$ |
| clear | $145,118,-14, \mathrm{R} / \mathrm{S}$ |
| set | $144,118,14, \mathrm{R} / \mathrm{S}$ |


| clear | $145,119,-15, \mathrm{R} / \mathrm{S}$ |
| :--- | :--- |
| set | $144,119,15, \mathrm{R} / \mathrm{S}$ |
| clear | $247,63,-21, \mathrm{R} / \mathrm{S}$ |
| set | $206,126,-22, \mathrm{R} / \mathrm{S}$ |
| clear | $206,117,-23, \mathrm{R} / \mathrm{S}$ |
| set | $206,118,-24, \mathrm{R} / \mathrm{S}$ |
| clear | $206,119,-25, \mathrm{R} / \mathrm{S}$ |
| set | backarrow or ignore. |

These synthetic functions are sufficient for about two thirds of all synthetic program lines on average. For example only one third of the synthetic lines in "LB" and "MK" are outside this set of functions.

A few nonsynthetic functions are also handy to have assigned. Kecommended are

| ASiv "X<>Y" | 21 | $(p r e s s ~ X<>Y ~ k e y ~ f o r ~ 21) ~$ |
| :--- | :--- | :--- |
| ASN "RDN" | 22 | $(R \downarrow$ key for 22) |
| ASN "SIZE" | 23 | $(S I N$ key for 23) |
| ASN "PACK" | 24 | $(C O S$ key for 24$)$ |
| ASN "DEL" | 25 | $(T A N ~ k e y ~ f o r ~ 25) . ~$ |

The first two of these assignments will eliminate the search for LBL $F$ or LBL $G$ when you press $X<>Y$ or RDN in USER mode. This speeds response noticeably in many cases. The other functions are just handy to have immediately available, although the choice of key location is a matter of individual preference. PACK and DEL are useful with the Byte Grabber. The byte grabber or "LB" can be used to create any synthetic function that you don't have assigned to a key.

Although you would normally use ASN to assign nonsynthetic functions, as we did in this example, "MK" does allow assignment of nonsynthetic as well as synthetic functions. In response to the prompt "PRE^POSTヶKEY", simply key in a single decimal number from $\varnothing$ to 255, followed by a
keycode. For $X<>Y$ the decimal equivalent is ll3; for RDN it's ll7. Check the QRC to verify the correspondence. For multibyte instructions, it's the same idea: DSE is l5l, FC?C is l71, END is l92, GTO is 208, XEQ is $224, ~ L B L$ is 207. Non-programmable functions use decimal byte numbers from row $\varnothing$ of the $Q R C$. For example to assign SIZE, PACK, and DEL using "MK", you would use the single decimal inputs 6, 10, and 2, respectively.

If you ever assign STO cor $X<>$ c to a key you should either clear it as soon as you have finished keying up whatever program you're making or else plan to be very careful. Accidentally pressing STO cor $X<>$ c gives a virtually certain MEMORY LOST.

For my own personal use, I find it convenient to have $X<>c$ on the keyboard. To help prevent disaster $I$ assign it to the relatively obscure location -2l (normally CLE). $H$ y complete synthetic keyboard looks like this:
column:
1
2
3
4
5
row 1 shifted
STO Mi STO Iv STO b
row $l$ unshifted
RCL M RCL N RCL b

| row 2 shifted | $\mathrm{X}\langle>\mathrm{c}$ | $\mathrm{X}\langle>\mathrm{d}$ | $\mathrm{X}\langle>\mathrm{Mi}$ | $\mathrm{X}\langle>$ IN | $\mathrm{X}\langle>$ | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| row 2 unshifted | $\mathrm{X}\langle>\mathrm{Y}$ | RDN | "EFT" | eGOBEEP | BG |  |

row 3 no assignments
row 4 shifted DEL
row 5 shifted PACK
row 6 shifted SIZE XROM T1 IIJT XT'OA
row 7 shifted
STO
X<> __
row 8 shifted
Q-LOAD

I find that this arrangement of key assignments is easy to remember and requires very little switching in and out of USER mode when keying in synthetic programs, or even most other programs.

On row 1,4 unused keys leave space for temporary program or function key assignments.

On row 2, "EFT" is a program described in problem 4.5. "SFri" allows you to execute Extended Functions or Time module functions from the keyboara, calling them by number.

The eGOBEEP function is a synthetic one-byte key assignment that was discovered by kobert Edelen. Use the decimal inputs $\in$ ENTER 167 ENTER $k$ keycode $k / S$. When you press the key, the display shows eGOBEEP _- . If you fill in a decimal number $k$ from 0 to 63, you'll get XRON $28, k$, which includes the mass storage functions. If you fill in a $k$ between 64 and 99, you'll get XROM $29, k-64$, which covers the full range of printer fuctions. For example PRFEYS is XFOM 29,12, so eGOBEEP 76 will generate the PRKEYS command. The printer function $\operatorname{PRP}$ (print program) requires an ALPHA input. If you press eGOBEEP 77, you will not be prompted for the ALPhA input. Instead the byte-reversed contents of status register $Q$ will be used, exactly as for the $Q$-loader, which is covered on the next few pages.

The "EFT" and eGOBEEP key assignments can be time savers after you've learned the numeric equivalents for the functions you use most often. A complete list of numeric equivalents for "EFT" and eGOBEEP is presented at the end of this chapter, accompanying the "EFT" program in problem 4.5.

Also on row 2 is the byte grabber, which requires decimal inputs 247 and 63 plus a keycode. On row 6, XROM T1 is a PPC ROM function that consists of a sequence of short synthetic tones. It provides a pleasant alternative to BEEP, at the cost of an additional byte in a program. XTOA is another assignment from the extended funtions module. Its usefulness will become apparent in the next section.

The last two key assiynments on the preceding synthetic function keyboard，STO Q and Q－LOAD，require additional explanation．＇rogether with one of several byte－building programs，these assignments constitute．a＂poor man＇s byte loader＂．Assign these functions to convenient keys using ＂MK＂．The decimal byte values are 145,121 for STO $\mathcal{Q}$ and 27 ， 0 for Q－LOAD．You！ll also need the byte grabber and a RCL M key assignment which you should still have on the keyboard．

If you are fortunate enough to have an extended functions module，its XTOA function will serve very well as a byte builder．If you have a PPC RON，its DC function will work．These functions take a decimal input between $x$ and 255 from the $X$ register and create the corresponding byte，which is then appended to the ALPHA register（meaning that it becomes the last byte in status register m）．If you áon＇t have an extended functions nodule or a PPC ROM，create this short synthetic routine to do the same job．

| 日1＊LBL＂DC＂ | 10 FS ？ 17 | 19570 |
| :---: | :---: | :---: |
| 02 DCT | 11 SF 18 | 20 ＂卜＊＂ |
| 03 E4 | 12 FS ？ 15 | 21 CL |
| $04+$ | 135717 | 22 x （\％ |
| $05 \mathrm{~K}) \mathrm{d}$ | 14 FS？ 14 | 23510 ［ |
| 06 FSTC 19 | 15 SF 16 | 24 RDH |
| 075 F 26 | $16 \mathrm{x}\rangle \mathrm{d}$ | 25 END |
| 68 FS？C 18 | 17 x ）［ | LBL ${ }^{\top} \mathrm{DC}$ |
| 095715 | 18 ＂卜＊＊＊ | END |

LB inputs：

| Line 03 | 27,20 | Line 05 206,126 | Line 16 | 206,126 |  |  |  |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| Line 17 | 206,117 | Line 19 | 145,118 | Line 22 | 206,118 |  |  |
| Line 23 | 145,117 |  |  |  |  |  |  |

Note that this is the basic byte-building routine that Clifford Stern wrote for his "MK" and "LB" programs.

Use ASN to assign XTOA, DC , or "DC", whichever you are using, to a convenient key. Now we're ready to start. The © LOAL function creates a text instruction of up to 7 characters from the reversed contents of status register $Q$. For instance to create the string "HP'S \#l", we would first create the string "l\# S'PF" in the ALPHA register, perform a RCL $H$ to extract it from the ALPHA register to $X$, then transfer it to status register $\mathcal{Q}$ and press the Q-LOAD key. Let's try it:

CLA
49 XTOA
35 XTOA
32 XTOA
83 XTOA
39 XTOA
80 XTOA
72 X'TOA
(Use DC or "DC" if you don't have XTOA. Some of these characters are nonsynthetic and can be appended directly, but it's probably not worth the bother.)

At this point you have the string "l并 S'PH" in the ALPiAA register. Now find a suitable place in program memory where you'd like to insert the text instruction "HP's \#l". If you don't already have such a place, just GTO .. and use the bottom of program memory. When you're at the right spot in PRGM mode, switch back to RUN mode and use key assignments to do RCL M, STO Q. Now switch back to PRGM mode and press the (LLOAD key. You'll see the synthetic digit entry instruction E, which comes from the decimal value 27 of the Q-LOAi key assignment (see row l column $B$ of the byte table). SST once to see the text instruction "HP'S \#l". Press Q-LOAD again and you'll get the two synthetic instructions E and TEXT $\varnothing$. The first use of the $Q$-loader cleared status register Q. The second use therefore produced a text instruction with no characters. So in addition to its ability to create synthetic
text instructions, the $Q-L O A D$ key assignment provides a quick and easy way to get both the synthetic digit entry E and the TEXT $\varnothing$ NOP instruction.

But the real power of the Q -loader is unleashed by using it in combination with the byte grabber. First you use the - -loader to create a text instruction of up to seven characters, then you grab and delete the text prefix, releasing the character bytes to become instructions. The following rather lengthy example will illustrate the power of this "poor man's byte loader" technique. Follow through it very carefully a couple of times until you understand the techniques that are being used.

In this example we will create the synthetic instructions needed for the "CMOD" routine of problem 2.6 . The four instructions are STO $M, S T-M, S T / M$, and $X<>M$. The. decimal equivalents are $145,117,147,117,149,117,206$, and 117. We proceed from the last byte to the first one:

CLA
206 XTOA
117 XTOA
149 XTOA
117 XTOA
147 XTOA
117 XTOA
The first group of 7 bytes is now ready to be loaded into program memory. GTO .. and key in LBL "CMOD" as a place holder. Switch out of PRGM mode, RCL M, and STO Q. Now switch back into PRGM mode and press the Q-LOAD key. You'll see the familiar $E$ instruction. Do not SST yet; instead press the BG key. This removes the text prefix from the $Q$-loaded text instruction. Backarrow twice to remove the grabbed byte and the E instruction. You now have
$\emptyset 1$ LBL "CMOD"
$\emptyset 2$ RDN
$\emptyset 3$ ST- M
04 ST/ M
$05 \mathrm{X}<>\mathrm{M}$
.END.

It remains to load the STO byte. Switch out of PRGM mode and CLA

145 XTOA .
NOW GTO "CMOD", RCL M, STO Q, switch to PRGM mode, and Q-LOAD. PACK to remove the invisible nulls between this new - -loaded text instruction and the seven bytes we loaded before. Still at the $E$ instruction in PRGM mode, press BG and backarrow twice. SST through the program and you should see 01 LBL "CMOD" 02 STO M 03 ST-M 04 ST/ M 05 x<> M
.END.
'I'he STO byte was loaded in the text line. As soon as it was released from the text line, it absorbed the RDN byte, which Decame the suffix $M$.

With a little practice, this "poor man's byte loader" can be used to quickly create synthetic instructions with a minimal amount of setup. All that is required are key assignments for RCL $M, S T O Q, Q-L O A D, ~ a n d B G, p l u s$ an extended functions module or a PPC ROM or the "DC" program, and of course, the QRC.

It is good practice not to create pieces of instructions with the $Q$-loader as we did in the first group of seven bytes in the above example. It would have been better to stop at the sixth byte, creating three instructions, then pick up the remaining two bytes on the second loading. This eliminates the need for time-consuming PACKing. The PACKing procedure was shown here because it is necessary when creating
synthetic instructions that are more than 7 bytes long.
The only limitation of $Q$-loading is that trailing nulls are suppressed. Thus for example if you want to create the instruction hex F2 7F Øø (append one null), you'll need to add a dummy "filler" instruction such as ENTER $\uparrow$. For this example the full procedure is CLA, l3l (the ENTER $\uparrow$ instruction), XTOA, $\ell$ (null), XTOA, 127 (append), XTOA, 242 (TEXT 2 prefix), XTOA, move to desired location, RUN mode, RCL M, STO Q, PRGM mode, Q-LOAD, BG, and backarrow twice. You'll also have to get rid of the ENTER $\uparrow$ following your new synthetic instruction. If the dummy l3l byte were not included, the steps $\varnothing$, XTOA, would not do anything and you'd end up loading only the two decimal bytes 242, 127.

Further discussion of $Q$-loading appears on page 27 of the October 1980 PPC Calculator Journal.

4C. Pseudo-XROM previews

The only two-byte functions that are nonsynthetically assignable to keys are peripheral functions. When the corresponding peripheral is not plugged in, the function appears as XROM $i, j$ when the key is held down, where $i$ and $j$ are two-digit decimal numbers from $\| 0$ to 63. The notation XROM means that the assigned function resides in an external RON (Read-Only Memory). The number $i$ designates the identity of the peripheral -- i is therefore called the ROM ID number. Certain peripherals contain two 4-kilobyte ROMs, each of which has its own ROM ID. The number $j$ is a sequential number of the function (in Catalog 2 order) within the 4 K ROM.

When a key that carries a synthetic two-byte function assignment is depressed, the hP-4l assumes for purposes of displaying the fuction preview that the key assignment is a normal XROM function. If the two decimal bytes of the key assignment are $x$ and $y$, the $X R O M$ numbers $i$ and $j$ that are
displayed in the XROM i,j preview are

$$
i=4(x \bmod 16)+\operatorname{int}(y / 64), \text { and }
$$

$j=y \bmod 64$,
where mod signifies the modulo function (see MOD in your HP-41 Owner's Handbook). For example ST+ IND M = 146, 245 appears as XROM 11,53 while 7 'ONE $Y=159,114$ appears as XFOM 61,50. This correspondence can be visualized on the QRC. The column number of the first byte $x$ is, in fact, $x$ mod 16. This pins down $i$ to four possible values, which are shown in row $A$ of the $Q K C$, at least for columns $\dot{6}$ through 7. For example, Srt is in column 2. Checking column 2 of row A we see the notation XR8-ll, indicating that the first of the two XROM numbers displayed will be $8,9,10$, or 11.

The exact value of $i$ is determined by which block of 4 rows the second byte $y$ is in. The heavier horizontal lines on the $Q R C$ help you to visualize the block boundaries. kows $\mathscr{W}$ to 3 correspond to the first value of i, rows 4 through 7 to the second, rows 8 through $B$ to the third, and rows $C$ through $F$ to the fourth. If you then visually move the second byte up to a corresponding box in rows 0 to 3 (this is equivalent to taking $y$ mod 64), you can read off the value of $j$ from the second line of the box.

Let's continue with the ST+ IND M example. Since the IND $M$ suffix is in the fourth group of 4 rows, the value of $i$ is ll. Next we visually translate the IND M suffix from row $F$ column 5 up to row 3 column 5, which is the corresponding position in the first block of 4 rows. Checking the decimal value at the bottom of the row 3 column 5 box, we see that the value of $j$ is 53. So ST+ IND M previews as XROM 11, 53.

The XRON preview numbers reveal much about the assigned synthetic fuction, but they do not quite uniquely determine it. For example an assignment of DSE IND 10 previews as XROM 30,10 , or as WSTS if the card reader is attached. This assignment is indistinguishable from the WST'S function until the key is released. If you're ever in doubt about the identity of a particular assignment, try it in PRGN mode
first. Eut just in case it's a byte grabber, don't press it when you're in the vicinity of the .Eiv. or any nonpermanent EluD. Kemember the byte grabbing constraints from Chapter 1!

For more details on XKOM preview correspondence see page 47 of the March 1981 PPC Calculator Journal. Page 45 of the August ligil PPC CJ contains a fascinating article by koger Hill on how the XROM corresponaence can affect the behavior of synthetic key assignments in PRGM mode.

4D. The RCL b key assignment

Unique among assignable synthetic functions is KCL b. Unlike other key assignments, which aren't essential if one uses "Lb", the kCL $b$ key assignment is much more powerful than a RCL b instruction located in program memory. Executed from the keyboard, kCL b brings the current program pointer to the $X$ register. Lxecuted in a program the result woula always be the same, namely the location of the RCL b instruction in program memory.

The result of a RCL $b$ instruction is a proyram pointer encodea in the last two bytes of $x$, expressible in four hexadecimal digits. In the encoded form the pointer is not especially useful. Two routines are presented here that convert the KCL b program pointer to a decimal number of bytes. 'iwo more routines provide a convenient way to determine the number of bytes between two locations in program memory.

The RAMBY'T routine performs exactly the same function as PPC RCM routine PD. 'io use the RAMBYT routine, just go to any point in Catalog 1 prograni memory and press the KCL b assigned key in RUiv mode. The result is a program poirter for that location. Execute KivibYT (or PD) to convert this pointer to a decimal value.
' 'he ROMBYT routine is similar to RAMEYT, except that it
expects as input a program pointer from a ROM location. If you have a PPC RON or any application ROM, you can try out ROMBYT. Just go to a label or any other location in the ROM, execute RCL b from the keyboard in RUiv mode, and XLe "RONBYT" to see the decimal byte number corresponding to the program pointer.

The most common application of program pointer decoding is counting the number of bytes between two locations in a program. For instance you may wish to know the total byte count of a program. The RAMBC program determines the distance between two program pointers by using RAMEYT to decode each pointer, and subtracting the resulting decimal numbers. RAMBC is functionally equivalent to the PPC ROM routine CB (count bytes).

To illustrate RAMBC, let's find out now many vytes long the RAMEC/KAMBYT/ROMLC/KONBY' group of routines is. PACK program memory if it isn't already packed. Go to LEL "FAMBC", RCL $b$ in RUN mode, BST (to the LNL), RCL $b$ in RUN mode, and XEQ "KAMBC". The result should be 156 , indicating that the program is 156 bytes long, from the beginning of LBL "RAMiBC" to the beginning of the LND. If you want to include the LND in your byte count, add 3 bytes to get 159 . If the last line of the RAMBC program group is .END., your byte count will be up to 6 bytes more. In this case you can GTO.. and repeat the above RCL b procedure to get the true byte count.

Divide by 112 to find out how many tracks the program will require when recorded on magnetic cards. The EIJL is recorded on the cards, but if you have a program that is 112 bytes without the Eív, you don't have to read in track 2. In a case like this the prompt for the last track can be backarrowed for both recording and reading in. The only thing on the last track will be the END, which carries no information.

A more advanced use of RAMBC is to determine whether a long-form (three-byte) GTo is required, or whether a short-form (two-byte) Gro will suffice. Short-form cTO's (GTO
$\emptyset \emptyset$ through GTO l4) should only be used where the jump distance is less than 112 bytes. This allows the jump distance to be compiled, or stored in the instruction itself, the first time the GTO is executed. Subsequent executions will be much faster because the search for the LBL is avoided. Only long-form GTO's can store jump distances longer than 112 bytes, so that if you use a short-form GTO where the jump distance is too long, your program will be slowed down noticeably by the continual label searching.

To determine whether a two-byte GTO, and its corresponding one-byte label, can be used without losing the advantage of the compiled branch, first key in the GTO and LBL in their desired positions in the program. Use GTO nn and LBL nn, where $n n$ is between 60 and 14 , inclusive. PACK to remove any superfluous nulls. Go to the line following the GTO instruction (if it happens to be the .END. insert a dummy instruction and PACK again) and RCL $b$ in RUN mode. Then go to the corresponding LBL instruction (you can use BST, SST) and RCL b again. XEC "RAMBC" to see the jump distance in bytes. If this jump distance is between -lll and +111 bytes, inclusive, then the two-byte GTC is sufficient. Otherwise you'll need a three-byte GTO.

An alternative procedure is to RCL b at the GTO instruction, SST to get to the LBL, KCL $b$, and XEQ "RAMBC". 'ihe result should be between -109 and +113 , inclusive.

If you need a three-byte GTO, you can construct a synthetic one using LE inputs $2 \emptyset 8,0, \mathrm{nn}$, where nn is between $\emptyset \emptyset$ and 14. Or you can key in the sequence STO IHD 80, ISG nn, BST twice, BG and backarrow to remove the STO byte. Either way, this allows you to use the one-byte $L B L n n$, saving one byte over the standard instructions GTO $x x$, LBL $x x$, for $x x$ from 15 to 99. Once created, a synthetic three-byte GTO will never change to a two-byte GTC, and it will always compile the branch distance properly. It can be distinguished from a two-byte GTO by using RAMBC to determine its length in bytes. here are the listings for RAMBC, RAMEYT, ROMBC, and

ROMBY'r. ROMBC is of course analogous to KAMBC, except that it operates on ROM program pointers.


LB inputs:

| Line 11 | $27,20,17$ | Line 16 | 27,20 | Line 32 | $27,19,23$ |  |  |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| Line 38 | 206,117 | Line 39 | 145,118 |  |  |  |  |
| Line 41 | $245,127,6,0,6,65$ |  |  |  |  |  |  |
| Line 42 | 206,117 | Line 43 | 206,126 | Line 69 | 266,126 |  |  |

The core of this group of routines is the LBi 03 subroutine, which uses a couple of tricks of the advanced synthetic programming trade. Its first four steps isolate the last two bytes of $X$ in the ALPHA register. These bytes are then shifted left (line 4l) and transferred to the flag register. At this point the 15 program pointer bits (the leftmost bit is not needed here) reside in flags 9 through 23. Flag operations are used to shift the bits into octal (base 8) format, with three bits per digit (see below). This leaves five octal digits in flags 4 through 23 , with flags $4,8,12$,

16, and 20 clear. These five octal digits are extracted from the flag register in the form a.bcde $x$ 104l. Regular arithmetic operations can then be used to separate the digits if necessary, after which the DEC function converts the digits to decimal. This trick of shifting bits into octal format and converting to decimal was pioneered by Roger Hill, the author of many routines for the PPC ROM.


You'll have to read the discussion of program pointer formats in Chapter 6 to understand the manipulation of the octal digits in the "RAMBYT" and "ROMBYT" routines.

4E. Saving and Kecalling Timer Alarms PPC ROM REQUIRED

Most key assignment programs (except "MKX" -- see problem 4.4) have one feature in common: they will not work properly if any alarms are present, and they will disrupt the alarms as well. One solution is to manually clear the alarms using the time module's ALMCAT function. This is tedious and it requires writing down the alarm information and re-entering it later.

If you have an extended functions module and a PPC ROM, you can use Cliffora Stern's "SA" (save alarms) and "RA" (recall alarms) to automatically transfer the alarms to extended memory, then back to main memory when you're done using the key assignment programs. "SA" uses the extended function module's SAVERX function, which, unlike RCL, permits extraction of data from main memory without normalization (Section 2C discussed normalization). Actually the first and
last registers of the alarm block are normalized, but this damage is repaired by "RA".

Here are the instructions for using "SA" and "RA" :

1) Make sure there is at least one LND somewhere above LBL "SA" in Catalog l. This is necessary to permit the backwards GTO (line 66) to work properly with the curtain lowered. This will be explained in Section 6 C.
2) After you have verified that there is at least one Env above LBL "SA", XEQ "SA" to save the alarms in extended memory in a file named "ALM" and to clear the alarm data out of main memory. DATA LRROR at line 86 means there are no alarms to be stored. DUP FL at line 86 indicates that a file named "ALM" already exists in extended memory. Execute PURFL, then press R/S to complete program execution. NO ROUM at line 86 signifies that there aren't enough unused registers remaining in extended memory to store the alarms. At your option you may continue execution after purging one or more files and re-loading "ALM" into the ALPHA register.
3) Use any key assignment program you like. When you have your synthetic key assignments set up the way you want them, XLX "KA" to restore the alarms and purge the "ALM" file from extended memory. The "RA" routine uses the Extended Functions module's programmable SIZE function if needed to open enough free registers below the .END. for the alarms. If the current total of free registers and SIZE is insufficient to accomodate the alarms, you'll get a DATA ERROR message at line l5. If this happens, PACK and/or clear a program and XEQ "RA" ayain. "RA" terminates with an OFF instruction, requiring you to turn the HP-4l back on. This OFF instruction is required to take care of the case in which you turn the calculator off after executing "SA" but before executing "RA". The Time Module saw no alarms the last time the calculator was turned off, so its countdown timer is not
active．The OFF instruction starts the＇rime Module counting down for the nearest alarm immediately，and enabies it to advise you of any past－due alarms．A CLOCK instruction would serve the same purpose．For subroutine use，you may replace the OFF instruction by RTN，as long as you keep in mina the fact that if the calculator is turned off while the alarms are saved the＇rime module＇s countdown timer will not be accurate until the next time you turn the HP－4l off．

Here＇s the listing of Cliffora Stern＇s＂SA＂and＂RA＂：

| B1＊LEL＂RH＂ | 22 FLSI2E | 42 SROH＂E？＂ | $62 \times 1$ | 81 EnTER ${ }^{\text {a }}$ |
| :---: | :---: | :---: | :---: | :---: |
| 02 SROH＂F？ | 23 ＂ | 4317 | 63 ST0 IND | L 82 JSE ${ }^{\text {¢ }}$ |
| 03 INT | 24 FCL | 44 － | 64 RIH | 83 ATOP |
| 日4 XROH＂E？25 | ： | $45 \times 1 \mathrm{Y}$ ？ | 65 196 L | 84 ＂成剈 |
| 95 以 | 26570 ： | 46 GTO 63 | 66 GT0 51 | 85 CF 25 |
| 66 － | 27 HRCL 日6 | 47 E3 | 67 CLA | 86 CRFLI |
| 67 SILE？ | 28 RCL ［ | 48 \％ | 68 GTO 0. | $87+$ |
| 08 EHTER ${ }^{+}$ | 2951080 | $49+$ |  | 88 E3 |
| 89 ＂GLA $=$ | 36 ¢＜ | 59516 L | $69+L B L 62$ | 89 \％ |
| 10 LASTX | 31 DSE 2 | $51^{\prime \prime}{ }^{\text {a }}$ | 76 ARCL INI | L 90＋ |
| $11+$ | 32 STO IND 2 |  | $71 \times 6$ ？ | 91 XX Y |
| 12 FLSIZE | $33 \mathrm{R} \dagger$ |  | 72 CLH | 92 x ${ }^{\text {¢ }}$－ |
| $13-$ | 34570 c | 534LEL 61 | $73 \mathrm{XC)}$［ | 93 पऐ\％ |
| 14 \％ 6 ？ | 35 ＂ $\mathrm{HL} \mathrm{L}^{\text {a }}$ | $54=$ | 74 STO INI | － 94 SAVER |
| 15 SQRT | 36 PURFL | 55 RCL INT L |  |  |
| 16 XY ？ | 37 BEEF | 56 X＜${ }^{\text {［ }}$ | 754LEL 63 | 96 XYY |
| 17 PSIZE | 36 OFF 57 F | ＊ | 76 HTOX | $97 \mathrm{ST0}$－ |
| $18 \mathrm{Rt}^{+}$ |  | 58 रु） | 77 Rt | 98 BEEP |
| 19 XROH ＂ Cl ＝ | $39+\mathrm{LEL}$＂ 5 ＂ | $59 \mathrm{X}+1$ ？ | 78 XV ¢ | 99 END |
| 20 GETR | 48 SROM＂0m＂ | 6667062 | 79 LASTX | LBL＇RA |
| 21 Rt | 41176 | 61 ARCL | 86 INT | LBL＇SA |
|  |  |  |  | ENII 175 EUTES |


| Line 23 | 241, 240* | Line 24 | 144, 117 | Line 25 | 241, 170* |
| :---: | :---: | :---: | :---: | :---: | :---: |
| Line 26 | 145, 118 | Line 28 | 144, 117 | Line 30 | 206, 118 |
| Line 34 | 145, 125 | Line 47 | 27, 19 | Line 51 | 241, 16 |
| Line 52 | 206, 117 | Line 54 | 241, 240* | Line 56 | 206, 117 |
| Line 57 | 242, 127, | 170* |  |  |  |
| Line 58 | 206, 117 | Line 61 | 155, 125 | Line 62 | 206, 118 |
| Line 73 | 206, 117 | Line 78 | 206, 125 | Line 88 | 27, 19 |
| Line 92 | 206, 125 | Line 97 | 145, 125 |  |  |

*Indicates an invisible character from rows 8 through $F$ of the QRC (decimal values 128 through 255).

Note that lines 25 and 57 contain the character $A A_{16}$ (decimal 170), which is a printer control character that causes lo spaces to be skipped. Printer control characters, discussed at the end of Section 2 E , can cause even stranger behavior in program listings. The shaded characters in rows $A$ through $E$ of the QRC are printer control characters.

## Problems

4.1 Review the solutions to the Chapter 2 problems and consider how synthetic key assignments could speed up keying in those programs.

```
4.2 Try keying up Clifford Stern's "LB" program by first
    using the "poor man's byte loader" technique to create
    the following instructions
    hex F4 7F 60 00 02
    E4
    X<> C
    STO C
    hex F2 7F 0. 
```

$\mathrm{X}<>\mathrm{C}$
STO C
Fill in the rest of the synthetic instructions using your "working" keyboard of synthetic function assignments. You can then fill in the nonsynthetic instructions to complete the "Ls" program.
4.3 Predict and verify the XROM number previews for the following synthetic key assignments:
a) TONE 89
b) $X<>P$
c) ISG IND $N$
4.4 Here is a new key assignment program that uses the Extended Functions Module. Called "MKX", it was conceived and written by Tapani Tarvainen, and revised and optimized by Clifford Stern. It uses a totally different approach, made possible by the capabilities of the PASN (programmable key assignment) function. Lssentially, "MKX" uses PASN to make a dummy assignment to the designated key, then it finds and replaces that dummy assignment in the key assignment registers. "MFX" is sufficiently different from "MK" and $\mathrm{MK}^{\text {( }}$ that a separate set of instructions is called for:

1) Make sure you don't have a global label "ANUM" in any of your Catalog 1 (user) programs. If you do have a LBL "ANUM", executing "MKX" will place an F'Ø byte in the leftmost position of every register of user memory, including all programs and data. This is virtually equivalent to causing MEMORY LOST, since you'll probably decide to MASTER CLEAR rather than try to clean up the mess.
2) Load the stack with three inputs and execute "MKX". The three inputs required for "MKX" are the same as you would use for "MK" or $\mathbf{M K}$. The difference is that you load the stack with the two decimal inputs and the
keycode（in $Z, Y$ ，and $X$, respectively，as for $M K$ ） before executing＂MKX＂．
3）Alarms need not be saved or cleared．They will not be disrupted．

4）If you don＇t have enough free registers，you＇ll get PACKING，TRY AGAIN at line 04．This is much more forgiving than＂MK＂．

5）Like＂MK＂，＂MKX＂is not interruptible．
6）If you try to assign a key that is already taken，the new assignment will replace the old one，with no indication that this has occurred．If this isn＇t what you want to happen，check the key before executing ＂MKX＂．

7）To assign another key，simply load the stack with the three required inputs and execute＂MKX＂again or simply R／S since the last assignment left you at the top of the ＂MKX＂program anyway．
8）There are no wasted half－registers with＂MKX＂．Each new assignment is treated identically，and a new register is opened only if there are no existing＂holes＂to be filled in the assignment registers．

| 日14LBL MKX | $12 \mathrm{STO}]$ | 23 | $33 \mathrm{X} \pm \mathrm{Y}$ ？ | 44 FC？C 25 |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 82 ＂ANUM＂ | $13 \mathrm{X})$［ | 24 SICH | $34 \times 1)$ | 45 ISGL |  |
| 03 CF 25 | $14^{-1+04} \mathrm{Ba}^{\text {c }}$ |  | $35 \mathrm{X}=\mathrm{Y}$ ？ | $46 \mathrm{X}=\mathrm{Y}$ ？ |  |
| 04 PASH | 15 K ${ }^{\text {S }}$ ］ 1 | 25＊LBL 01 | 36 SF 25 | 47 GT0 Q1 |  |
| $85{ }^{*} \mathrm{xipt}$ | $16 \mathrm{XP}>$［ | 26 K ）INIL | $37 \mathrm{X}=\mathrm{Y}$ ？ | 48 Rt |  |
| 96 RCL［ | 17 ST0 | 27 X ${ }^{\text {P }}$［ | 38 Rt | 49 ST0 |  |
| 97 Rt | 18 ＂${ }^{\text {\％}}$ | 28 ＂r＊＂ | 39 ＂ト＊＊＊＊＊ | 56 CLST |  |
| 88 XTOH | $19 \mathrm{~K}) \mathrm{J}$ | 29 ST0 ： | 40 STO $]$ | 51 END |  |
| 09 Rt | 20 Rt | 38 ＂卜＊＊＊＊ | $41^{\text {－}}$＋4＊ |  |  |
| $10 \times 10 \mathrm{C}$ | 21 XO c | 31 K ） | $42 \mathrm{XO}) \mathrm{l}$ | LBL＇HKX |  |
| 11 RCL ＇ | 22 RCL ， | $32^{\text {－}}$＊＊＊${ }^{\text {a }}$ | 43 STO IND L | END | 123 BYTES |

LB inputs：

```
Line Ø5 245, 1, 105, 12, Ø, 240*
Line 06 l44, ll7 Line ll 144, 122 Line 12 145, 119
Line 13 206, 117
```

```
Line 14 247, 127, 6, 0, Ø, 240*, 166*, 66
Line 15 206, 119 Line 16 206, 117 Line 17 145, 118
Line 18 242, 127, 240*
Line 19 266, l19 Line 21 206, 125 Line 22 144, 118
Line 27 206, l17 Line 29 145, l18 Line 31 206, ll8
Line 34 206, 118
Line 39 245, 127, 42, 42, 42, 0
Line 40 145, 119
Line 41 244, 127, 6, 6, 240*
Line 42 206, 119 Line 49 145, 125
*Indicates a character from the second half of the QRC, normally invisible in printed listings, but visible as a starburst in the display.
```

4.b If you like the eGOBEEP key assignment that provides fast access to all the printer and mass storage functions, you may wish to try this short routine by Clifford Stern. It provides a capability similar to eGOBEEP for the Lxtended Functions and Time Modules.

Just key in the required stack input if any, ENTER $\uparrow$, then key in the number of the desired function and XEQ "EFT". The "EFT" program will PAUSE for about a second to allow you to key in an ALPHA argument such as a file name. If the ALPHA argument you want was already in the ALPHA register, you won't have to key anything in. ALPHA inputs are limited to seven characters or less. "EFT" builds a short sequence of bytes containing the requested XROM instruction, then it executes the sequence. The byte sequence is actually contained in status registers $b$ and $a$.

There are two notable constraints on "EFT". The first is that unlike eGOBEEP, "EF'T" works only in RUN (non-PRGM) mode, so it cannot be used to enter program lines for Extended Function Module or Time Module

Functions. The second is that you must not use "EFT" to execute PSIZE (function number $3 \varnothing$ ), or to execute XYZALM (function number 93) where a nonzero $Z$ input is needed. PSIZE will alter the byte sequence in status registers $b$ and a that "EFT" is executing there. The XYZALM constraint is due to the fact that the $Z$ register contents are altered to a value that is effectively zero by the time the XYZALM instruction is executed from the status registers. You should also avoid using "EFT" to execute PCLPS (function number 27) if this would clear "EFT" itself, because you would then begin executing the key assignment registers.

Incidentally, the reason for lines 15 and 23 is to defer any error stop until after the return to program memory. If you halt in the status registers, the processor takes a very long time to compute a line number.

| 01*LBL "EFT" | 88 CLX | 15 SF 25 | 22 RIM |  |
| :---: | :---: | :---: | :---: | :---: |
| 02 RCL [ | 0964 |  | 23 FS 2 C 25 |  |
| 03 CLA | 10 + | 17 RDH | 24 STOP |  |
| 04 STO [ | 11 RCL [ | $18 \mathrm{~K})$ [ | 25 SF 30 |  |
| 05 HON | 12 - ¢Tu | 19 XK ) | 26 END |  |
| 06 PSE | $13 \mathrm{X}\rangle Y$ | 20 以 | LBL'EFT |  |
| 07 H0FF | $14 \times 700$ | $21 \mathrm{~K}) \mathrm{b}$ | END. | 58 BYTES |

Barcode for "EFT" can be found in Appendix E.

LB inputs:


Numeric function codes for "EFI" and eGOBEEP (XROM numbers are also included for reference)


In Section 2B you were promised an explanation of how nulls are created when programs are keyed up and edited and under what conditions they can be removed by PACKing. This explanation is simplified by the construction of a very special synthetic instruction called an $F \emptyset$ label. The $F \emptyset$ label is capable of displaying several following instructions as text characters without actually absorbing them as the byte grabber does.

First construct this special synthetic instruction using "LB", with inputs 192, 6, 240. Alternatively, if you have the byte grabber assigned to a key, you may key in the instructions STO IND 64, RCL IND T, BST twice, BG, and backarrow to remove the STO byte. With either method you should PACK immediately so that the calculator can incorporate this synthetically-created LBL into Catalog 1. You now have a synthetic global label instruction. It is synthetic since its third byte is $24 \emptyset$ decimal $=\cdot F \emptyset$ hexadecimal (hence the name $F 6$ label). Normally the third byte of a Catalog 1 LBL instruction is $241+n$, where $n$ is the number of characters in the label name. A third byte of 240 gives a name length of -l. It turns out that the calculator interprets this highly nonstandard length parameter in contradictory ways. For displaying the Fø label in PRGM mode, the processor uses $\mathrm{n}=15$, which is -l modulo 16. So you see $\mathrm{LBL}^{\top}$ followed by 15 characters. The processor skips one byte (which is normally the byte containing the key assignment information for the label), and displays the following 15 bytes as characters. However if you SST in PRGM mode you'll see that these character bytes have not really been absorbed into the $F \emptyset$ LBL instruction.

An example should make this point clear. But first a
word of caution．Do not SST the $F \emptyset$ label in non－PRGM mode or run a program containing an $F 0$ label．That will＂crash＂the HP－4l，locking out the keyboard until the battery pack is removed and replaced to clear the crash．Removing the batteries halts an internal＂infinite loop＂condition，in this case without disturbing the memory contents．Executing an $F \emptyset$ label is one of the friendliest crashes．Others（such as byte－grabbing the ．END．and deleting it）cause an almost almost－unavoidable MEMORY LOST．

Starting with your $F \emptyset$ label in the display（PRGM mode）， key in the sequence of instructions $-, *, /, X<Y$ ？（Press XEQ ALPHA $X$ shift $\operatorname{COS} Y$ ？ALPHA），$X>Y$ ？，$X<=Y ?, \Sigma+, \Sigma-, ~ H M S+$ ， HMS－，MOD，\％，\％CH，P－R，R－P，LN，X $\uparrow 2, \quad \mathrm{SQRT}, \mathrm{Y} \uparrow \mathrm{X}, \mathrm{CHS}, \mathrm{E} \uparrow \mathrm{X}$ ， LOG， $1 \emptyset^{\uparrow} \mathrm{X}, \mathrm{E} \uparrow \mathrm{X}-1, \mathrm{SIN}$ ，and COS．Now go back to the Fø label and you＇ll see

LBL＂BCDEFGHIJKLMiNOP＂
（If you don＇t see this display，PACK and you should get it．）
The characters $B$ through $P$ are actually the instructions ＊，／，through LN，that follow the FO label．Kows 4 and 5 of the QRC show the correspondence of instructions to these characters．To further illustrate this correspondence，locate and backarrow the／instruction and go back to the Fb label． You＇ll see

## LBL＂B－DEFGHIJKLMINOP＂．

This illustrates that when instructions are deleted，they are replaced by nulls，which are normally invisible．The overline character is the character representation of a null （hexadecimal $\varnothing \varnothing=$ decimal $\varnothing$ ）byte．Now PACK and you＇ll see LBL＂BDEFGHIJKLMNOPQ＂，
which shows the removal of nulls by packing．
The $F \emptyset$ label enables us to see a striking demonstration of the operation of the processor when instructions are inserted in a program．Single step to the $X<Y$ ？instruction， corresponding to the character $D$ ，and insert a＋instruction． Go back to the $F \emptyset$ label and you＇ll see

LBL＂BDパー－－－－－EFGHIJ＂

The @ character corresponds to the + instruction. But you probably didn't expect the six nulls (overline characters). This example illustrates that whenever an instruction is inserted where there is no room (that is, where an insufficient number of nulls are present), seven null bytes are opened for the new instruction, even though only one null may actually be used. The rest of program memory, down to and including the final .END. , is shifted down one register (seven bytes), decreasing the number of free registers by one. (Refer to Chapter 6 for a description of how program memory is organized and where the free registers are.) Because of the register operations available to the processor, this one-register shift is much faster than a one-byte shift would be.

Insertions where sufficient nulls are already present will not disturb the rest of program memory. For example, single step to the + instruction and key in the instructions STO 01, STO 02, STO 63, STO 04, STO 65, and STO 66. Go back to the $F \mathscr{F}$ label and you'll see

LBL "BD $123456 E F G H I J "$.
The six new instruction bytes exactly filled the available space. Any additional insertion would open another seven bytes.

Now that you have seen how insertion of instructions is accomplished by the processor, you can understand why the byte grabber works. When pressed in PRGM mode, the byte grabber creates a TEXT 7 prefix, followed by a null byte and a third byte that has always been decimal 63 in this book (MK can make it any value you like). A TEXT 7 instruction occupies 8 bytes of program memory, consisting of a one-byte TEXT 7 prefix followed by 7 character bytes. But the processor only knows that it has to make room for the three bytes that are being inserted. In the usual case there are no nulls present for the insertion, so 7 new ones are created. Therefore the eighth byte -- that is, the seventh character -- is taken from the existing program. Figure 5.1 illustrates
the capture of this byte from program memory for the example of Chapter 1.

## BEFORE

| Instructions: | ENTER $\uparrow$ | STO | IND 31 | PI |
| :--- | :---: | ---: | :---: | ---: |
| Hex equivalent: | 83 | 91 | 9 F | 72 |
| Decimal equivalent: | 131 | 145 | 159 | 114 |

## AFTER



Figure 5.1 Creation of TONE $Y$ using the Byte Grabber

The byte grabber can be used to grab up to 5 bytes if you like. Simply PACK or otherwise make sure there are no nulls ahead of the bytes you want to grab, just as you would for using the byte grabber normally. Then, before pressing the BG key, insert one to four bytes of "filler" instructions. For example, to grab two bytes you could insert a "filler" X<>Y before pressing BG. We did this in Chapter 2 to grab the 1 from exponential entry instructions without packing. To grab three bytes, you could insert the digit 9 and BG. To grab four bytes, insert EEX and BG. To grab five bytes, insert EEX 9 and BG. In all these cases, the idea is the same. The processor only requires three bytes for the byte grabber. If you open 7 bytes with an insertion and fill four of them (for example by inserting lE 9) and press BG, the byte grabber will drop into the three remaining nulls. But since the rexT 7 instruction is 8 bytes long, it must get its last 5 character bytes from the existing program.

Be very careful when grabbing more than one byte. You might accidentally grab part of the .END.. If you do this, don't backarrow! Immediately EST and $B G$ again to release the .END. from the previous byte-grabber text line.

You might be under the impression that packing removes any and all nulls from a program. Not so. Occasionally a null carries essential information and cannot be deleted.

The first such case occurs when the null is located between successive numeric entry instructions. Let's continue where we left off with the $F \emptyset$ label, which when we left it looked like this:

LBL "BD 『l $23456 E F G H I J "$.
SST once to the - (subtract) instruction just ahead of the * instruction which corresponds to the character B. Key in the two successive numeric entry instructions lE3 and 56. Switch into ALPHA mode and back to terminate the le3 instruction before starting on the 56. Now go back to the F0 label and you'll see

The first three starburst characters comprise the lE 3 instruction, while the next pair of starbursts is the 56 digit entry. Now PACK to see the result

All the nulls disappeared except the one between the two numeric entry instructions. I'hat null is needed to prevent the two instructions from merging into a single program line. 'Ihis is why a null between successive numeric entry instructions is noripackable. The need for nulls to separate numeric entry instructions from each other explains the nulls we saw before packing in this example. The HP-4l operating system insists on adding a null in front of every numeric entry instruction at the time it is keyed in. This null will be removed by packing unless the previous instruction is also a numeric entry. The operating system also insists, for similar reasons, that there be at least one null separating the numeric entry instruction from the following instruction
as the numeric entry is being keyed in. In the preceding example, seven bytes were opened up when the 6 of the 56 numeric entry was keyed in. If no bytes had been opened, there would have been no space isolating the 56 from the following program instruction. If that following instruction had been a numeric entry, the 56 would have merged into it to create a single (incorrect) numeric entry instruction. Thus at least one null separator byte was required. Since the HP-4l opens 7 bytes at a time, seven nulls were created.

Any null byte that is part of a multi-byte instruction is nonpackable. For instance the instruction ST+ $\varnothing 0$ appears in an FU label as 睞 $^{-}$. The second byte is a null. This byte cannot be removed by packing, since it is part of an instruction and thus carries essential information, in this case the register number. Given the complex rules for removing nulls, it's no wonder that the PACK instruction can take a long time to execute.

One additional obscure point involving nulls deserves to be covered. ivormally when you key in an instruction, it is inserted after the current instruction, overwriting ary existing nulls and opening seven new nulls if space is needed. However if the current instruction is an EivD (or the . ELND.), the new instruction is inserted precisely where the ENL was, with the END being shifted down 7 bytes. This occurs even if there were sufficient nulls preceding the END.

To illustrate this behavior at ENDs, start with the sequence: $F$ la label,,$- *$, END. Go to the FO label, PACK, and you'll see $L^{\prime} \mathrm{BL}^{\top}$ B followed by more characters. The second, third, and fourth characters visible are the END. Now delete the * instruction. If you inserted a new * instruction here it would exactly take the place of the old one. If however you SST to the END and then insert a new * instruction, the result is


The * instruction was inserted where the END used to be, while the END was shifted down 7 bytes. Six additional nulls were created where none were really needed. Therefore it is good programming practice not to make insertions into a program with the END in the display. Instead BST before making the insertion to take advantage of any nulls preceding the END. Of course PACK will eliminate the nulls anyway, but this technique may help you avoid having to resize to key in a program that barely fits in memory.

You'll note that in the last example the END changed its appearance when it moved. This is because part of the first two bytes of an END or a global alpha label is used to store a relative address to the preceding element in Catalog 1. Thus if Catalog 1 contains LBL "ABC", END, .END., then the . END. contains a pointer to the END, the END contains a pointer to $L B L$ "ABC", and LBL "ABC" contains a blank relative address field, indicating the top of Catalog l. The calculator uses this linked list, climbing the chain of labels and ENDs from the .END. up each time a global label search is undertaken. The linked list is also used for backstepping. When BST is pressed the calculator finds the nearest preceding global label or END and counts down from there to find the correct instruction. This is necessary because line number information is not stored in program memory. Without starting from a known position like a Catalog 1 label or END, the calculator cannot know whether a given byte constitutes an instruction or a suffix for a preceding instruction. The BST operation is implemented the only way it can be, by counting downward from a known position. This explains why BST can take so long near the end of a long program that has a lone global label at line Øl.

Relative address information is also contained within local (non-text) GTO and XEQ instructions, as was mentioned in Chapter 3. The first execution of one of these instructions requires a time-consuming search for the corresponding LBL. But when this search is completed the
relative address is filled in, allowing much faster branching on subsequent executions. With the $F 6$ label it is possible to observe GTO and XEQ instructions before and after the relative address information is filled in. The structure of this relative address information is explained in detail on page 21 of the August 1979 PPC Calculator Journal.

## Problems

5.1 Predict the result of the following steps, including the number and location of invisible nulls. Use the $F \emptyset$ label to verify your prediction.
a) Key in the instructions $+, 3,-, 4,5$, and *. Insert $\Sigma+$ and $\Sigma$ - after the +. Insert RCL $\emptyset 5$ after the 4.
b) Key in the instructions +, -, XEQ 66, GTO 99, *, and /. Delete the GTO 99 and key in ST+ 75.


Figure 6.1 Overall Structure of HP-41 Memory

This chapter will complete your knowledge of the basics of the workings of the HP-4l. Some of the details given here may not be of immediate use, but they are presented to provide a reference. They also provide a point of departure for those of you who want to write your own "bit-fiddling" synthetic programs. Even if you plan only to use the simpler techniques of synthetic programming, and use "canned" synthetic programs from the PPC ROM or the HP User's Library for the fancy stuff, this information will help you get a general idea of how such "bit-fiddling" synthetic programs work.

6A. Memory Structure

Figure 6.l on the facing page illustrates the organization of program, data, system scratch, and extended memory on the HP-4l. The extended memory, including that portion contained in the extended functions module, is called off-line because programs cannot be executed directly from extended memory. They must first be brought into the main (on-line) memory.

Details of the contents and structure of extended memory can be found on page 18 of the March 1982 PPC Calculator Journal. Another article on page 26 of the April 1982 PPC CJ shows how synthetic techniques can permit execution of programs directly from extended memory.

The functional organization of main memory is shown in Figure 6.2 on the next page. The data registers extend upward from a partition (more about this when we discuss status


Figure 6.2 On-Lime Memory Usage
register $c$ ) to the top of main memory. User programs extend downward from the same partition to the .END., which is moved automatically by the calculator as required. Below the .END. are the "free" registers -- those available for additional programs, timer alarms, or key assignments. They can also be converted to data registers by increasing the SIZE, which pushes down all data and programs into the free register block. Decreasing the SIZE pushes the program and data upwards in memory, adding to the number of free registers and causing some of the higher numbered data registers to be lost off the top of memory. The number of free registers present at any time can be checked by executing GTO . $0 \emptyset 0$ in PRGM mode or else RTN in RUN mode then switch to PRGNi mode. In either case the display will show $\emptyset \emptyset$ REG $n n$, where $n n$ is the number of free registers.

Below the free registers are the alarms and key assignments. Key assignments of Catalog 2 (peripheral) or Catalog 3 (built-in) functions occupy registers starting at decimal location 192 and proceeding upward. Each register that contains key assignments begins with a hex $\mathrm{F} \varnothing$ marker byte. The other six bytes of the key assignment register contain a pair of function key assignments, each of which requires three bytes. Of these three bytes, the first two define the function. These are the two bytes that you provide decimal values for when using MK. The third byte defines which key the function is assigned to. The specifics of what byte is used to define a given key can be found in William C. Wickes's classic article on page 28 (second column) of the November 1979 PPC Calculator Journal. Page 280 of the PPC ROM User's Manual has a clear summary as well.

Timer alarms reside immediately above the key assignment registers. Each alarm requires one register for the alarm time, plus additional spaces if there is a message and/or a repeat interval associated with the alarm. One "header" register at the bottom of the alarm registers, just above the


Figure 6.3 The Status Registers
uppermost key assignment register, is required to define the total number of alarm registers in use. Another register delimits the top of the alarms.

This completes the description of HP-4l memory structure, except for one very important area -- the status, or system scratch, registers. The name "status registers" is due to the fact that the contents of these 16 registers is recorded on track $l$ of a status card by the card reader's WSTS function.

The 16 system scratch registers reside at the very bottom of the HP-4l address space, at locations $\varnothing$ through 15 (decimal). The register names are $T, Z, Y, X, L, M, N, O, P$, Q, - , $a, b, c, d$, and $e, ~ r e s p e c t i v e l y$. You are already familiar with most of these registers; the first five are described in your Owner's Manual, while several of the others were introduced in Chapter 2. Figure 6.3 is a brief summary of the processor's usage of these registers.

The stack registers, $T, Z, Y, X$, and $L$ are available to the user through normal means. In addition to the ENTER $\uparrow$, RDN, R^, and LASTX instructions that have been incorporated in many HiP calculators, the HP-4l allows direct access to all the stack registers through instructions like RCL $Z$ or $X<>L$. With synthetic programming, the use of $S T O, R C L$, and $X<>$ can be extended to the other status registers as well.

Registers $M, N, O$, and $P$ contain the 24 -character ALPHA register. The ALPHA register contents are always right-justified in the status registers. The rightmost byte, byte $\varnothing$, of the $M$ register contains the rightmost character. Byte 1 contains the second-to-last character, and so on. If the ALPHA register contains 7 or fewer characters, only the $M$ register is used. As more characters are appended, the leading characters are bumped right-to-left then upward into registers $N$, $O$, and $P$. When the 24 th position is filled (in
register $P$ ), a warning tone sounds. Appending more characters will then push the leftmost characters into the scratch portion of register $P$. however if you remain in ALPhA mode, or at least have a non-numeric display, the four characters in positions 25 to 28 (the leftmost 4 bytes of $P$ ) will remain in place for extraction by synthetic methods such as RCL P. The Morse code program in Appendix B uses this 28-character capability.
' ine leftmost two bytes of $P$ are used by the processor under some conditions. The first byte is an encoded representation of the numeric display status (FTX, SCI, LiVG, Flacj 28, Flag 29, and the number of digits). This byte is set up by the processor whenever a numeric display is needed or when a digit entry instruction is executed. the second byte of $P$ is used for digit entry, whether it be manual or in a running program.

Executing the CATalog function also alters the first and second bytes of $P$. The first byte contains the catalog number ( 1,2 , or 3 ), while the second byte contains the line number within the catalog.

Details of the bit usage in the first two bytes of the $P$ register can be found on page lij of the July 1981 PPC Calculator Journal.

The $\mathbb{C}$ register is used whenever an ALPHA label name is spelled out. I'his happens when the label instruction is keyed in or when the corresponding GTO or XEQ is keyed in or executed. The label name is placed, in byte-reversed order, in $Q$.

The $Q$ register is also used during digit entry, whether manual or in a running program. the number is composed in $Q$ before being transferred to the $X$ register.

Details of $Q$ register usage can be found on page 78 of the August 1981 PPC Calculator Journal. Be aware that the $Q$ register is also used by the printer if one is connected.

The t- register contains a bit map for the unshifted assigned keys in its first four bytes and half of the fifth byte. This is part of a clever technique that the HP-4l operating system uses to speed execution of functions from the keyboard. When an unshifted key is pressed in USER mode, the processor checks the corresponding bit of the register. If the bit is clear, the processor knows that the key has not been assigned, and one of two actions is taken.

If the key in question is not in the top row or in the unshifted second row (ALPHA keys $A-J$ and $a-e)$, the default function (that is, the one that is printed on the key) is executed. If the key is in the top row or unshifted second row, a search of the current program for the corresponding local label (A through $J$ or a through e) is initiated. If the label is found, program execution begins at that point. If the entire program is searched without finding the label, the processor (finally!) executes the default function.

If the bit in the register is set the processor knows that the key has been assigned. It then searches for the key assignment information first in the key assignment registers. If no function assignment is found, the processor checks the key assignment byte (the fourth byte) in each global label in Catalog 1 , from the .EID. up to the curtain. If no global label assignment is found (this is not a normal case), then a function like CAT, ABS, or $1 / x$ is executed.

Thanks in part to the key assignment bit map, the first step in the above USER mode execution sequence occurs quite rapidly. However the local label search can be very time consuming if the current program is more than lob lines or so. This is why it is a good idea to assign $X<>Y$ and RDiv to their default keys. In USER mode the seemingly redundant function assignment takes precedence over the local label search, eliminating the delay associated with that search.

The rightmost two and a half bytes of the register contain the hexadecimal code for the last function executed from the keyboard. The printer may make use of this area as well.

Registers $a$ and $b$ contain the program pointer and the stack of return pointers. Each pointer occupies two bytes, expressible in four hexadecimal digits. Bytes 1 and $\varnothing$ of register $b$ contain the current program pointer. When an $X E Q$ instruction is encountered, this pointer is pushed onto the return stack -- that is, into bytes 3 and 2 of register b. If another XEQ is encountered before the RTN from the first one, the program pointer and the first return are pushed leftward two more bytes. The return stack in registers a and $b$ can accommodate up to six pending return addresses in this way.

When a RTN instruction is encountered, the first return address in bytes 3 and 2 of register $b$ is checked. If its value is zero, the current program pointer is retained and control returns to the keyboard. Otherwise the return stack is shifted leftward two bytes, with the former first return address being moved into the program pointer slot. Execution continues from that location in program memory, one step past the $X E Q$ instruction that caused the return adaress to be pushed onto the return stack.

Now for a little technical detail on program pointers. 'I'he four hexadecimal digits of the program pointer are interpreted one way for RAM (reā/write Random Access Memory) and another way for $R O M$ pointers (those from a plug-in kead Only Memory). For RAMi the first four bits denote the byte number within the register, while the other 12 bits denote the register's absolute address from the bottom of memory. 'The format is

## $0 b b b, 000 r, r r r r, r r r r$,

where bbb denotes the byte number (expressible in three bits since the maximum vaiue is $6=011 \emptyset$ base 2) and where r,rrrr,rrr denotes the register number (expressible in 9 bits since the maximum value is $511=\emptyset \emptyset \emptyset 1,1111,1111$ base 2 ). For example $0101, \varnothing \emptyset \emptyset 1,1010,1110=$ hex 51 AE denotes byte 5 of register $1 A E(=430$ decimal). Byte numbers range from 6 to $\emptyset$ as the program pointer moves downward through one register of a program. Thus 6lAE is above 41 AE in a program, and 41 AE is above 6lAD.

RAM return address pointers are the same as ordinary RAM pointers, except that the three bits that designate the byte number within the register are shifted to the right. These bits, normally the second, third, and fourth from the left of the l6-bit pointer, are shifted three positions over, to the fifth, sixth, and seventh bit positions. The RAM return pointer format is
$\emptyset \varnothing \emptyset \emptyset, b b b r, r r r r, r r r r$.
ROM pointers consist of a port address in the first four bits plus a l2-bit byte number within that port:
pppp, bbbb, bbbb, bbbb •

The port address part of a RON pointer is not the same as the physical port number. 'The correspondence is:

| port address | physical port or device |
| :---: | :--- |
| $\emptyset$ | internal ROM Ø |
| 1 | internal ROM 1 |
| 2 | internal ROM 2 |
| 3 | not used |
| 4 | Service ROM module |
| 5 | Time module |
| 6 | Printer |
| 7 | Tape Drive (IL monitor) |
| 8 | Port 1, Lower 4 K |
| 9 | Fort 1, Upper 4 K |
| A | Port 2, Lower 4 K |
| B | Port 2, Upper 4 K |
| C | Port 3, Lower 4 K |
| D | Port 3, Upper 4 K |
| E | Port 4, Lower 4 K |
| F | Port Upper 4 K |

Each port address can accomodate a 4 Kilobyte ROM (4096 = hex FFF +l bytes). The l2-bit byte number starts at zero and increases toward $F F F$ as sequential ROM program instructions are executed.

Another important detail: When you KCL b in RUN mode at a specific line of program memory, the pointer value is usually one byte above the location where the instruction resides. Thus if a RCL $M$ instruction is located in bytes 6 and 5 of register $1 A E$, and you RCL $b$ at this line of program memory, the resulting pointer value will be $\emptyset 1 A F$ hex, one byte above the actual location of the RCL $M$ instruction. Where nulls are present, the pointer will be farther above the instruction. In fact it will be one byte above the group of nulls preceding the instruction.

Status register c contains essential pointer information needed to define the configuration of memory usage. Referring to Figure 6.3, we'll proceed right to left through the $c$ register.

The last (rightmost) three hexadecimal digits of register contain a pointer to the register containing the .END., which marks the bottom of user prograni memory. The .END. is always positioned in the rightmost three bytes of the register, with nulls preceding it as needed to occupy the space between the last instruction and the .END.

The next three hex digits of $c$ contain a pointer to data register 00. This pointer, often called the "curtain", effects the separation of program arid data memory. Any time the SIZE is changed, this pointer is adjusted and the contents of memory are shifted. Several short synthetic programs have been written to move the curtain, transforming proyram steps to data or vice versa. In Section 6C you will encounter one such prograrn, together with an introduction to curtain moving. Within LB and $\mathbf{M K}$ are instruction sequences that temporarily place the curtain at 010 hex $=16$ decimal. 'r'his allows program memory or the key assignment registers to be accessed by STO IND and RCL IND instructions. RCL will, of course, normalize the register contents. The previous contents of register $c$ are held in the stack or in
other status registers for replacement before the program halts. LB and MK illustrate the power of curtain control.

The next three hex digits of $c$ contain the "cold start constant". These three digits are 1, 6, and 9 in every HiP-4l manufactured so far. If the processor ever finds that these digits have been altered, it clears all of memory, giving the MEMORY LOST message in the display. The rationale behind this action is that since the processor never alters these digits, any alteration must be due to power failure. (No provisions were made for errant synthetic programmers.) Presumably other parts of memory would also have been altered, so clearing the memory is required to prevent an unsuspecting user from getting erroneous results. The main thing to remember about the cold start constant is not to store anything in $c$ unless these three hex digits are 169, under penalty of MEMORY LOST: Incidentally, if the register immediately below the curtain pointer is nonexistent, you'll also get MEMORY LOST. So watch what you store in $c$.

The fourth and fifth hex digits from the left are apparently not used by the operating system or the printer.

The leftmost three hex digits of $c$ constitute a pointer to the lowest register of the summation register block. For example if the curtain is at hex lEB (SIZE $\emptyset 2 \emptyset$ with full memory) and a $\Sigma$ REG $\emptyset 1$ command is executed, the $\Sigma$ REG pointer will be set to hex lEC which is lEB + l.

The d_register contains all 56 flags. Byte 6, the leftmost byte, contains flags $\varnothing$ through 7 , while byte $\varnothing$ contains flags 48 to 55. The flag register is used as the cornerstone of synthetic programming. Until the advent of the extended functions module, most bit manipulation could be done only by dropping one or more bytes of data into the flag register. Once in the flag register, the first thirty bits of the data can be directly modified as flags øø through 29. A prime example of this technique is the "RAMBYT" program of Chapter 4. You'll find pairs of $X<>\mathrm{d}$ instructions, separated
by several lines of bit-fiddling flag operations, in many of the synthetic routines in the PPC ROM.

The e register contains a bit map for shifted assigned keys. This bit map is precisely analogous to the one for unshifted keys in the - register. It also occupies the leftmost four and a half bytes of the register.

The next two hex digits, half of byte number 2 and half of byte 1 , are used as scratch by the processor.

The last three hex digits of the e register constitute the program line number. Since the line number is not stored with the instructions in program memory, and since instructions vary in length from 1 to several bytes, the processor must calculate the line number. This calculation is time consuming and must be redone every time you execute the Catalog function, SST a Gro or XEQ instruction in RUN mode, or otherwise jump to a location with an unknown line number. Because the calculation is time consuming, it is not performed in a running program. This speeds program execution, but it also causes a noticeable delay when you try to switch to PRGM mode after running a program. The processor will not show you the program instruction until it has computed the line number that goes with it. How does the processor know that the line number needs to be recomputed? It's simple. Before the processor starts running a program (SST execution does not count as "running a program" in this context), it sets the line number to hex $F F F=$ decimal 4095 . The line number remains $F F F$ as the program is executed. When you try to SST or to switch to PRGM mode, the processor sees that the line number is $F F F$ and automatically recomputes the correct line number for the current program pointer by counting down from the preceding LiND.

The mysterious line 4094 you saw in Chapter 1 when you created the byte grabber was due to the fact that when you pressed backarrow in ALPHA mode, the calculator decremented the line number by $l$ without realizing that the fFF line
number was invalid. The RCL $\varnothing 1$ that you saw was a phantom instruction that appears when the program pointer register (status register b) contains zero.

6B. Status Register Application l -- Suspend Key Assignments

As part of its compatibility with HP-67 operation, the HP-41 has 15 keys (top two rows unshifted plus top row shifted) which, when pressed in USER mode, will find and execute the corresponding local label (A-J and a-e). But this feature conflicts with any global label or function key assignments to these keys, since the HP-4l gives precedence to function and global label assignments. How many times have you wanted to use the automatic assignment of local labels $A-J$ and $a-e, ~ b u t$ found $a f u n c t i o n ~ o r ~ g l o b a l ~ l a b e l ~ k e y ~$ assignment in your way? You press LOG to execute LBL D, but instead you get another function that you have assigned to that key. Wouldn't it be nice if there were a way to temporarily eliminate the conflicting key assignment, then bring it back later?

Synthetic programming techniques permit this to be done, and the PPC ROM contains two routines that do it. You use
SK to suspend the function and global label key assignments, and $\mathbf{R K}$ to reactivate thern.

To use SK , simply key in a register number $k$, and XEQ "SK". The key assignment bit maps from status registers and $e$ are stored in data registers $k$ and $k+1$, while the bit map areas in the - and e registers are cleared. Because the bit maps are clear, the calculator thinks that there are no key assignments' present. Therefore you can press the LOG key in USER mode to execute LBL D. Any function or global label key assignments that are present are held in suspended animation.

When you want to reactivate the global label and function key assignments, just key in the same data register number $k$, and XEQ "RK". The contents of data registers $k$ and
$k+1$ are recalled and put into status registers and e. Since the calculator now has the proper bit maps, the key assignments operate normally again.

There is another way to reactivate your function key assignments. You need only read in a program card on the card reader. It doesn't matter whether you read the card in USER mode or not, but it must be a program card. This technique is valuable if you accidentally disturb data registers $k$ and $k+l$ that hold the key assignment bit maps after you execute "SK".

Let's analyze the workings of PPC ROM routines SK and RK (suspend and reactivate key assignments). If you don't have a PPC ROM, key in sK and RK using LB:
01 LBL "SK" "LB" inputs:
02 SIGN
03 CLX
$04 \mathrm{X}<>$;-2w6, 122
05 XEQ ..... 14
66 ISG L
¢7 TEXT 0246
Ø8.
09 X<> e ..... 206, 127
10 LBL ..... 14
11 "*"
$12 \mathrm{X}<>\mathrm{M}$206, 117
13 STO N ..... 145, 118
14 ASTU IND L
15 RDN
16 RTN
17 LBL "RK"
18 SIGN
19 ARCL IND ..... L
20 hex F2 7F 90 ..... 242, 127, 0
21 ISG ..... L

| 22 TEXT Ø | 240 |
| :---: | :---: |
| 23 ARCL IND L |  |
| 24 hex F3 7F ØF FF | 243, 127, 15, 255 |
| 25 X <> N | 206, 118 |
| 26 STO :- | 145, 122 |
| $27 \mathrm{X}<>\mathrm{M}$ | 206, 117 |
| 28 STO e | 145, 127 |
| 29 RDN |  |
| 30 CLA |  |
| 31 END |  |

The accompanying "Stack and ALPHA Register Analysis Form" is an indispensible tool for step-by-step tracing of synthetic programs. You'll understand its value after you've used it to trace SK and RK.

When you execute $\boldsymbol{S K}$, the register number $k$ is first stored in LASTX by the SIGN function. Thén an $X<>$ instruction is used to extract the contents of the register and simultaneously clear it. The LBL 14 subroutine uses the ASTO function to store a six-character string in register $k$. This six-character string consists of an asterisk character followed by the first five bytes of the former register contents. The asterisk is needed as a place holder in case the leftmost byte of the register is zero. The three-step sequence "*", X<> $M, S T O N$, sets up the ALPHA register contents for the ASTO operation, as you can see on the ALPHA register analysis form. Take the time to understand this three-step sequence if you want to write your own synthetic programs.

The rest of the SK routine performs a similar operation, extracting the contents of register e and clearing it, and storing a similar six-character string in data register $\mathrm{k}+\mathrm{l}$.

When you execute RK the data register number $k$ is first stored in LASTX by the SIGN function. Then the six-character string is ARCL'ed from register $k$ and shifted left one byte
Stack and Alpha Analysis Form

STACK AND ALPHA ANALYSIS FORM

by appending a null, though an asterisk would do just as well. Register $k+1$ is then $A R C L ' e d, ~ s h i f t i n g ~ t h e ~ p r e v i o u s ~$ string another six characters to the left. Two more bytes, hex ØF and FF, are appended, causing a further two-byte shift to the left. The ALPHA analysis form reveals all this action in detail.

At this point the $N$ register contains the required 7 bytes for $t$, while the $M$ register contains the correct bytes for e. The last several lines of RK extract the contents of $I N$ and $M$, store them in $t$ and $e$, and clean up ALPHA and the stack. Note that the last two bytes of e are ØF FF, requiring the calculator to compute a correct line number. Earlier versions of RK stored $\varnothing \varnothing$ Ø $\varnothing$ in the rightmost bytes of $e$, causing the line number to be incorrect if the program was single-stepped or run in TRACE mode.

6C. Status Register Application 2 -- Register Renumbering

Suppose you have a program which calls a user-supplied program as a subroutine. A typical example would be a root finder program which finds a value of $x$ such that $f(x)=\varnothing$. In this case $f(x)$ is calculated by a user-supplied subroutine. The user supplies the name of the $f(x)$ program, the root finder stores the name in a data register and calls it as needed with an XEQ IND nn instruction.

In writing such a root finder program, you have a difficult decision to make. The root finder will need to use some numbered data registers to hold its data, and it is essential that these registers not be disturbed by the user's $f(x)$ program. No matter which registers you choose, there is always the possibility of a register usage conflict between the root finder and the $f(x)$ program. You might try using data registers 50 and up for the root finder, figuring that
most reasonable $f(x)$ programs wouldn't be using those registers. But even if this would work, it is wasteful. In most cases the user's $f(x)$ program won't use anywhere near $5 \emptyset$ registers.

Synthetic programming provides a way out of this predicament. A short synthetic routine can reposition the curtain that separates data registers from program memory, effectively renumbering the data registers.

For example, suppose the root finder program uses the five data registers $0 \emptyset$ through 04 . Just before calling the $f(x)$ program, the root finder calls the synthetic routine "CU" (curtain up) to raise the curtain five registers. The figure below shows the effect of raising the curtain five registers. Although the contents of the registers haven't changed, a RCL $\varnothing \emptyset$ will now extract the contents of what used to be called data register 05 .


Similarly a RCL 61 instruction will produce the contents of what used to be register $\varnothing 6$. The important registers that the
root finder needs to protect from the user's $f(x)$ program are now inaccessible by STO and RCL instructions. The contents of what used to be called data registers $\emptyset \emptyset$ through $\emptyset 4$ are now regarded as part of program memory by the calculator. In fact if you were to go to the top program of Catalog l, you'd find this data at the top of the program. Of course it would appear in the form of program instructions rather than as numbers.

The important point is that after raising the curtain by five registers, the root finder program can call the $f(x)$ program without fear that its essential data will be disturbed. The $f(x)$ program will have free use of what it thinks are data registers $\varnothing \varnothing$ and up.

When the $f(x)$ program returns control to the root finder program, the first thing the root finder does is to lower the curtain back to the original location. This restores the original data register numbering and makes the root finder's data accessible again as data registers $\varnothing \varnothing$ through $\varnothing 4$.

The accompanying program listings for the curtain-raising routine "CU" and a typical root finder program "SOLVE" illustrate the principles we've been discussing. This version of "CU" was written by Tapani Tarvainen, and represents a major breakthrough from previous versions.

LB inputs for "CU":

Line 63 144, 125 Line $\emptyset 4$ 145, 117
Line $\varnothing 5$ 245, 127, 6, Ø, Ø, 33
Line 08 206, 117 Line 09 206, 126 Line 10 145, 119
Line 13176,245 Line 15240 Line 21 168, 245
Line 22 151, 117 Line 27 206, 119 Line 28 206, 126
Line 29 145, 117
Line 3Ø 244, 127, Ø, Ø, Ø
Line 31 206, 118 Line 32 206, 125

| E1t［8L STME＂ | 18＋LEL 16 | $36 \quad \mathrm{E}-6$ | G14DL CJ | 14 FRC |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 日2＂FHAHE？ | 19 RCL | 37 y 1 ＝ | 62 Int | $20 \mathrm{X}+\mathrm{B}$ ？ |  |
| 63 H0］ | 20 RCL 8.3 | 38 GTO 10 | 03 BCL | 21 SF INT | I |
| 44570 F | 21 XEQ 14 | 39 RCL B 3 | $64510[$ | 22 DSE［ |  |
| 日5 AST0 | 22 ENTER ${ }^{\text {P }}$ | 4 BEEEF | 05 ＂14＊＊ | 23 ABS |  |
| 66 H0FF | 23 ENTER ${ }^{4}$ | 41 RTH | 66 RIn | 24 － |  |
| 67 ＂ 6 GJESSI？ | 24 X ${ }^{\text {¢ }}$－1 |  | 0711 | $25 \mathrm{y}+\mathrm{B}$ ？ |  |
| 08 PROHPT | 25 － | 424LEL 14 | 日8 \％ k （ | 26 GTO 93 |  |
| 9957063 | 26 \％ | 434 | 64 又）${ }^{\text {d }}$ | 27 㚣〉1 |  |
| 16 － $\mathrm{EGUES52}$ ？ | 27 RCL 日2 | 44 YEQ＂CE＂ | $10.570]$ | 28 Y ${ }^{\text {P }}$ d |  |
| 11 PROMFT | 28 \％ | 45 YEQ IHIT | 11 RIth | 29 ST0［ |  |
| $12-$ | 29 CHS | 464 |  | $30^{\circ} \mathrm{F}+4{ }^{\text {c }}$ |  |
| 1357092 | 305006 | 47 CHS | 124LEL 63 | 31 ¢ ${ }^{\text {¢ }}$（ |  |
| 14 RCL 80 | 31 RCL 63 | 48 YE0 CR | 13 FSTC IHI ： | 32 ¢ ${ }^{\text {¢ }}$ c |  |
| 15 LASTX | $32+$ | 49 EHI | 14156 X | 33 RDH |  |
| 16 XEQ 14 | 3351083 | LBL＇SOLVE | $15=$ | 34 CLA |  |
| 1757081 | 34 RCL 01 | END | 162 | 35 END |  |
|  | 35 ABS | 97 BUTES | $17 \%$ | LEL ${ }^{\text {＇}} \mathrm{CO}$ |  |
|  |  | 97 Brics | 18 ENTER ${ }^{\text {P }}$ | END | 67 BYTES |

Barcode for＂SOLVE＂and＂CU＂can be found in Appendix E．
The SOLVE routine starts by asking for the name of the user－supplied $f(x)$ program and for two initial guesses at the root，that is，the value of $x$ such that $f(x)=\varnothing$ ．SOLVE then proceeds to apply Newton＇s method to find the actual root of $f(x)=0$ ．To do this it will need to evaluate $f(x)$ at several points．Each evaluation of $f(x)$ is accomplished through the LBL 14 subroutine，which raises the curtain 4 registers，calls $f(x)$ ，then lowers the curtain 4 registers to its original location．

The＂CU＂routine raises the curtain by the number of registers specified in $X$ ．If this number is negative the curtain is lowered．Two stack registers are preserved，so that the original contents of $Y$ and $Z$（before executing＂CU＂）end up in $X$ and $Y$ ．This feature is used in the＂SOLVE＂program to preserve the function name and the trial value of $x$ in the
stack. Then an XEQ IND Y instruction is sufficient to call the $f(x)$ function with the correct input.

To try out the SOLVE/CU combination, try this example. Gro.. and key in:

01 LBL"TEST"
02 1/X
Ø3 LASTX
04 -
051
$06+$
This short program calculates $f(x)=(l / x)-x+1$. Comparing problem 2.4, you can confirm that the solution to $f(x)=6$ is $\mathrm{x}=1+\mathrm{l} / \mathrm{x}$, which is the Golden Ratio.

XEQ"SOLVE" now and supply the requested information:
Prompt Response
FNAME? TEST (R/S)
XGUESS1? 1 ( $\mathrm{R} / \mathrm{S}$ )
XGUESS 2? 2 (R/S)
After about 40 seconds you'll hear a BEEP and see the result 1.618033989. This example does not really make use of the full capabilities of the SOLVE/CU combination, but you can be assured that SOLVE and CU will work just as well with any user-supplied $f(x)$ program, regardless of any apparent register usage conflicts. Of course the usual limitations of root finding by Newton's method still apply. Certain ill-behaved functions can cause problems, as can bad initial guesses. But in most real-world cases, it works quickly and well.

## Constraints on the use of "CU"

1.) While the curtain is in a raised position, data registers temporarily become program steps at the top of the first program in program memory. Some of these temporary program steps may be labels. Therefore do not branch
backwards to a local label in the first program block when the curtain is up.
2.) Don't PACK program memory while the curtain is raised. It is more than likely that the protected data registers will contain null bytes which will be removed by packing. You can partially protect yourself from data alteration by PACKing before raising the curtain. This way the processor thinks your top program is already packed. Also make sure that several free registers (below the .END.) are present before using "CU". Then if you insert a program instruction, make a key assignment, or set an alarm you won't inadvertently cause a PACK to occur.
3.) Always restore the curtain to its original position. This is a matter of good programming practice. If you accidentally leave the curtain up you'll have to go into the first program in memory, delete the extraneous instructions at the top (thereby clearing your protected data), and PACK to bring the program up to the new curtain.
4.) Don't put the curtain immediately above a void, or nonexistent, location. For example a curtain location of 16 (decimal) is OK since register 15 (status register e) exists. But if you put the curtain at l7 you'll get MEMORY LOST, since register $l 6$ does not exist. MEMORY LOST can be avoided if you bring the curtain back to an allowable location before halting ("MK" and "LB" do this), but you'd better know exactly what you're doing.

With the "CU" program, not only can one program renumber the registers before calling another program, but this second
program can do a second renumbering before calling a third program. The process can be continued indefinitely, creating a multi-level data "stack". The critical sequence of steps to be embedded in any program to allow it to guard data registers $\varnothing$ through $\mathrm{k}-1$ from a subroutine is:
k
XEQ "CU"
XEQ subroutine
-k
XEQ "CU"

Register renumbering through curtain control adds greatly to program flexibility. For example a program that uses data registers 16 through 19 can be run with a SIZE of only lø. You need only lower the curtain $1 \varnothing$ registers before executing the program, transforming registers $\varnothing \varnothing$ through $\varnothing 9$ into registers 10 through 19. Don't forget to put the curtain back where it was immediately after running the program -- an inadvertent RCL $\emptyset \emptyset$ could wipe out part of your programs.

Tapani Tarvainen's "CU" program is functionally equivalent to Bill Wickes's CU (curtain up) program that is in the PPC ROM, so they may be used interchangeably. If speed is important you should be aware that Tapani's "CU" is significantly faster than CU. Also available are the even-faster PPC ROM curtain control routines HD, UD, and EC . These three routines have additional restrictions on their use which you should understand before you use them. For background information on curtain moving in general and on the routines named here, see the PPC Calculator Journal: May $198 \emptyset$ page 23 , June 1980 page 45 , July 1980 page 2 , and March 1981 page 2. The programs "MS" and "RS" discussed in the PPC CJ articles are earlier versions of $H D$ and UD. 't'he PPC ROM User's Manual contains helpful information in the
writeups for CU, HD, UD, and $\boldsymbol{\Sigma C}$. Appendix M of the ROM Manual contains even more background material on curtain moving.

## How the "CU" routine works

First the contents of status register c are placed in the rightmost part of the ALPHA register. Then line 05 appends four bytes. At this point status register $M$, which consists of the the last seven characters of ALPHA, contains the last three bytes of $c$, followed by three null bytes and a hexadecimal 21 byte. The curtain pointer resides in the first byte and a half of M.

Next $M$ is extracted and swapped with the flags. The curtain pointer now resides in flags $\varnothing$ through ll. Actually flags $\delta$ and l are guaranteed to be clear, since the curtain is always less than or equal to $512=\varnothing \varnothing 1 \varnothing, \varnothing \emptyset \emptyset \emptyset, \emptyset \emptyset \emptyset 0$ base 2 . The original flags are saved in status register 0 for later restoration, while the number 11 is stored in $M$ for later use as a loop index.

The mysterious hex 21 byte sets flags 50 and 55. Flag 5ø prevents any message in the display from moving (see Example 6 under TF in the PPC ROM User's Manual). Flag 55 must be set to allow "CU" to be interrupted or single-stepped with a printer attached. If flag 55 were clear, flags 55 and 21 would both be set on interruption, possibly altering the portion of the flag register that corresponds to the .END. pointer.

The LBL 03 loop performs binary addition in the flag register using Tapani's unique, elegant algorithm. The binary number in flags $\emptyset$ through 11 is converted to decimal and added to the decimal increment (the number of registers by which the curtain is to be raised). Then the resulting decimal sum is converted back to binary and placed in flags $\emptyset$ through 11.

The feature that makes Tapani's program unique is that this binary to decimal to binary conversion is completed at each bit before the next bit is considered. Each time through the LBL Ø3 loop one bit of the current curtain pointer is replaced by the correct bit for the new curtain pointer. Consider the way this process works for the least significant bit, the first time through the LBL 03 loop.

When LBL Ø 0 is encountered for the first time, $X$ contains the curtain increment you asked for. Lines 13 and 14 clear flag ll, the "ones" bit of the curtain pointer, and add l to $X$ if flag $l l$ was set. This effectively converts the flag 11 bit to decimal, adding it to $X$. The flag ll bit of the new curtain pointer will be set if and only if the number in $X$ is now odd. If you don't see why this is so, consider that the new curtain pointer is the sum of the number in $X$ plus the binary number residing in flags $\varnothing$ through ll. Since flag ll is clear, the binary number is divisible by 2 . Thus the sum is odd, and flag ll is to be set, if and only if $X$ is odd.

Lines 15 through 24 perform several operations that are equivalent in effect to setting flag ll and subtracting l from $X$ if $X$ is odd, otherwise leaving flag ll clear, then dividing $X$ by two. This division has an integer as the result because the previous step ensured that $X$ would be even. The flag index is decremented from 11 to $l \emptyset$ for the next pass through the loop. Flag 11 attains the proper state for the new curtain pointer: set if and only if $X$ was odd. Lines 25 and 26 cause the addition to proceed to the next most significant bit if the increment has not been reduced to zero yet.

The second time through the loop the binary number is only 11 bits long (flags $\varnothing$ through lø). We had to divide X by 2 so that it would be a decimal increment consistent with the new "ones" bit at flag lø. The number in $X$ does not merely represent the originally requested curtain increment. It now
contains a component corresponding to a "carry", if there was any, from the previous bit.

This time through the loop flag lø is cleared and transferred to $X$, then $f l a g l 0$ is set if and only if $X$ is odd. Once again, $X$ is made even and divided by 2 for the next pass. This procedure continues until $X$ is reduced to zero, as it must eventually be because of the repeated division by 2 .

Notice that nowhere in the routine do we require knowledge of whether $X$ is positive or negative. "CU" works the same in either case. When a flag is cleared $X$ is incremented. When a flag is set $X$ is decremented. Each time through the loop $X$ is divided by 2 , until eventually $X$ becomes zero.

Lines 27 through 29 extract the contents of the flag register and place them in status register $M$, restoring the original flags and placing the modified last three bytes of $c$ adjacent to the first four bytes of $c$ which still occupy the rightmost 4 bytes of $N$. The ALPHA register is shifted left three bytes by an append instruction. All seven bytes of the new c register are now in status register $N$. They are extracted and stored in c. The $X<>$ c instruction is used in case you want to restore the old curtain later with a simple STO C. Of course to do that you'll have to find the old c register contents in the stack, if it's still there.

The last few lines clear the ALPHA register for neatness and straighten out the stack. The former $Y$ and $Z$ end $u p$ in $X$ and $Y$; $Z$ contains the previous $C$ register contents, and $T$ contains zero.

Follow through this analysis a few times until you understand it. It may help to load the stack with 4 ENTER $\uparrow 3$ ENTER $\uparrow 2$ ENTER $\uparrow 1$ and GTO "CU". Make sure the SIZE is at least Ø0l. Then you can SST through the routine and see what's going on for this simple case of raising the curtain $l$ register.

Don't be concerned if much or even most of this Chapter is difficult to fathom at first reading. After all, that's why I saved it for last. Consider that the byte grabber and the "bootstrap" method of assigning it to a key were both discovered two years after synthetic programming began. There is undoubtedly much more yet to be discovered about your HiP-4l. Perhaps you will be the one to do it.

```
2.1 Here's one version of "CQ":
    øl LBL"CQ" LB / MK inputs:
    \emptyset2 RAD
    Ø3 CLX
    \emptyset4 TONE 8
    Ø5 TONE P 159, 120
    06 TONE 8
    0 7 \text { TONE P 159, 120}
    08 SIN
    @9 TONE 8
    10 TONE 8
    ll TONE P 159, 120
    12 TONE 8
    13 END
2.2 Key in
    Ol ENTER^
    ø2 lEl
```

GTO .00l, key in RDN, BG, and backarrow twice. You now have El on line 02 . wext key in STO 28, PACK, BST, BG, and backarrow. The PACKing placed the $2 \mathcal{Z}$ suffix byte adjacent to the El instruction, purging the intervening nulls. When the STO prefix is grabbed, the 28 suffix becomes a NEG digit entry byte and is incorporated in the adjacent El instruction.

LB inputs for -El are 28, 27, 17.
2.3

01 LBL"VX"
LB / MK inputs:
02 " " (2 spaces)
Ø3 RCL d
144, 126
$\emptyset 4$ SCI 9
05 ARCL $Y$ (not $X$ since the stack was raised by RCL d)

$$
\begin{array}{lll}
\emptyset 6 & \text { STO d } & 145,126 \\
\emptyset 7 \text { RDN } & \\
\emptyset 8 \text { AVIEW } & \\
\emptyset 9 \text { END } &
\end{array}
$$

In cases like this you should get in the habit of doing the AVIEW after the STO d rather than before. This prevents altering system flags. In this particular case the display will revert to normal (the AVIEWed number will disappear) at completion of the program if the AVIEW is done first, since STO d clears flag 50, the message flag.
2.4 Here's one solution to the Golden Ratio problem.
01 LBL"GR"
LB / MK inputs:
$\emptyset 2$ FIX 9
03 E
27 or 27 , Ø
$\varnothing 4$ RCL b 144, 124
$05 \mathrm{X}<>\mathrm{Y}$
$\emptyset 61 / X$
07 E
27 or 27,0
$08+$
$09 \mathrm{X}<>\mathrm{Y}$
$1 \emptyset$ VIEW Y
11 STO b 145, 124
It converges to a lø-digit solution in 8 seconds.

| 2.5 a) | $\emptyset 1$ LBL"PX" | LB inputs: |
| :---: | :---: | :---: |
|  | Ø2 FIX 0 |  |
|  | ø3 CF 29 |  |
|  | 04 "X(" | 242, 88, 40 |
|  | Ø5 ARCL Øø |  |
|  | 66 " -1 =? | 244, 127, 41, 61, 63 |
|  | $\emptyset 7$ PROMPT |  | key in

$$
01 \text { ENTEK个 }
$$

02 " XX "
03 " $-\mathrm{x}=$ ? "
GTO . 062 , BG, GTO . 605 , backarrow, KCL 69, GTO .062, BG, DEL Ø02, GTO . OOl, BG, GTO . 004, backarrow, KCL Ø8, GTO. .001, BG, DEL 002, Jackarrow, and key in the nonsynthetic lines.
b) To preserve the display mode, insert RCL d and STO a as shown:

| 01 LBL"PX" | LB / MK inputs: |
| :--- | :---: |
| 02 RCL d | 144,124 |
| 03 CF 29 |  |
| 64 FIX 6 |  |
| 05 "X(" |  |
| 06 ARCL 06 |  |
| 07 " - ) =?" |  |
| 08 STO d | 145,124 |
| 69 RDI |  |
| 10 PKOMPT |  |

It is possible to save one byte by replacing lines 62 - 03 of this program by

$$
\begin{aligned}
& 02 \cdot \quad \text { (decimal point) } \\
& 03 \mathrm{X}\langle>\mathrm{d}
\end{aligned}
$$

This stores zero in the flay register, clearing all 56 fiags. The we need only to FIX $\&$ to get the desired status of flags 29 and 36-41. The old flay register contents are in $X$ just as before, ready for the subsequent STO d that restores the previous flag settings. To make the $\mathrm{X}<>\mathrm{d}$ instruction using the byte grabiber, start with STO IND 78 followed by AVILW. Grab the STO byte and backarrow. The IND 78 becomes $\mathrm{X}<>$ and the AVILW becomes the d suffix.
2.6
01 LBL"OX"
LB inputs:
62 RCL d
144, 126
03 FIX 2
Ø4 "CUT="
05 ARCL Y
06 STiC d 145, 126
07 RDiN
08 "-:-יV" 243, 127, 12, 86
Line 68 can be constructed using the byte grabber as follows. Key in
01 ENTER $\uparrow$
ש2 " H -XV"
GTO . $001, \mathrm{BG}, \mathrm{GTO} .004$, backarrow, LBL $11, G T O$. $001, \mathrm{BG}, \mathrm{DEL}$ Ø02, backarrow.

| 2.7 | LBL"CMOL" | LB / MK |
| :---: | :---: | :---: |
|  | $62 \mathrm{X}<>\mathrm{Y}$ |  |
|  | Øj STO M | 145, 117 |
|  | $64 \mathrm{X}<>\mathrm{Y}$ |  |
|  | 05 MOD |  |
|  | 06 ST - M | 147, 117 |
|  | 07 LASTX |  |
|  | 08 ST/ M | 149, 117 |
|  | 09 CLX |  |
|  | $16 \mathrm{X}<>\mathrm{M}$ | 206, 117 |

Lines $61-\varnothing 4$ save $y$ in $M$ and $x$ in $L$. Then $y \bmod x$ is subtacted from $M$. Lines $07-10$ divide $M$ by $X$, bring $M$ back to X , and clear M .

## CHAPIER 3

3.1 GTO.. and key in LBL"++", at least 45 +'s, and XEQ"LB". Switch out of PRGM mode, $\mathrm{K} / \mathrm{S}$, and respond to the prompts as follows:

| prompt | response |
| :---: | :---: |
| $1 ?$ | $27 \mathrm{R} / \mathrm{S}$ |
| 2? | $145 \mathrm{~F} / \mathrm{S}$ |
| 3 ? | $119 \mathrm{R} / \mathrm{S}$ |
| $4 ?$ | $146 \mathrm{R} / \mathrm{S}$ |
| 5? | $119 \mathrm{R} / \mathrm{S}$ |
| $6 ?$ | $206 \mathrm{k} / \mathrm{S}$ |
| $7 ?$ | $119 \mathrm{k} / \mathrm{S}$ |
| $1 ?$ | $145 \mathrm{R} / \mathrm{S}$ |
| 2? | $117 \mathrm{R} / \mathrm{S}$ |
| 3? | $150 \mathrm{k} / \mathrm{s}$ |
| 4? | $117 \mathrm{R} / \mathrm{S}$ |
| $5 ?$ | $240 \mathrm{~F} / \mathrm{S}$ |
| $6 ?$ | $153 \mathrm{R} / \mathrm{S}$ |
| 7? | $245 \mathrm{k} / \mathrm{S}$ |
| 1? | $152 \mathrm{k} / \mathrm{S}$ |
| $2 ?$ | $119 \mathrm{k} / \mathrm{S}$ |
| $3 ?$ | $172 \mathrm{k} / \mathrm{S}$ |
| $4 ?$ | $245 \mathrm{R} / \mathrm{S}$ |
| $5 ?$ | $159 \mathrm{k} / \mathrm{S}$ |
| $6 ?$ | $106 \mathrm{R} / \mathrm{S}$ |
| $7 ?$ | $244 \mathrm{k} / \mathrm{S}$ |
| $1 ?$ | $1 \mathrm{R} / \mathrm{S}$ |
| $2 ?$ | $4 \mathrm{k} / \mathrm{S}$ |
| 3? | $5 \mathrm{R} / \mathrm{S}$ |
| 4? | $6 \mathrm{k} / \mathrm{S}$ |
| $5 ?$ | $242 \mathrm{~K} / \mathrm{S}$ |
| $6 ?$ | $127 \mathrm{R} / \mathrm{S}$ |
| $7 ?$ | $96 \mathrm{R} / \mathrm{S}$ |
| 1? | $154 \mathrm{R} / \mathrm{S}$ |
| 2? | $118 \mathrm{R} / \mathrm{S}$ |
| 3? | $152 \mathrm{R} / \mathrm{S}$ |
| 4? | $118 \mathrm{R} / \mathrm{S}$ |
| 5? | $\mathrm{R} / \mathrm{S}$ |

When the program stops you can press SST to get back to

LBL"++" and see your new synthetic instructions.
3.2 Here's a simple nonsynthetic program to compute the LB inputs from XROM numbers. i'his program takes advantage of the fact that 64*(i mod 4) is the same as 256 *FRC(i/4). At the right we note how the stack register contents change through the program. Where there is no entry, the contents of that register are unchanged from the previous step.

| LLL"XRLB" | 1 L | $\underline{x}$ | $\underline{Y}$ | Z | T |
| :---: | :---: | :---: | :---: | :---: | :---: |
| $\mathrm{X}<>\mathrm{Y}$ |  | i | j | z | t |
| 4 |  | 4 | i | j | z |
| / | 4 | i/4 | j | z | z |
| INT | i/4 | INT (i/4) |  |  |  |
| $\mathrm{X}<>\mathrm{Y}$ |  | j | INT (i/4) |  |  |
| LASTX |  | i/4 | j | INT ${ }^{\text {( }}$ ( $/ 4$ ) | z |
| FRC | i / 4 | FRC(i/4) |  |  |  |
| 256 |  | 256 | FRC(i/4) | j | $\operatorname{INT}(\mathrm{i} / 4)$ |
| * | 256 | 64(i mod 4) | j | INT (i/4) | İVT (i/4) |
| + | 64 (i mod | byte 2 | INT(i/4) |  |  |
| $\mathrm{X}<>\mathrm{Y}$ |  | INT(i/4) | byte 2 |  |  |
| 160 |  | 160 | j | byte 2 |  |
| + | 166 | byte 1 | byte 2 | IVTT(i/4) | INT (i/4) |
| END |  |  |  |  |  |

To use XRLB, key in $i$ EIVRER $\ddagger j$ and XEQ"XRLE". The output in $X$ is byte 1 in decimal. Eyte 2 is in the $Y$ register.

Here's a synthetic version of "XRLB" that does not disturb stack registers $Z$ and $T$. At the right are noted the important stack and status register contents as they change through the program.

| LBL"XRLB" | IV | M | $\underline{L}$ | $\underline{X}$ | $\underline{Y}$ | Z | T |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| STO M |  | j |  | j | i | z | t |
| RDN |  |  |  | i | z | t | j |
| 4 |  |  |  | 4 | i | z | $t$ |
| / |  |  | 4 | i/4 | z | t | t |
| Sto N | i/4 |  |  |  |  |  |  |
| FRC |  |  | i/4 | FRC(i/4) |  |  |  |
| 256 |  |  |  | 256 | FRC(i/4) | z | t |
| * |  |  | 256 | $64(i \bmod 4)$ | z | t | t |
| KCL M |  |  |  | j | 64(i mod 4) | z | t |
| + |  |  | j | byte 2 | $z$ | $t$ | $t$ |
| 160 |  |  |  | 160 | byte 2 | z | t |
| $\mathrm{ST}+\mathrm{N}$ | $160+i / 4$ |  |  |  |  |  |  |
| $\mathrm{X}<>\mathrm{N}$ | 160 |  |  | $160+i / 4$ |  |  |  |
| INT |  |  | 166+i/4 | byte 1 | byte 2 | z | t |
| CLA | 6 | $\emptyset$ |  |  |  |  |  |
| END |  |  |  | byte l | byte 2 | z | t |

3.3 Use at least $17+' s$ and execute LB. The 7 inputs are 207, 120, 159, 37, 208, 0, 120.
3.4 Use at least 31 +'s and load decimal values 192, 6, 255,认, 82, 86, 78, 32, 67, 65, 76, 67, 85, 76, 65, 84, 79, 82. PACK to incorporate this new global label into Catalog 1. Since this label is longer than 6 characters it cannot be the object of a G'C IND or XEQ IND instruction.
3.5 The proper LB inputs are $144,124,266,117,266,118$, 145, 117, 206, 117, 206, 125, 145, 125, 242, 127, 6, 206, 125, 144, 117, 145, 125.

## CHAPTER 4

4.2 The decimal byte equivalents required are $244,127, \varnothing$, Ø, 2, 27, 2Ø, 206, 125, 145, 125, 242, 127, Ø, 2ø6, 125, 145,
125. GTO.. and key in LBL "LB". Then in RUN mode do CLA, 125, XTOA, 145, XTOA, 125, XTOA, 2ø6, XTOA, $\emptyset, ~ X T O A, ~ 127$, XTOA, 242, XTOA. GTO "LB", RCL M, STO Q, enter PRGM mode, Q-LOAD, BG, and backarrow twice.

Switch back to RUN mode and do CLA, l25, XTOA, l45, XTOA, 125, XTOA, 206, XTOA, 20, XTOA, 27, XTOA. GTO "LB", RCL M, STO Q, and enter PRGM mode. No PACKing is required here since the 242 byte is not part of a preceding instruction. Thus no direct attachment to the new bytes is required. Still in PRGM mode at LBL "LB", Q-LOAD, BG, and backarrow twice.
Continue with CLA, 2, XTOA, $0, \mathrm{XTOA}, 0, \mathrm{XTOA}, 127, \mathrm{XTOA}$ 244, XTOA. GTO "LB", RCL M, STO $Q$, enter PRGNi mode, Q-LOAD, BG, and backarrow twice. The fact that we did not include the decimal 2 byte in the second group of bytes saved us from the need to PACK before loading the third group. Moreover, this procedure was essential anyhow since the one weakness of Q-loading is its inability to load trailing null bytes. We could not have loaded the sequence hex F4 7F ØD Ø6 successfully by itself.

```
4.3 a) XROM 61,25
    b) XROM 57,26
    c) XROM 27,54
```


## CHAPTER 5

5.1 The byte sequences in hexadecimal are as follows:
a) 4Ø, 47, 48, Øø, Øø, Øø, Øø, Øø, Ø0, 13, 41, Ø0, 14, 25, 15, 42. There was room for the $\Sigma+$ (hex 47), but the $\Sigma$ - opened seven bytes. The RCL $\varnothing 5$ fit in the null that was already present between the 4 and 5 digit entry instructions.
b) $4 \varnothing, 41, E \emptyset, \varnothing \varnothing, \varnothing \varnothing, 92,4 \mathrm{~B}, \varnothing \emptyset, 42,43$. The ST+ 75 takes two of the 3 bytes formerly used by GTO 99.

## APPENDIX A

INSTRUCTION TIMIING

In reading Chapter 2 , you might have wondered how anyone could determine that the synthetic digit entry instruction $E$ executes faster than 1 , or that the decimal point executes faster than the digit zero. In HP-67 days, these results were obtained by keying in a sequence of lø0 or more identical instructions, measuring the time needed to execute the entire sequence, then dividing by the number of instructions in the sequence. Needless to say, this procedure was both laborious and time-consuming.

Synthetic programming permits automation of, the procedure of entering hundreds of copies of a particular instruction. (or even copies of a short sequence of instructions). The proper byte sequences are created and stored, in 7 -byte groups, in contiguous registers. The bytes can then be executed as program instructions by placing the proper code in the program pointer register.

As a measure of the capability of the HP-4l system, the HP $82182 A$ time module allows even the timing of the sequence of synthetically stored instructions to be automated. Clifford Stern has written a synthetic program which uses the time module to time an arbitrary group of one to seven bytes. The program creates and stores as many replicas of the byte group as it can within the unused portion of program memory. It then executes the full sequence of byte groups, measures the elapsed time, divides by the number of identical groups, and displays the resulting time per group.

Table A.l gives typical results for instruction execution time. Emphasis has been placed on instructions for which alternatives are available. If you need a LOG function, it doesn't realy matter how long it takes since you don't have any faster way to calculate the logarithm. But to increment a register, you may be interested to know that the sequence E ,

+ , at 78.7 msec , is slightly slower than the sequence $I S G X$, TEXT 0 , at about 74 msec . If you need the speed you may be willing to use the extra byte of program memory to get it. Other conclusions froni the timing chart are:
- $\mathrm{R} \uparrow \mathrm{R} \uparrow$ is faster than RDN RDN ;
- $X<>$ is faster than $R C L$ but slower than STO ;
- Status register operations are always faster than the corresponding numbered register operations ;
- compilec̆ GTO's are very fast, with XEQ being a bit slower ;
- digit entry is very slow. This is due to the fact that status registers $P$ and $Q$ must be loaded before the X register ;
- For faster numeric entry use $E$ instead of 1 , and the decimal point instead of zero. Note that CLX, SIGN is a much faster way to get 1 .
- For faster entry of negative numbers, use a positive number entry followed by a separate cifs instruction, rather tinar a single instruction containing the nesative number. fress ALPHA ALPHA to terminate the positive number entry, then press CuS to get the separate CHS instruction. CHS is much faster than NEG (negation within a rumber entry instruction).

These results from the timing program are another example of how knowledge of synthetic programming can improve your general programming technique.

If you have a PPC ROM, an extended functions module, and a time module, you can use clifford Stern's program to do sone instruction timing of your own. Here are the instructions:

1) Make sure that there is an END above this program in the Catalog l list. This is necessary to allow the GTO instructions to work properly with the program/data "curtain" positioned at hex 0l0. For further explanation, see "CU" constraint 1 in Section 6C.

## Stack operations

ENTER $\uparrow$ ..... 11.7
X<>Y ..... 10.3
RDN ..... 16.9
R $\uparrow$ ..... 12.0
CLX ..... 9.8
LASTX ..... 13.0
CLST ..... 10.5
SIGN ..... 13.3
CHS ..... 12.5
CLA ..... 9.5
RCL status ..... 20.3
STO status ..... 16.8
X<> status ..... 19.7
Misc instructions
LBL ØØ-14 ..... 10.6
two-byte LBL ..... 13.1
CLD ..... 20.6
TEXT 0 ..... 12.3
AON, AOFF ..... 19.0
ADV (no printer) ..... 9.2
BEEP (flag 26 set) ..... 1042.4
(flag 26 clear) ..... 14.9
DEG19.8
RAD ..... 19.9
GRAD ..... 20.5
PSE ..... 1333.2
NULL ..... 5.7
Storage register operations
STO Øロ-15 ..... 19.3
STO 16-99 ..... 20.6
STO status ..... 16.8
STO IND Øø-99 ..... 32.3
STO IND status ..... 32.1
RCL ØØ-15 ..... 22.8
RCL 16-99 ..... 24.1
RCL status ..... 20.3
RCL IND ©Ø-99 ..... 35.7
RCL IND status ..... 35.6
X<> ØØ-99 ..... 23.4
X<> status ..... 19.7
X<> IND ØØ-99 ..... 35.1
X<> IND status ..... 35.0

| ST+ øø-99 | 38.9 |  |
| :---: | :---: | :---: |
| ST+ status | 35.3 |  |
| ST- 66-99 | 40.8 |  |
| ST- status | 37.3 |  |
| ST* 60゙-99 | 46.8 |  |
| ST* status | 43.0 |  |
| ST/ 60-99 | 49,5 |  |
| ST/ status | 45.8 |  |
| ISG X , TEXT 0 ( skip) | 73.2 | ( $\mathrm{x}=1$ ) |
| (non-skip) | 74.4 | $(\mathrm{x}=-1)$ |
| DSE X , TLXT O (skip) | 72.9 | $(\mathrm{x}=1)$ |
| ( non-skip) | 74.0 | $(\mathrm{x}=2)$ |

Digit Entry

```
    \emptyset
    69.7
    l through 9 59.8
    . 61.8
    E
    53.6
    - (NEG, negates the 66.9
        mantissa or exponent.
        By itself, it places
        a zero in X.)
Miscellaneous multi-byte instructions
\begin{tabular}{lll} 
GTO (O-l4 , compiled & 17.3 \\
GTO(three byte), compiled & 24.5 \\
XEQ, compiled & 35.2 \\
global LBL, & character & 45.4 \\
& 2 character & 49.3 \\
& 3 character & 51.9
\end{tabular}
```

2) Clear flac 02 and set SIZE at least 004 . Clear all timer alarms (you can use the "SA" program from section 4E). Make any key assignments you want now. Do not make any key assignment's (except global labels) after you've started step 3 and before you've finished step 9.
3) Enter the number of registers to be used for storing the byte sequence. The number of registers should be selected to provide an exact multiple of the number of bytes per group of instructions, except that l- and 7-byte groups are always OK. For example if the group is 3 bytes long, the number of registers should be a multiple of 3 . If it
is not a multiple of the number of bytes per group, you'll eventually get DATA ERROR at line ll4. If you pick a multiple of 60 registers, you can't go wrong. XEQ "If" to initialize to this number of registers. The timing program will adjust the SIZE if needed to provide the requested number of free registers below the .END. . If the existing combination of SIZE and free registers is not sufficient to allow the requested number of free registers to be provided for timing, a DATA ERROR message will appear at line 49. If this happens, clear a program or reduce the number of free registers requested and repeat from the beginning of step 3.
4) The "IN" procedure automatically falls into LBL "S", the instruction storage routine. The "S" routine will prompt you for a group of one to seven bytes. Key in a decimal number between $\hat{x}$ and 255 for each byte, and press $\mathrm{R} / \mathrm{S}$ without an input to indicate the end of a byte group. The group of bytes will then be duplicated and stored throughout the initialized block of registers below the .END. and above the key assignments.
5) With flag bl clear the "S" routine halts at LBL "T", the timing routine. At this point the stack is clear. You are free to load the stack as needed for your instruction sequence. Press $R / S$ or XEQ "T" to start the timing. 'I'he result, expressed in milliseconds per group of bytes, is returned in the X register when the timing routine halts. If you happen to have an error condition that causes a halt in the stored instruction sequence, you must press GTO "S" and XEQ 10. You can then store a new sequence of instructions as in step 4 , or simply enter a valid argument and XEQ "T".
6) To repeat the timing for another initial condition, reload the stack and XEX "T" again (do not simply press R/S -- see step 9). If you want to set up the alpha register as well as stack contents, just set flags land 2 before executing "T". The timing routine will stop for
you to load the alpha register (as well as the stack, if you like). Note that "T" can be called as a subroutine for automated timing of the same function with a variety of stack inputs.
7) To switch to timing a different group of instructions, XEQ "S" again. You have the option of setting flag l first if you wish the timing to proceed automatically with a clear stack. Set flags 1 and 2 if you need to load the alpha register for timing.
8) To select a different number of registers for instruction storage, enter the number and XEQ "IN" again.
9) To clear out the free register block at the end of the timing session, press RTN and $R / S$, or just $R / S$ after using the "T" routine.
1ø) Three additional convenience routines are provided in this program. They are each non-prompting versions of the instruction storage routine "S".

XEQ "1" with a decimal input ( $\varnothing$ to 255) to store a sequence of one-byte instructions.

XEQ "2" with a decimal input to store the repeating sequence: one-byte instruction, LASTX. This sequence is helpful when timing unary operations like SIN or LN.

XEQ "3" with a decimal input to store the repeating sequence: one-byte instruction, $X<>$ L. This is useful for timing binary operations like + or MOD. Just initialize by filling the stack with "Y" arguments, then putting the "X" argument in $X$ and executing "T".

When you use "2" or "3" you'll have to separately time LASTX or $X<>L$ and subtract to get the net execution time for the particular function you're timing.

When you time numeric entry instructions, you must separate them so they don't run together into a single huge instruction. Use a null or LASTX, and subtract the time for the separator.

Barcode for the complete instruction timer program is included in Appendix E .

| 61 XRUW ＂RF＂ | 30 CTO 16 | $73+$ | 114 UCT | 153 |
| :---: | :---: | :---: | :---: | :---: |
| Q2 RUIEM |  | 742561 | 115 GTO INT a | 154 ST－L |
| 03 XROH ＂LF＂ | 314LBL＊in＂ | 75 ＋ |  | 155 ARCL $\times$ |
| 04 SROH＊OH： | 3251083 | 767 | 1160LEL 67 | 156 LASTX |
|  | 33 XROM＂F？＂ | 77 ＊ | $117 \times 1$ | 157 Rt |
| 86 I5G \％ | 34 INT | $78 \times \mathrm{ROH}=\mathrm{TFP}$＂ | 118 X\％ 1 | $158 \mathrm{RCL}]$ |
| 67 KROH＂BC＂ | 35 ENTER | 79 H5T0 ${ }^{\text {d }}$ | 119500 |  |
| 88.67013 | $\begin{aligned} & 36 \text { XROM EE?" } \\ & 37 \mathrm{XYY} \end{aligned}$ | 80 BEEP | 12967012 | $\begin{aligned} & 159+\text { LEL } 09 \\ & 160 \mathrm{STO} \text { INI } 2 \end{aligned}$ |
| 994LEL＂3＂ | 38 － | $81+$ LEL 16 | 121＋LBL 84 | 161 ISE 2 |
| 10 ＂t＂ | 3951091 | 82 STOPSH | 122 FIR 1 | $1626700^{6}$ |
| 113 | 46 SILE？ | 83 CLX |  | 163 ISE a |
| 1267001 | $\begin{aligned} & 41 \text { ENTER } t \\ & 42 \mathrm{Rt} \end{aligned}$ | 84 SETSH | 123＊LBL 65 <br> 124 SF 29 | 16467060 |
| 13＊LEL－2＂ | 43 ＋ | 854LBL＂S＂ |  | 165＊LEL 13 |
| $14{ }^{\text {w }}$ | 44 RCL 83 | 86 CF 29 | 125＊LBL 86 | 166 CLI |
| 152 | 45 － | 87 FIX | 126＊LBL 63 | 167 XPY |
| 16 GTO 41 | 467 | 88 CLA | 127－LBL и2 $^{\text {c }}$ | 168 ST0－ |
|  | 47 － | 89 CLX | 128＊LEL 01 | 169 CLST |
| 174LEL ${ }^{\text {1 }}$－ | $48 \times 10$ |  | 129 ASTO x | 170 FC？ 02 |
| 18 CLH | 49 SQRT | $90+$ LBL if | 13017 | 171 FC？${ }^{\text {a }}$ |
| 19 E | 504 | 91 8TOA | 131 RCL a | 172 TOME 8 |
|  | $51+$ | 92 I5G a | 132 \％ | 173 FC？ 61 |
| 20＋LEL 61 | $52 \mathrm{XY7}$ | 93 － | 133 INT | 174 RTH |
| 21 STO a | 53 PSIZE | 94 XB ［ | 134 RCL b |  |
| 22 ASTO | 54 XROH＂OAm＂ | 95 ＂DEC．${ }^{\text {a }}$ | 135 ARCL ？ | 1754LEL＂T＂ |
| 23 CLA | 55 Rt | 96 ARCL a | 136 ISE Y | 176 ARCL 82 |
| 24 AVIEH | 56 E | 97 ＂rㄱ＊ | 137 STO b | 177 XROH＂${ }^{\text {Kit }}$ |
| 25 CF 29 | $57+$ | 98 AlIEl | 138 ＂F＊＊ | 178 SETSH |
| 26 FIX ${ }^{\text {a }}$ | 58 XROH ＂CX＂ | 99 ST0［ | $139 \mathrm{FC} ? 29$ | 179 Y ${ }^{\text {PY }}$ |
| 27 XYH | $59 \times 1$ c | 100 STOP | 146 ＂卜＊＊＊ | 18836 E 5 |
| $28 \times 10 \mathrm{O}$ | 66 RCL 83 | 101 FSTC 22 | 141 RCL ${ }^{\text {a }}$ | 181 ＊ |
| $29 \mathrm{ARCL} Y$ | 61 E | 182 GTO 11 | 142 E 5 | 182 RCL 明 |
|  | $62+$ | 183 CLA | 143 \％ | 183 \％ |
|  | 63 XOY | 104 AYIEH |  | 184 FIX 9 |
|  | $64 \mathrm{XY} \mathrm{y}^{\text {c }}$ | 105 ST0［ | 144＊LEL 12 | 185 TOAE 8 |
| 65 － | m＊＊ | 106 ISE a | 145 RCL 日 3 | 186 ENI |
|  | 66 RCL ［ |  | 146 ＋ | $\mathrm{LBL}^{\text { }} 3$ |
|  | 67 STO 06 | 107＊LBL 16 | 147 HES | LEL＇2 |
| 68 ＊ | $\bar{\chi}$ | 108 RCL 63 | 148 RCL 01 | LBL＇1 |
|  | ＂ | 1097 | 149 W）¢ | LEL＇IN |
|  | 69 ASTO INI 2 | 116 ＊ | 156 RCL ］ | LBL＇s |
|  | 76 RDN | 111 RCL a | 15167069 | LBL＇T |
|  | $71 \times 30$ | 112 \％ |  | ENI 329 BYTES |
|  | $72 \mathrm{x}) 81$ | 11357006 | 1524LEL ${ }^{\text {明 }}$ |  |

The complete instruction timer program listing is shown on the previous page. A few of the synthetic lines have ambiguous representations in the printout. These are listed here together with their decimal equivalents for LB:


## Summary of Error Traps:

Line 49 DATA ERROR means available memory is
insufficient to produce the requested
number of storage registers.

Line 114 DATA ERROR means that the number of bytes per group does not evenly divide the number of registers allocated ("IN") for storage of the full instruction sequence.
Line 115 NONEXISTENT means that you tried to time an ళ-byte group. This program will handle l- to 7-byte groups.

Timer program data register usage:
$\mathrm{R}_{\emptyset \emptyset}=$ scratch (number of instruction groups)
$\mathrm{R}_{\emptyset 1}=$ curtain lowering code (temporarily placed in $c$ )
$R_{ø 2}=$ return pointer for the stored byte sequence
$\mathrm{R}_{\emptyset 3}=$ number of storage registers
If any of $\mathrm{R}_{\emptyset 1}$ through $\mathrm{R}_{\emptyset 3}$ are altered, you must re-initialize (enter the number of registers and XEQ"IN").

MORSE CODE AND STO b

The idea of using the HP-4l to produce machine-perfect Morse code was introduced by Richard Nelson (the founder of PPC and editor of the PPC Calculator Journal) on page 50 of the February 1980 PPC CJ. His program employed the synthetic TONE $P$, but at that time synthetic programming was in its infancy, so the execution logic was confined to standard techniques. As a result, transmission speed was only about 6 words per minute. However a General class amateur radio license requires you to be able to receive 13 words per minute. Conventional methods are clearly inadequate to produce code at this speed.

Clifford Stern has written a Morse code program that brings the full power of synthetic programming to bear on the problem. To understand the technique used, first consider the following execution loop which appeared in an earlier version of this program:

$$
\begin{array}{lll}
\text { LBL } & 61 & \\
\text { RCL } & \text { IND } & \text { L } \\
\text { XEQ } & \text { IND } & \text { X } \\
\text { ISG } & \text { L } & \\
\text { GTO } & \emptyset 1 &
\end{array}
$$

The individual characters of the message have been stored in a series of data registers, and the LASTX register contains a counter for those registers. The $k C L$ IND $L$ instruction puts a single character in the $X$ register, then $X E Q$ IND $X$ calls a short tone routine corresponding to the character in $X$. For example if $X$ contains the letter "C", then the following sequence is executed:

LBL "C"
TONE 8
TOINE P
TONE 8
TONE $P$
TONE 8
RTN

The simplicity of this procedure is due to the use of synthetic single-character global labels. These are used for three of the punctuation marks and the letters $A$ through $J$. The non-synthetic labels for those letters are local, not global, and cannot be the object of indirect addressing.
however, speed is still a problem with this approach. Because XEQ IND $X$ has to search Catalog $l$ to find the proper tone sequence, it requires a relatively long time to execute. In fact, 16 milliseconds per label is spent climbing up the global label chain from the. END. in the search for a specified global label. 7 'his causes a noticeable delay for labels placed high in the catalog.

The major breakthrough for this Morse code program is replacing XEQ IND $X$ with a STO b instruction so as to jump directly to each tone sequence. Not only does this provide a dramatic breakthrough in speed, but it is a striking example of how synthetic programming makes possible that which cannot be done by normal means, no matter how elaborate. In effect, synthetic techniques are used to compile indirect branching addresses.

Some details have to be considered when applying this procedure. First, there must be a method to determine the correct address to branch to. This is accomplished here by inserting a RCL b instruction before each set of tones; for example:

LBL "C"
RCL b
TONE 8 (STO b will cause execution to pick up here)
TONE P
TONE 8
TONE P
RTN

The sequences are called with flag 26 clear during the setup process. The RCL b results are incorporated into codes which are stored in a series of data registers. The other detail to be taken care of is the inclusion of return addresses in the code so that the RTN at the end of each tone sequence brings execution back to the ISG L instruction.

For the ultimate in speed, the GTO 01 instruction is replaced by a RTN. A second return address is included with the one just discussed to make this work. This second return address is set up to transfer execution directly to the RCL IND L instruction, eliminating the need for LBL $0 l$. Furthermore, RTN is $15 \%$ faster than a compiled two-byte GTO.

The primary pointer and two return pointers account for six bytes of each STO b code. The leading byte is taken from row l of the QRC to avoid normalization problems when recalling the stored codes from data registers. (The fact that the first byte is from row $l$ guarantees that the code will be treated as legitimate alpha data.) Because the leftmost byte is nonzero, a STOP instruction, rather than a KTN, is required to halt execution.

In the system used here, both of the return pointers are constructed by normal subroutine calls. This technique is much simpler than synthesizing the pointers because it does not require calculation of the program's location in memory or merging return addresses onto a program pointer. The first return pointer is constructed by the XEQ IND $T$ instruction at line 58, while the second pointer is constructed by XEQ $\varnothing 5$ at
line 45. Thus the RCL b instruction preceding each set of tones provides the complete code for storage, since the two returns are pending at that time.

The result is a Morse code program that produces code at 16 words per minute -- a substantial improvement over conventional methods. Also, the true capacity of the ALPHA register is highlighted, as 28 characters may be entered at a time during the setup phase. This capability is made possible by the fact that the calculator remains in ALPHA mode during data entry (see the information on status register $p$ in Section 6A). Ambitious synthetic programmers should also consult the $P$ register sumnary on page 13 of the July 1981 PPC CJ for full details of how the digit entries on lines 42 and 52 are used to modify the $P$ register.

Here are the instructions for using Clifford's Morse code program "MC":
l) Execute a SIZE of at least one greater than the number of characters in the message.
2) XEX "MC". Enter the message in groups of 1 to 28 characters. The tone prompt that signals the end of the standara ALPHA register indicates here that 4 more characters can still be entered. Press $R / S$ to process each group. If you get NOINEXISTENT, increase the SIZE and start over.
3) Push $\mathrm{R} / \mathrm{S}$ without making an entry to transmit the message. Press $R / S$ or XEQ $1 \%$ to repeat the message.
4) To get slower code output, insert any instructions which do not affect LASTX between lines 45 and 46 and XEQ "MC" again. This change increases the character spacing.

If you have an optical wand, use the barcode in Appendix E to load the Morse code program. If you do not have a wand,
there are a few things you can do to speed up keying in the program.

The following synthetic key assignments will facilitate keying in "MC" from the listing: l59, $12 \varnothing$ (TONE P); 159, 8 (TONE 8); and 2ø5, $\varnothing$ (the global label counterpart of the Q-loader). This last assignment was discovered by Tom Cadwallader, and can be used to produce the required synthetic labels. For example to create LBL "A", key in XEQ A or LBL A. This loads the character "A" into the $Q$ register. Delete that instruction (if you were in PRGM mode when you keyed it in), and press the assigned key in PRGM mode to create LBL "A". This procedure was discovered by Valentin Albillo, another synthetic programming pioneer, and can be used to key in the program's global labels for A-J.

A different process must be used to produce labels for the colon, period, and comma. One method is to enter the. punctuation mark into the ALPHA register, ASTO $X$, and press GTO IND X (all in RUN mode). This loads the punctuation mark into Q. After NONEXISTENT appears, switch to PRGM mode and press the assigned key to obtain the corresponding global label.

As an alternative, the byte grabber can be used to synthesize any of these labels:
$\emptyset 1$ ENTER $\uparrow$
ø2 STO IND 66
63 SIN
$\emptyset 4$ "Z:"

LB inputs:
192,
$\emptyset, \quad(a n y$ value is $O K)$
242, ©, character byte.

Pressing the byte grabber at line $\emptyset 1$ removes the STO byte and creates LBL ":" . PACKing is essential to incorporate these synthetic labels into the global chain, regardless of the means by which they are created.

| 日1＊LDL $\mathrm{mi}^{\text {a }}$ | 4461065 | 84 SIGN | 1234LEL ：＂ | 164 RTN |
| :---: | :---: | :---: | :---: | :---: |
| 929F26 | $45 \times \mathrm{XE}$ 9 95 | 85570 F | 124 RCL b |  |
| 63： $\mathrm{m}^{\text {a }}=$ | 46 RCL INI L |  | 125 TONE $\uparrow$ | 1654LBL ${ }^{7} 7^{\text {\％}}$ |
| 04 X＜${ }^{\text {P }}$［ | 47570 b | 864 LBL 16 | 126 TONE 8 | 166 RCL b |
| $05 \mathrm{x}) \mathrm{d}$ |  | 87 RCL 日1 | 127 TONE $\uparrow$ | 167 TONE 8 |
| $66 \mathrm{FCL} b$ | 484LDL 63 | 88570 | 128 TONE 8 | 168 TONE 8 |
| 07 FCOC 26 | 49 ST0 INI L |  | 129 TONE $\dagger$ | 169 TONE $\uparrow$ |
| 0867001 | 56 RIH | 894LEL $=:$ | 130 TOME 8 | 178 TONE $\uparrow$ |
| B9 CLA |  | 90 RCL b | 131 RTN | 171 TONE $\uparrow$ |
| 16 HSTO 2 | $51+$ LBL 84 | 91 TONE 8 |  | 172 RTH |
| $11 \times 1$ | 52 | 92 TONE 8 | 1324LEL＝＂ |  |
| 12 SIGN | 53 ＂卜\％ | 93 TONE 8 | 133 RCL b | 1734LEL ${ }^{6}{ }^{\text {＂}}$ |
| 13 HSTO \％ |  | 94 TONE $\uparrow$ | 134 TONE 8 | 174 RCL b |
| 14 ＂¥＂ | 54＊LBL 95 | 95 TONE $\uparrow$ | 135 TONE 8 | 175 TONE 8 |
| 15 HRCL | $55 \mathrm{XC)}$＋ | 96 TONE $\dagger$ | 136 TONE $\uparrow$ | 176 TOME $\dagger$ |
| 16 ASTO b | 56 RDH | 97 RTH | 137 TONE $\dagger$ | 177 TONE $\uparrow$ |
|  | 57 SF 25 |  | 138 TONE 8 | 178 TONE $\dagger$ |
| 174LBL 01 | 58 YEQ INT T | 98＊LBL $=-{ }^{\text {－}}$ | 139 TOHE 8 | 179 TONE $\dagger$ |
| 189526 | 59 ISG L | 99 RCL b | 148 RTN | 188 RTH |
| 19 ＂CHARACTERS？＂ | 60 RTH | 100 TONE 8 |  |  |
| 20 PROMPT | 61 FS？C 25 | 101 TONE + | 141＊ $\mathrm{LBL}=\mathrm{B}^{=}$ | 181＊LBL－5＂ |
| 21 Fl？C 23 | 62 GTO 03 | 102 TONE $\uparrow$ | $142 \mathrm{RCL} b$ | 182 RCL $b$ |
| 22 GT0 66 | 63 FS ？ 26 | 103 TONE $\uparrow$ | 143 TONE 8 | 183 TONE $\dagger$ |
| 23 UIEH 2 | 64 GT0 07 | 104 TONE 8 | 144 TONE 8 | 184 TONE $\dagger$ |
| 24 CF 26 | 65 DSE L | 105 ETH | 145 TOHE 8 | 185 TONE $\uparrow$ |
| 25 CLX | 66 FC？C 95 |  | 146 TONE 8 | 186 TONE $\uparrow$ |
| 26 EHTER ${ }^{*}$ | 6767001 | 186＊LEL＂；＂ | 147 TONE 8 | 187 TONE $\uparrow$ |
|  | 685101 | 107 RCL b | 148 RTH | 188 RTH |
| $28 \mathrm{X}=\mathrm{Y}$ ？ | 69 GTO 84 | 188 TONE 8 |  |  |
| 29 GTO 92 |  | 109 TONE $\dagger$ | 1494LBL＂9＂ | 1894 LBL ${ }^{4 \%}$ |
| 365 F 5 | 704 LBL 66 | 110 TONE 4 | 150 RCL b | 190 RCL b |
| $31 \times 1$ ¢ | 71 LASTX | 111 TONE 8 | 151 TONE 8 | 191 TOHE $\dagger$ |
| 32 \％） | 72 E3 | 112 TONE $\uparrow$ | 152 TONE 8 | 192 TONE $\uparrow$ |
| $33 \mathrm{~K})$［ | $73+$ | 113 RTH | 153 TONE 8 | 193 TOHE $\uparrow$ |
| 34 XPY | 74 LASTX |  | 154 TONE 8 | 194 TONE $\dagger$ |
|  | 75 \％ | $114 *$ LBL $=?$ | 155 TONE $\uparrow$ | 195 TONE 8 |
| 354 LBL 62 | 7651080 | 115 RCL b | 156 RTH | 196 RTH |
| 36 ＂ト＂ | 77 SIGN | 116 TONE $\dagger$ |  |  |
|  | 78 Rt | 117 TONE 4 | 1574LBL ${ }^{8} 8^{\prime}$ | 1974LEL＂3＂ |
| $38 \mathrm{x}=0$ ？ | 79 ST0 d | 118 TONE 8 | 158 RCL b | 198 FCL b |
| 39 GT0 62 | 88 RCL 61 | 119 TONE 8 | 159 TONE 8 | 199 TOHE $\uparrow$ |
| 40 ST0 | 81570 b | 129 TONE $\uparrow$ | 160 TONE 8 | 290 TONE $\dagger$ |
| 41 RDH |  | 121 TONE $\uparrow$ | 161 TONE 8 | 291 TONE $\uparrow$ |
| 426 | 824 LEL 87 | 122 RTH | 162 TONE | 292 TONE 8 |
| 43 FC？C 29 | 83 RCL 80 |  | 163 TONE | 203 TONE 8 |



Three of the text instructions in the Morse code program appear in an ambiguous form in the printed listing. These are:
line
03
36
53

| hex | decimal |
| :---: | :---: |
| F4 2C Øl 80 81 | 244441128129 |
| F'2 7F øø | 242127 ø |
| F2 7F $\quad$ ¢ | 2421270 |

Here is a list of sources for information on fle-4l synthetic programming:
 frogramming Center, a non-profit, public benefit California corporation dedicated to personal computing. The issues from July 1979 (Volume 6, Number 4) to the present contain a wealth of information on the HP-4l in general, and on synthetic programming in particular. The PPC CJ is still the most up-to-date and comprehensive source for synthetic programs, techniques, and discoveries.

To obtain a PPC membership application and a price list for back list for back issues of PPC CJ, send a 9"by 12" self-addressed stamped envelope with 3 ounces of postage to:

PPC
2545 W. Camden Place
Santa Ana, CA, 92764
To speed the processing, mark the lower left corner of your outer envelope with "New member info plus HP-4l back issues." You don't need to enclose a letter; it will only slow things down.
2. PPC Technical inotes, published by the Melbourne, Australia chapter of PPC. PPC TN is a smaller-scale publication than $P P C C J, ~ b u t ~ i t ~ s p e c i a l i z e s ~ i n ~ s y n t h e t i c ~$ programming. Issue number 9 contains the best summary of HP-4l microcode currently available. The current subscription price is $2 \emptyset$ Australian dollars per year to US and Europe. Mail Australian currency, a check payable through an Australian bank, or an Australian currency money order to:
R.M. Eades
P.O. Box 15

Hampton, Victoria, 3188
AUSTRALIA

Since the subscription rate may have changed by the time you read this, be prepared to send an additional payment.
3. PPC-UK Journal, published by the United Kingdom chapter of PPC. PPC-UK $J$ is a relatively new publication, but so far it has placed considerable emphasis on tutorials and other helpful information for beginners. For more information and a membership application, send a self-addressed stamped envelope to:

David M. Burch
Astage
Rectory Lane
Windlesham, Surrey
GU2Ø 6BW
EIVGLAND

Overseas inquiries should include an addressed envelope with an international postal reply coupon or two magnetic cards in lieu of postage.
4. The Hewlett-Packard Users' Library catalog contains a few synthetic programs. The Users' Library did not accept synthetic programs until January 1982, so the current catalog may not reflect the extent of synthetic programs in the Library.
l'he current membership fee for the Users' Library is $\$ 20.00$ in the US or Canada, and $\$ 36.00$ elsewhere. Mail your payment in the form of a check payable through a US bank to:

HP Users Library
1ゆ叩Ø N.E. Circle Boulevard
Corvallis, Oregon 97330
5. HP Key Notes, published 3 times a year by HewlettPackard. A limited number of synthetic programs have appeared in Key Notes since the January 1982 initiation of synthetic programming to the Users' Library. Key Notes is a bargain at the current rate of $\$ 5$ per year for $U S$ and Canadian residents. Residents of other countries can obtain Key Notes with a Users' Library membership. Send a check drawn on a US bank to:

HP Key Notes
1000 N.E. Circle Boulevard
Corvallis, Oregon 97330
For 1982, a Users' Library membership carries with it a free Key Notes subscription. This offer may or may not be continued through 1983.
6. Synthetic Programming on the HP-4lC, a book by Bill Wickes, published by Larken Publications. This book was the first compilation of synthetic programing information and techniques. because it was written in l986, Wickes' book does not contain any examples using the byte grabber or Extended Functions module or Time Module functions. fievertheless it remains a excellent reference book. Wickes's approach is substantially different than that of HP-4i Synthetic Programming Made Easy. Each subject is covered in full depth before the next subject is begun.

If you want to learn more about synthetic programming, I strongly recommend that you read "Synthetic Programming on the HP-4lC". The knowledge you've gained from reading HP-41 Synthetic Programming Made Easy will enable you to get through Bill wickes's book more quickly and with better understanding of the details. Wickes's book contains several interesting synthetic programs together with line-by-line analysis that will help complete your mastery of synthetic programming.
"Synthetic Programming on the HP-4lC" is available at many calculator dealers and college bookstores. Alternatively,
you may mail your order to:
Larken Publications
Dept. SPME
4517 NW Queens Ave.
Corvallis, Oregon, 97330
U.S.A.

The current price is $\$ 11$ postpaid, by surface mail. For airmail, add: for USA, Mexico, Canada $\$ 1$, for Europe and South America $\$ 2$, for elsewhere $\$ 3$. Payment should be in the form of a check payable through a US bank.
7. The PPC ROM User's Manual, which accompanies the PPC ROM. The PPC ROM is a custom ROM module for the HP-4l designed by PPC members and manufactured by fiewlett-Packard. The PPC ROM contains over 60 synthetic programs, each of which is analyzed line-by-line in the User's Manual.

By the time you read this, the PPC ROM may be available at calculator dealers. You may also order the PPC ROM from Personal Programing Center. For price and ordering information mail a self-addressed stamped envelope to :

PPC
2545 W Camden Place
Santa Ana, CA 92704
Mark the lower left corner of your outer envelope "PPC ROM ordering info". A substantial discount is available to PPC members. 'r'his discount could almost pay for your first year's membership.
8. Calculator Tips and Routines_(Especially for the HP-4lC/4lCV), edited by John Dearing, published by Corvallis Software Inc. This book contains listings for many of the PPC ROM routines, some of which are synthetic. A great number of nonsynthetic programming tricks are also described.
"Calculator Tips and Routines" is available from dealers or directly from :

Dept. SPME
P.O. Box 1412

Corvallis, uregon 97339-1412
U.S.A.

The current price is $\$ 15$ within the USA and Canada, $\$ 26$ elsewhere, airmail postpaid. Payment should be in the form of a check in US dollars, payable through a US bank.
9. The pocket-sized (3-1/2 inch by 6 inch) compilation of synthetic programming information. Slightly wider than than the plastic Quick Reference Card for Synthetic Programming (so that the card will fit inside), the booklet contains XROM listings, a memory map, a byte table, tone tables, function timings, and some more exotic goodies. This is a reference book and not a "how to" book. However reference to the PPC Calculator Journal and other sources are included where further explanation is required. The HP-4l SYNTHETIC Quick Reference Guide is available from:
J.J. Smith

Dept. SPME
19451 Mesa Drive
Villa Park, CA 92667
USA
The price is $\$ 5 . \emptyset \emptyset$ plus postage of $\$ 1 . \emptyset \emptyset$ (US or Canada) or $\$ 2.00$ (elsewhere). Instead of postage you may include a self-addressed stamped envelope with sufficient postage for two ounces.

1ø. The HP-41C Quick Reference Card for Synthetic Programming. Extra copies of this $2-7 / 8$ inch by 6 inch plastic card are available from some dealers and college bookstores. Check the dealer from whom you bought this book.

Alternatively you may mail your order to:
Synthetix
Dept. SPME
1540 Mathews Ave.
Manhattan Beach CA 90266 USA
The price is $\$ 3$ per card plus $\$ 1.50$ per order shipping charge. US oráers can enclose a self-adaressed stamped envelope in lieu of the shipping charge. Payment should be in the form of a check payable through a US bank. If this is a problem, US currency is equally acceptable.

An earlier, more compact, black-and-white version of the QRC is also available while supplies last. It is $2-5 / 8$ inch by 4-1/2 inch, so like the QRC it fits in the HP-4l carrying case alongsiae the calculator. Called the "HP-4lC Combined Hex/Decimal Byte Table", it contains essentially the same basic byte table as the QRC. The only noticeable differences are the lack of a flag listing, multi-byte structure summary, and color tinting. The price is lower than the QRC at $\$ 2$ for one card plus either $\$ 1$ shipping or a self-addressed stamped envelope. Additional cards on the same order are $\$ 1$ each to USA, Canada, and Mexico, $\$ 1.26$ each to other countries. Checks (payable through a US bank) should be made payable and mailed to: Keith Jarett, Dept. SPME, 1540 Mathews Ave., Manhattan Beach, CA 9ø266 USA.

## APPENDIX D

## THE QUICK REFERENCE CARD FOR SYNTHETIC PROGRAMMING ("QRC")

The QRC is a 2-7/8 inch by 6 inch plastic card that contains a wealth of information that is essential for synthetic programming. Each copy of HP-4l Synthetic Programming Made Easy comes with a QRC on the back cover.

The leftmost two-thirds of the QRC is occupied by a byte table. E゙ach box in the byte table illustrates the several possible interpretations of a byte. Refer to the "Legend for the ©RC" on the next page. These equivalences are introduced and explained in Chapters 1 and 2.

Display characters are not shown for the second half of the byte table (rows 8 through $F$ ), since they are all starbursts (all l4 segments lit). This allows the full indirect suffix equivalents to be shown on the second line of each box. Printer characters shown are those that result from PRA when the byte in question resides in the ALPHA register. At the bottom of each half of the byte table are binary equivalents for the hexadecimal digits $\emptyset$ through $F$.

To the right of the first half of the byte table is a summary listing of the functions of all 56 HP-4l flags. Next to the second half of the byte table is a quick reference summary of $L B$ inputs (decimal byte equivalents) for each type of instruction. Chapter 3 covers this subject.

Obscure aspects of the QRC: Characters from rows 8 through $F$ disappear in printed program listings (not PRA output), except that characters that are shaded will cause additional strange behavior (see Section 2E). Row 0 shows the required $M K$ inputs, $\emptyset$ through 15 , for non-programmable functions in small letters. See Section 4A for details. Row 1 includes the $W^{\top}$ function which has no effect except to lock up the keyboard until the batteries are removed. The SPARE bytes will form two-byte No Operation instructions.

If this summary of the QRC seems confusing, you probably haven't read Chapters 1 and 2. Go back and read them!


## Legend for the QRC



| HP－41C QUICK REFERENCE CARD FOR SYNTHETIC PROGRAMMING |  |  |  |  |  |  |  |  |  |  |  |  |  | （C）1982，SYNTHETIX |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | A | B | C | D | E | F |  |
|  | CAT | （G） | DEL | COPY | CLP | R／S | SIZE | BS | SST | O | PAC | $\bigcirc($ PRGM ） | USR／P／A | 2 | SHIF | ASN |  |
| 0 | NULL 00 0 | $\begin{array}{\|ll\|} \hline \text { LBL } & O C \\ 01 & \bar{x} \\ 1 & x \end{array}$ | $\begin{array}{\|lll} \hline \text { LBL } & 01 \\ 02 & \text { 䱚 } \\ 2 & \bar{x} \\ \hline \end{array}$ | $\begin{aligned} & \hline \text { LBL } 02 \\ & 03 \\ & 3 \\ & 3 \\ & \hline \end{aligned}$ | $\begin{array}{\|lll} \hline \text { LBL } & 03 \\ 04 & \bar{i} \\ 4 & \alpha \\ \hline \end{array}$ | $\begin{array}{\|lll} \hline \text { LBL } & 04 \\ 05 & \bar{j} \\ 5 & \beta \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline \text { LBL } & 05 \\ 06 & \text { T } \\ 6 & \Gamma \\ \hline \end{array}$ | $$ | $\begin{array}{\|ll\|} \hline \text { LBL } & 07 \\ 08 & \text { 刃 } \\ 8 & \Delta \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline \text { LBL } & 08 \\ 09 & \text { W } \\ 9 & 0 \\ \hline \end{array}$ | $\begin{array}{ll} \hline \text { LBL } & 09 \\ 10 & \text { 刃 } \\ 10 & + \\ \hline \end{array}$ | $\begin{array}{ll} \hline \text { LBL } & 10 \\ 11 & \text { 刃ix } \\ 11 & \lambda \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline \text { LBL } & 11 \\ 12 & \ddots \\ 12 & \mu \\ \hline \end{array}$ | $$ | $\begin{array}{\|lll} \hline \text { LBL } & 13 \\ 14 & \text { 3 } \\ \hline 14 & \tau \\ \hline \end{array}$ | $\begin{array}{ll} \hline \text { LBL } & 14 \\ 15 & \text { an } \\ 15 & \ddagger \\ \hline \end{array}$ | 0 |
| 1 | $\begin{array}{ll} 0 & \\ 16 & \text { 䍘 } \\ 16 & 日 \end{array}$ |  | $\begin{array}{\|ll\|} \hline 2 & \\ 18 & \text { 罣 } \\ 18 & \delta \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline 3 & \\ 19 & \text { 畕 } \\ 19 & \text { A } \\ \hline \end{array}$ | $\left[\begin{array}{ll} 4 & \\ 20 & \text { 畨 } \\ 20 & \dot{a} \\ \hline \end{array}\right.$ | $\begin{array}{\|ll\|} \hline 5 & \\ 21 & \text { \% } \\ 21 & \text { Ä } \\ \hline \end{array}$ | $\begin{array}{ll} 6 & \\ 22 & \text { 啬 } \\ 22 & 0 \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline 7 & \\ 23 & \text { 畨 } \\ 23 & \mathbf{0} \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline 8 & \\ 24 & \text { 思 } \\ 24 & 0 \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline 9 & \\ 25 & \text { 眷 } \\ 25 & 0 \\ \hline \end{array}$ | $\begin{array}{ll} 26 & \text { 審 } \\ 26 & \text { ü } \\ \hline \end{array}$ | $\begin{array}{ll} \hline \text { EEX } & \\ 27 & \text { \% } \\ 27 & \text { IE } \\ \hline \end{array}$ | NEG 28 28 28 oe | $\begin{array}{ll} 29 \\ 29 \neq \end{array}$ | $\begin{array}{\|ll\|} \hline \text { XEQ } & \mathbf{T} \\ 30 & \text { 图 } \\ 30 & £ \\ \hline \end{array}$ | $W^{\top}$ 31 罳 31 浆 | 1 |
| 2 | RC 32 32 | $\begin{array}{\|ll\|} \hline \text { RCL } & 0 \\ 33 & \vdots \\ 33 & ! \\ \hline \end{array}$ | $\begin{array}{\|ll} \hline R C L & 02 \\ 34 & " \\ 34 & \cdot . \end{array}$ | $\begin{array}{ll\|} \hline \text { RCL } & 03 \\ 35 & 1 \\ 35 & \# \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline \text { RCL } & 04 \\ 36 & \mathbb{5} \\ 36 & 5 \\ \hline \end{array}$ | RCL 05 <br> 37 $\%$ <br> 37 $\%$ | RCL 06 <br> 38 8 <br> 38 8 <br>  8 | $\begin{array}{\|ll\|} \hline \text { RCL } & 07 \\ 39 & \cdot \\ 39 & \cdot \\ \hline \end{array}$ | $\begin{array}{\|lc\|} \hline \text { RCL } & 08 \\ 40 & \vdots \\ 40 & < \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline \text { RCL } & 09 \\ 41 & \vdots \\ 41 & 3 \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline \text { RCL } & 10 \\ 42 & * \\ 42 & * \\ \hline \end{array}$ | $\begin{array}{ll} \text { RCL } 11 \\ 43 & \div \\ 43 & + \\ \hline \end{array}$ | $\begin{array}{lll} \hline \text { RCL } & 12 \\ 44, & , f \\ 44 & , \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline \text { RCL } & 13 \\ 45 & - \\ 45 & - \\ \hline \end{array}$ | $\left.\begin{array}{\|cc\|} \mathrm{RCL} & 14 \\ 46 & 3 \\ 46 & - \end{array} \right\rvert\,$ | $\begin{array}{lll} \hline \text { RCL } & 15 \\ 47 & \prime \\ 47 & - \\ \hline \end{array}$ | 2 |
| 3 | $\begin{array}{ll} \hline \text { STO } & 00 \\ 48 & \hat{U} \\ 48 & 0 \\ \hline \end{array}$ | $\begin{array}{\|cc} \hline \text { STO } & 01 \\ 49 & 1 \\ 49 & 1 \\ \hline \end{array}$ | $\left\|\begin{array}{ll} \text { STO } & 02 \\ 50 & 2 \\ 50 & 2 \end{array}\right\|$ | $\begin{array}{ll} \text { STO } & 03 \\ 51 & 3 \\ 51 & 3 \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \text { STO } & 04 \\ 52 & 4 \\ 52 & 4 \end{array}$ | $\left\|\begin{array}{ll} \text { STO } & 05 \\ 53 & 5 \\ 53 & 5 \end{array}\right\|$ | $\begin{array}{ll} \text { STO } & 06 \\ 54 & 6 \\ 54 & 6 \\ \hline \end{array}$ | $\left\|\begin{array}{ll} \text { STO } & 07 \\ 55 & 7 \\ 55 & 7 \end{array}\right\|$ | STO 08 <br> 56 8 <br> 56 8 | STO 09 <br> 57 9 <br> 57 9 | $\left\lvert\, \begin{array}{cc} \text { STO } & 10 \\ 58 & : \text { 娄 } \\ 58 & : \\ \hline \end{array}\right.$ | $\begin{aligned} & \hline \text { STO } 11 \\ & 59, \\ & 59 ; \end{aligned}$ | $\begin{array}{\|lc\|} \hline \text { STO } & 12 \\ 60 & \angle \\ 60 & < \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline \text { STO } & 13 \\ 61 & = \\ 61 & = \\ \hline \end{array}$ | STO 14 <br> 62 $\vdots$ <br> 62 $\vdots$ | $\begin{array}{lc\|} \hline \text { STO } & 15 \\ 63 & ? \\ 63 & ? \\ \hline \end{array}$ | 3 |
| 4 |  | $\begin{array}{ll} 65 & A \\ 65 & \mathrm{~A} \end{array}$ |  |  | $\begin{array}{\|l\|} \hline X<Y ? \\ 68 \\ 68 \\ \hline \end{array}$ | $\begin{aligned} & X>Y ? \\ & 69 \\ & 69 \\ & \hline 6 \end{aligned}$ | $\begin{array}{ll} 70 & \mathrm{~F} \\ 70 & \mathrm{~F} \\ \hline \end{array}$ | 715 | $\begin{array}{ll} 72 & H \\ 72 & H \end{array}$ | $\begin{array}{\|ll\|} \hline 73 & I \\ 73 & I \\ \hline \end{array}$ | $\text { لـ } 74 \text { لـ }$ |  |  | $\begin{array}{\|ll\|} \hline \% & \mathrm{CH} \\ 77 & \mathrm{M} \\ 77 & \mathrm{M} \\ \hline \end{array}$ | $\begin{array}{ll} \hline P \rightarrow R \\ 78 & \mathrm{iv} \\ 78 & \mathrm{~N} \end{array}$ | $\begin{array}{\|ll\|} \hline R \rightarrow P \\ 79 & 0 \\ 79 & \square \\ \hline \end{array}$ | 4 |
| 5 |  | $\begin{array}{\|ll\|} \hline X \uparrow 2 & \\ 81 & \mathrm{D} \\ 81 & \mathrm{a} \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline \text { SQRT } \\ 82 & R \\ 82 & R \\ \hline \end{array}$ |  | $\begin{array}{ll} \text { CHS } \\ 84 & \text { T } \\ 84 & \text { T } \\ \hline \end{array}$ |  | $\begin{array}{\|ll} \hline \text { LOG } \\ 86 & \\ 86 & v \\ \hline \end{array}$ | $\begin{array}{ll} 87 & \mathrm{w} \\ 87 & \mathrm{~W} \end{array}$ | $\begin{array}{ll} 88 & K \\ 88 & X \end{array}$ | $\begin{array}{\|ll\|} \hline \text { SIN } & \\ 89 & \ddots \\ 89 & \mathrm{r} \\ \hline \end{array}$ | $\begin{array}{\|lll} \hline \text { COS } & \\ 90 & 2 \\ 90 & 2 \\ \hline \end{array}$ | $$ | $\begin{aligned} & \text { ASIN } \\ & 92 \\ & 92 \end{aligned}$ | $\begin{array}{\|lll} \hline \text { ACOS } \\ 93 & - \\ 93 & J \\ \hline \end{array}$ | $\begin{array}{\|l\|} \hline \text { ATAN } \\ 94 \\ 94 \\ \hline \end{array}$ | $\begin{aligned} & \rightarrow \mathrm{DEC} \\ & 95 \quad- \\ & 95 \quad- \end{aligned}$ | 5 |
| 6 |  | ABS 97 © $97 \quad$ a |  |  | $\begin{aligned} & X>0 ? \\ & 100 \\ & 100 d \end{aligned}$ | $\begin{aligned} & 101 e \\ & 101 e \\ & \hline \end{aligned}$ | $\begin{array}{ll} X<0 \\ A & \text { ? } \\ 102 & f \\ \hline \end{array}$ | B 1039 | $\begin{array}{ll} \mathrm{C} & \text { 柬 } \\ 104 & \mathrm{~h} \end{array}$ | FRC <br> D <br> 105 i |  | $\begin{array}{ll} R \rightarrow D \\ F & \text { 类 } \\ 107 & k \end{array}$ | $\begin{array}{ll} G & \text { 图 } \\ 1081 \end{array}$ | $\begin{aligned} & \hline \rightarrow H R \\ & H \\ & 109 \text { m } \\ & \hline \end{aligned}$ |  | $\begin{array}{ll} \hline \rightarrow \mathrm{OCT} \\ \mathrm{~J} & \\ 111 \\ 111 & 0 \\ \hline \end{array}$ | 6 |
| 7 | $\begin{array}{\|ll} \mathrm{CL} \mathrm{\Sigma} & \\ \mathrm{~T} & \text { 刃is } \\ 112 & \mathrm{R} \end{array}$ |  |  |  | $\begin{array}{ll} \mathrm{R} \uparrow & \\ \mathrm{~L} & \text { 畨 } \\ 116 & \text { t } \\ \hline \end{array}$ |  |  | CLX <br> 0］＊ <br> 119 w |  | $Q_{-}{ }^{\text {畨 }}$ 121 | $\begin{array}{\|l\|} \hline \text { SIGN } \\ \vdash^{T} \text { 米 } \\ 122 ~ z \\ \hline \end{array}$ |  | MEAN b 畧 124 I | $\begin{aligned} & \text { SDEV } \\ & \mathrm{c} \text { : } \\ & 125 \rightarrow \end{aligned}$ |  | $\begin{array}{ll\|} \hline \text { CLD } \\ e & \\ 127 & \vdash \\ \hline \end{array}$ | 7 |
|  | $\begin{gathered} 0 \\ 0000 \end{gathered}$ | $\begin{gathered} 1 \\ 0001 \end{gathered}$ | $\begin{gathered} 2 \\ 0010 \\ \hline \end{gathered}$ | $\begin{gathered} 3 \\ 0011 \\ \hline \end{gathered}$ | $\begin{gathered} 4 \\ 0100 \\ \hline \end{gathered}$ | $0101$ | $\begin{gathered} 6 \\ 0110 \\ \hline \end{gathered}$ | $0111$ | $\begin{gathered} 8 \\ 1000 \\ \hline \end{gathered}$ | $\begin{gathered} 9 \\ 1001 \\ \hline \end{gathered}$ | $\begin{gathered} A \\ 1010 \\ \hline \end{gathered}$ | $\begin{gathered} B \\ 1011 \\ \hline \end{gathered}$ | $\begin{gathered} \text { C } \\ 1100 \\ \hline \end{gathered}$ | $\begin{gathered} \text { D } \\ 1101 \\ \hline \end{gathered}$ | $\begin{gathered} \mathrm{E} \\ 1110 \end{gathered}$ | $\begin{gathered} F \\ 1111 \end{gathered}$ |  |
|  | 8－\％ | 几ㅇㅇ | \％ | のサ | ํペロ | ล | Nへ～N | － | ハ్లM | ले | 9－7 | そ゚ソ | \％o\％ | べひ | $1 \leftarrow{ }_{7-b}$ | gister |  |


| HP-41C QUICK REFERENCE CARD FOR SYNTHETIC PROGRAMMING |  |  |  |  |  |  |  |  |  |  |  |  |  | C 1982, SYNTHETIX |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | A | B | C | D | E | F |  |
| 8 | $\begin{aligned} & \text { DEG } \\ & \text { IND } \\ & 128 \end{aligned}$ | $\begin{aligned} & \text { RA } \\ & \text { IN } \\ & 12 \end{aligned}$ | $\begin{array}{\|l\|} \hline \text { GRAD } \\ \text { IND } 02 \\ 130 \bar{x} \\ \hline \end{array}$ | $\begin{array}{\|l\|} \hline \text { ENTER } \\ \text { IND } 03 \\ 131 \div \\ \hline \end{array}$ | $\begin{array}{\|l\|} \hline \text { STOP } \\ \text { IND } 04 \\ 132 \alpha \\ \hline \end{array}$ | $\left.\begin{aligned} & \text { IND } 05 \\ & 133 \\ & \hline \end{aligned} \right\rvert\,$ | $\begin{aligned} & \text { IND } 06 \\ & 134 \\ & \hline \end{aligned}$ | $\left\lvert\, \begin{array}{ll} \text { IND } & 07 \\ 135 & \downarrow \end{array}\right.$ | $\begin{array}{ll} \text { IND } & 08 \\ 136 ~ & \Delta \end{array}$ | $\begin{array}{ll} \text { IND } 09 \\ 137 & \sigma \end{array}$ | $\begin{aligned} & \text { IND } 10 \\ & 138 \end{aligned}$ | $\begin{aligned} & \text { IND } 11 \\ & 139 \lambda \end{aligned}$ | AON $\begin{aligned} & \text { IND } 12 \\ & 140 \text { n } \end{aligned}$ | OFF <br> IND 13 <br> $141 ~$ | $\begin{aligned} & \text { IND } 14 \\ & 142 \quad \tau \\ & \hline \end{aligned}$ | $\begin{array}{ll} \hline V & \\ D & 15 \\ 3 & \text { I } \\ \hline \end{array}$ | 8 |
| 9 | $\begin{aligned} & \text { RCL } \\ & \text { IND } \\ & 144 \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { IND } \\ & 145 \end{aligned}$ | $\left\lvert\, \begin{aligned} & \text { IND } \\ & 148 \end{aligned}\right.$ | $\begin{aligned} & \mathrm{ST} \\ & \mathrm{INI} \\ & 14 \end{aligned}$ | $\begin{aligned} & \text { IND } \\ & 14 \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { IND } 21 \\ & 149 \text { Ä } \end{aligned}$ | $\begin{aligned} & \text { IND } 22 \\ & 150 \text { a. } \end{aligned}$ | $\begin{array}{\|ll} \text { DSE } & \\ \text { IND } & 23 \\ 151 & \mathrm{~g} \\ \hline \end{array}$ | $\begin{array}{\|l\|l} 1 N 0 \\ 1520 \\ \hline \end{array}$ | $\begin{array}{\|l\|} \begin{array}{l} \text { R REG } \\ \text { IND } 25 \\ 153 \\ \hline \end{array} \\ \hline \end{array}$ | $154 \text { ü }$ | $\begin{aligned} & \text { IND } 27 \\ & 155 \text { fE } \end{aligned}$ | $\begin{aligned} & \text { IND } 28 \\ & 156 \text { øe } \\ & \hline \end{aligned}$ | $\begin{array}{ll} \text { SCI } & \\ \text { IND } & 29 \\ 157 & \neq \end{array}$ | $\begin{array}{ll} \text { IND } & 30 \\ 158 & £ \\ \hline \end{array}$ | $\begin{array}{\|l\|} \hline \text { TONE } \\ \text { IND 31 } \\ 159 \text { 盗 } \\ \hline \end{array}$ | 9 |
| A | $\begin{aligned} & \text { XR } \\ & \text { IND } \\ & 160 \\ & \hline \end{aligned}$ | IND 33 161 ! | $\begin{array}{\|l\|} \hline \text { IND } 34 \\ 162 \\ \hline \end{array}$ | $\left\lvert\, \begin{array}{lll} \text { X1 } & -15 \\ \text { IND } 35 \\ 163 & \\ \hline \end{array}\right.$ | $\left\lvert\, \begin{aligned} & \text { IND } 36 \\ & 164 \\ & \hline \end{aligned}\right.$ |  | $\begin{array}{\|l\|l} \text { X24-27 } \\ \text { IND } 38 \\ 166 ~ 88 \\ \hline \end{array}$ | $\begin{aligned} & \text { X28-31 } \\ & \text { IND 39 } \\ & 167 \end{aligned}$ | $\begin{array}{\|ll\|} \hline \text { SF } & \\ \text { IND } & 40 \\ 168 & C \\ \hline \end{array}$ | $\begin{array}{ll} \text { Lr } & \\ \text { IND } & 41 \\ 169 & 3 \\ \hline \end{array}$ | $170 *$ |  | $\text { IND } 44$ | $\begin{aligned} & \text { rur } \\ & \text { IND } 45 \\ & 173- \\ & \hline \end{aligned}$ | $\begin{array}{\|l\|} \hline \text { GTO IND } \\ \text { IND } 46 \\ 174 . \\ \hline \end{array}$ | $\begin{array}{\|l\|} \hline \text { SPARE } \\ \text { IND } 47 \\ 175 ~ \end{array}$ | A |
| B | $\begin{aligned} & \text { SPAR } \\ & \text { IND } \\ & 176 \end{aligned}$ | $\begin{array}{ll} \text { IND } 49 \\ 177 & 1 \\ \hline \end{array}$ | $\begin{array}{\|cc\|} \hline \text { GTO } & 01 \\ \text { IND } & 50 \\ 178 & 2 \end{array}$ | $\begin{array}{ll} \text { GTO } & 02 \\ \text { IND } & 51 \\ 179 & 3 \\ \hline \end{array}$ | $\begin{array}{\|l\|} \hline \text { GTO } 03 \\ \text { IND } 52 \\ 1804 \end{array}$ | $\begin{array}{\|l\|l\|} \hline \text { GTO } 04 \\ \text { IND } 53 \\ 1815 \\ \hline \end{array}$ | $\begin{array}{ll} \text { GTO } & 05 \\ \text { IND } & 54 \\ 182 & 6 \\ \hline \end{array}$ | $\begin{array}{ll} \text { GTO } & 06 \\ \text { IND } & 55 \\ 183 & 7 \\ \hline \end{array}$ | $\begin{aligned} & \text { IND } 56 \\ & 1848 \\ & \hline \end{aligned}$ | $\begin{array}{lll} \text { GTO } & 08 \\ \text { IND } & 57 \\ 185 & 9 \\ \hline \end{array}$ | $\begin{aligned} & \text { IND } 58 \\ & 186: \end{aligned}$ | $\begin{aligned} & \text { IND } 59 \\ & 187 ; \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { IND } 60 \\ & 188< \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { IND } 61 \\ & 189= \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { IND } 62 \\ & 190> \\ & \hline \end{aligned}$ | $\begin{array}{ll} 1 N & 14 \\ \text { IND } 63 \\ 191 & ? \\ \hline \end{array}$ | B |
| C | $\begin{array}{\|l} \hline \text { GLOBAL } \\ \text { IND } 64 \\ 192 \text { @ } \\ \hline \end{array}$ | $\begin{array}{\|c\|} \hline \text { GLOBAL } \\ \text { IND } 65 \\ 193 \mathrm{~A} \end{array}$ | $\begin{array}{\|l\|} \hline \text { GLOBAL } \\ \text { IND } 66 \\ 194 \mathrm{E} \end{array}$ | $\begin{array}{\|l\|} \text { GLOBAL } \\ \text { IND } 67 \\ 195 \mathrm{C} \end{array}$ | $\begin{array}{\|c\|} \text { GLOBAL } \\ \text { IND } 68 \\ 196 \mathrm{D} \end{array}$ | $\begin{array}{\|l\|} \hline \text { GLOBAL } \\ \text { IND } 69 \\ 197 \\ \hline \end{array}$ | $\begin{aligned} & \text { GLOBAL } \\ & \text { IND } 70 \\ & 198 \mathrm{~F} \end{aligned}$ | $\begin{array}{\|l\|l\|} \hline \text { GLOBAL } \\ \text { IND } 71 \\ 199 G \\ \hline \end{array}$ | $\begin{array}{\|l\|} \hline \text { GLOBAL } \\ \text { IND } 72 \\ 200 \mathrm{H} \\ \hline \end{array}$ | $\begin{array}{\|l\|l\|} \hline \text { GLOBAL } \\ \text { IND } 73 \\ 201 ~ I ~ \\ \hline \end{array}$ | $\begin{array}{\|l\|} \hline \text { GLOBAL } \\ \text { IND } 74 \\ 202.1 \\ \hline \end{array}$ | $\begin{aligned} & \hline \text { GLOBAL } \\ & \text { IND } 75 \\ & 203 \mathrm{~K} \end{aligned}$ | $\begin{aligned} & \text { ULUDAL } \\ & \text { IND } 76 \\ & 204 \mathrm{~L} \\ & \hline \end{aligned}$ | $\begin{array}{ll} \text { IND } 77 \\ 205 \mathrm{M} \end{array}$ | $\begin{aligned} & \mathrm{X}<>-- \\ & \text { IND } 78 \\ & 206 \mathrm{H} \\ & \hline \end{aligned}$ | $\begin{array}{\|ll\|} \hline \text { LBL } & -- \\ \text { IND } & 79 \\ 207 & 0 \\ \hline \end{array}$ | C |
| D | $\begin{array}{\|l\|} \hline \text { GTO -- } \\ \text { IND } 80 \\ \text { 208 P } \\ \hline \end{array}$ | $\begin{array}{\|l\|} \hline \text { GTO -- } \\ \text { IND } 81 \\ 209 \\ \hline \end{array}$ | $\begin{array}{\|l\|} \hline \text { GTO -- } \\ \text { IND } 82 \\ \text { 210 R } \\ \hline \end{array}$ | $\begin{array}{\|l\|} \text { GTO } \\ \text { IND } 83 \\ 211 \\ \hline \end{array}$ | $\begin{array}{\|l\|} \hline \text { GTO } \\ \text { IND } 84 \\ 212 ~ T \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline \text { GTO } & - \\ \text { IND } 85 \\ 213 & \mathbf{U} \\ \hline \end{array}$ | $\begin{array}{\|l\|} \hline \text { GTO -- } \\ \text { IND } 86 \\ 214.4 \\ \hline \end{array}$ | $\begin{aligned} & \text { GTO -- } \\ & \text { IND } 87 \\ & 215 \text { W } \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { IND } 88 \\ & 216 \times \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { GTO }-- \\ & \text { IND } 89 \\ & 217 \\ & \hline \end{aligned}$ | $\begin{aligned} & 610 \\ & \text { IND } 90 \\ & 218 \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { IND -- } \\ & \text { IND } 91 \\ & 219 \text { [ } \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { GTO -- } \\ & \text { IND } 92 \\ & 220 \end{aligned}$ | $\begin{array}{\|cc\|} \hline \text { IND } & -- \\ \text { IND } & 93 \\ 221 & 1 \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline \text { GTO } & -- \\ \text { IND } 94 \\ 222 & \uparrow \\ \hline \end{array}$ | $\begin{array}{lll} \text { IND } & -- \\ \text { IND } & 95 \\ 223 & - \\ \hline \end{array}$ | D |
| E | $\begin{aligned} & \text { IND } 96 \\ & 224 \geqslant \\ & \hline \end{aligned}$ | IND 97 225 a | $\begin{aligned} & \text { IND } 98 \\ & 226 \text { b } \end{aligned}$ | $\begin{aligned} & \text { IND } 99 \\ & 227 \mathrm{c} \\ & \hline \end{aligned}$ | $\begin{array}{\|ll\|} \hline \text { XEQ } & - \\ \text { IND } 100 \\ 228 & \text { d } \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline \text { XEQ } & -- \\ \text { IND } 101 \\ 229 & e \\ \hline \end{array}$ | $\begin{array}{\|l\|l\|} \hline \text { XEQ } & - \\ \text { IND } 102 \\ 230 & \mathrm{f} \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \text { XEQ } & -- \\ \text { IND } 103 \\ 231 & 9 \end{array}$ | $\begin{aligned} & \text { XEQ -- } \\ & \text { IND } 104 \\ & 232 \mathrm{~h} \end{aligned}$ | $\begin{array}{\|ll\|} \hline \text { XEQ } & - \\ \text { IND } & 105 \\ 233 & \text { i } \\ \hline \end{array}$ | $\begin{array}{\|ll\|} \hline \text { XEQ } & -- \\ \text { INDIO6 } \\ 234 & \mathrm{j} \\ \hline \end{array}$ | $\begin{array}{\|l\|l\|} \hline \text { ND } 107 \\ 235 \mathrm{k} \\ \hline \end{array}$ | $\begin{aligned} & \text { XEQ } \\ & \text { IND } \\ & \text { IN } \\ & 236 \\ & 21 \end{aligned}$ | $\begin{array}{\|ll\|} \hline \text { XEQ } & -- \\ \text { IND } 109 \\ 237 & \mathrm{~m} \\ \hline \end{array}$ | $\begin{array}{\|l\|l\|} \hline \text { XEQ } & -- \\ \text { IND } 110 \\ 238 & \mathrm{n} \\ \hline \end{array}$ | $\begin{array}{\|l\|l\|} \hline \text { INX } & -1 \\ 239 & 0 \\ \hline \end{array}$ | E |
| F | $\begin{array}{\|l\|} \text { TEXT } \\ \text { IND T } \\ 240 \\ \hline \end{array}$ | IND Z 241 a | $\begin{aligned} & \text { IND Y } \\ & 242 \mathrm{r} \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { IND X } \\ & 243 \mathrm{~S} \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { IND L } \\ & 244 \mathrm{t} \end{aligned}$ | $\begin{array}{\|l\|} \text { TEXT 5 } \\ \text { INDM [ } \\ 245 \\ \hline \end{array}$ | $\begin{aligned} & \text { IND N } \\ & 246 \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { INDO }] \\ & 247 \mathrm{w} \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { TEXT } 8 \\ & \text { IND P } \dagger \\ & 248 \times \\ & \hline \end{aligned}$ | $\begin{array}{\|l\|} \hline \text { TEXT } 9 \\ \text { INDQ_- } \\ 249 ~ \\ \hline \end{array}$ | $\begin{array}{\|l\|l\|} \hline \text { TEXTIO } \\ \text { IND }{ }^{\top} \\ 250 ~ z \\ \hline \end{array}$ | $\begin{array}{\|l\|l\|} \hline \text { TEXTI } 1 \\ \text { IND } & 1 \\ 251 & \pi \\ \hline \end{array}$ | $\begin{aligned} & \hline \text { TEXT12 } \\ & \text { IND b } \\ & 252 \text { I } \\ & \hline \end{aligned}$ | $\begin{array}{\|l\|} \text { TEXT } 13 \\ \text { IND } c \\ 253 ~ \\ \hline \end{array}$ | $\begin{aligned} & \text { TEXT14 } \\ & \text { IND d } \\ & 254 \mathrm{\Sigma} \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { EXIIJ } \\ & \text { IND e } \\ & 255 \text { • } \\ & \hline \end{aligned}$ | F |
|  | $0000$ |  | $0010$ | $0011$ | $0100$ | $0101$ | $0110$ | $0111$ | $1000$ | $1001$ | $1010$ | $\begin{gathered} B \\ 1011 \end{gathered}$ | $\begin{gathered} \text { C } \\ 1100 \\ \hline \end{gathered}$ | $1101$ | $\begin{gathered} E \\ 1110 \end{gathered}$ | $\begin{gathered} \text { F } \\ 1111 \end{gathered}$ |  |

[^0]Barcode is provided here for all of the utility programs in this book, so that you may conveniently enter these programs into your HP-4l using the 82153 A Optical Wand. If you have a wand or if you can borrow one, this will save you some time.

Always protect the surface of the barcode with a clear plastic sheet. It may also be helpful to place a cisild $\quad$ b/ack sheet of paper behind the barcode to improve the contrast.

This barcode was tested in a trial printing and found to be readable. If your barcode is not readable, try inking in any incomplete bars, scanning the rows faster with the aid of a straightedge, or holding the wand at a different angle. If all else fails, try another wand.

If you have a card reader, you should record these programs in case your dog finds this book. Other methods of storing the programs include mass storage (IL tape drive) or extended memory. Extended memory should not be considered as a permanent storage, however, since it is susceptible to MEMORY LOST.

DECIMAL TO CHARACTER

PROGRAM REGISTERS NEEDED: 8










ROW 12 (68:77)

ROW $13(78: 85)$

ROW 14 ( $85: 93$ )

ROW 15 (93:99)

ROW 16 (99: 103)









SOLVE $\mathrm{f}(\mathrm{x})=0$ for x








Absolute location ..... 106
Bit 5, 23, ..... 26
Bit maps 113, l18, ..... 119
BG (Byte Grabber) ..... 9
BLDSPEC ..... 34,37
Byte ..... 5, 11-14
Byte Grabber ..... 6-9
Byte Jumper.....see PPC Calculator Journal: May and July $198 \emptyset$
Byte Loader, poor man's (also see LB) ..... 77,79
Byte Structure ..... 57-62, 167
Byte Table ..... 11, 165
Catalog 1 61, 71, ..... 116
Complete MOD function ..... 48, 138
Curtain 88, 116, ..... 127
Curtain Moving 116, 124, ..... 136
Default Function ..... 113
Disclaimer ..... ii
Display mode ..... 23
eGOBEEP ..... 76, ..... 95
Extended Functions Module 35, 49, 64, 68, 77, 93, ..... 144
Flag register 23, 24, 86, 117, ..... 131
GLOBAL instruction (Alpha LBL or END in Catalog l). ..... 61, 62
Golden Ratio ..... 48, 128
Hex Table see Byte Table
IND (indirect) ..... 16
Key assignments, synthetic ..... 67-76
LB -- Load Bytes:
Basic version "LB" ..... 52
PPC ROM version LB ..... 49
Extended Functions version "LBX" ..... 65
Line numbers ..... 12, 28, 94, 103, 118, 124
MASTER CLEAR ..... 7
MEMORY LOST 7, 40, 53, 70, ..... 117
MK -- Make Key assignments:
Basic version "MK" ..... 69
PPC ROM version MK ..... 67
Extended Functions version "MKX" ..... 91
Non-programmable functions ..... 75
NOP (also see TEXT Ø) ..... 39
Normalization ..... 25
NULL. ..... 21, 34, 98-103
Plastic card (see QRC) ..... ii
PPC (Personal Programming Center) ..... 159
PPC CJ (PPC Calculator Journal) ..... 159
PPC ROM ..... 162
Prefix Masker (see Byte Grabber) ..... 12
Printer:
control characters ..... 37
shaded characters ..... 37
invisible characters in listings ..... 37
Program pointer 27, 114, 150, ..... 152
Q-loader ..... 29, 77-81
QRC (Quick Reference Card for Synthetic Programming)..ll, ..... 165
Return addresses ..... 114, 115
Root finder 124-128, ..... 127
Shaded characters ..... 37, ..... 165
Stack and ALPHA register analysis ..... 121-124, ..... 123
Starburst character (also called Boxed Star) ..... 13, 41
Status card ..... 9, 111
Status registers ..... 39, 111
Suspend Key assignments ..... 119
Synthetic Programming ..... 1
System scratch registers see Status Registers
TEXT instruction ..... 29-36
TEXT 8 ..... 15, 38, ..... 39
Wife ..... ii

## Printer slows execution

Having a printer attached to your HP-4l will slow execution of your programs, regardless of whether flag 21 is set or the printer is turned on. Even instructions that are not intended to involve the printer are slowed.

This speed penalty can be reduced by synthetically clearing flag 55, the printer existence flag. Any of the following sequences of instructions will accomplish this:
with "bare"
HP-41:

SF' $67^{* *}$ RCLFLAG
RCL d
CLA
STO M
へSTO M
$i^{-}$
X<> M

RDis

SYO d *this routine was written by Steve Wandzura
with XFUNCTIONS
module*:

SIGN
STO d
X<> L
STOFLAG
RDN
with PPC ROM:
**any flay from 0 to 07 can be used.

As long as your progran continues to run without encountering a printer function, flag 55 will remain clear and execution will be speeded. If flag 21 is clear, encountering a printer function will not set flac 55 either. The function will ve ignored just as it would normally.

If flag 21 is set, the behavior depends on the type of printer present. With an 22143 A printer, all printer functions are disabled until the program halts, at which time flags 21 and 55 are immediately set (even if 21 was clear). With an inp-il printer, the set status of flag 21 will cause the printer function to be executed and flag 55 to be set. Simply
halting execution will not set flag 55 as for the 82143A printer, but executing a flag test, VIEW, or related instruction from the keyboard will set flag 55.

## Avoid decompiling

suppose you record a program on magnetic cards after executing it once to compile all the GTO's and XEQ's. (Refer to page 60 for a definition and explanation of compiling.) When you read the cards back in, the GTO's and XEQ's will still be compiled, so that no searches for the LBL's are required. However the branching information contained in the GTO's and XEQ's will be lost the next time you GTO. . or PACK. A simple synthetic technique invented by Clifford Stern allows you to pack without losing this information:

After reading the prograrn into memory, switch to PRGM mode and BST. This puts you at the .END., which is the last line of the program. Make sure that there are at least 2 free registers (.END. REG 02 or greater). Press ENTERt, STC IND 66, BST, BG, backarrow twice, and PACK (not GTO..). The INL 66 suffix becomes the first byte of a packed END, which prevents the processor from clearing the compiled branch information. No bytes are wasted because the PACK operation removes all packable nulls from the program. The presence of the new END eliminates the decompiling which would ordinarily follow.
l'his method applies identically to programs read in from tape, extended memory, or any other source.

ROM/RAM distinction with STO b
Most RAM program pointers would constitute equally valid ROM program pointers (see pages 114 and ll5). The HP-4l therefore must remember internally with some sort of flag whether the current location is in ROM or RAM. This flag cannot be changed by STO b.

Thus STO b can only be used to jump from one ROM location to another or one RAM location to another. A common mistake is
to press a STO b assigned key while the program pointer is in ROM, expecting to jump to a particular location in RAM. This will not work. Instead you should execute Catalog l (it is OK to $\mathrm{R} / \mathrm{S}$ immediately) to get back to RAM before pressing STO b.

## Q-register shortcuts

When you spell out an ALPHA label name from the keyboard (while keying in a LBL, a GTO, or an XEQ), the name will be loaded into the $Q$ register. This fact is helpful when using eGOBEEP 77 to execute PRP (see page 76). For example, to print a program that contains LBL"ABC", you can press GTO ALPHA A B C ALPHA, eGOBEEP 77. You can get even fancier by pressing eGOBEEP ALPHA A B C ALPHA, eGOBEEP 77. This latter example makes use of the obscure fact, discovered by Robert Edelen, that eGOEEEP"name" has the same result as LBL"name".

Another useful shortcut, discovered by Clifford Stern, is to clear the $Q$ register by pressing XEC ALPHA backarrow. You can then obtain a TEXT 6 instruction by pressing Q-LOAD (MK inputs 27,0$)$ and backarrow. Refer to page 70. If you press eGOBEEP 77 after clearing $Q$, you will cause the current program to be printed, just as if you had pressed PRP ALPHA ALPHA.

Subroutine use of "RA"
If "RA" (recall alarms, see page 89) must be called as a subroutine, replace line 38 (the OFF instruction) by ALMNOW and RTN. The ALMNOW instruction will reset the Time Module's countdown to the pending alarm.

## "EFT'" use of PCLPS

The useful PCLPS function can be executed by means of the "EFT" routine (page 94) as long as "EFT" itself is not cleared in the process. PCLPS provides the fastest method of clearing main memory programs.

## "SOUP UP" YOUR HP-41 - It's Easy and Fun!

Synthetic programming encompasses the creation and use of synthetic instructions - those instructions that cannot be keyed up by normal means. Applications of synthetic instructions included expanded key assignment capability (assign SF 14 or GTO IND X to a key), 21 additional display characters, and renumbering of data registers under program control.

If you have heard about synthetic programming and want to know more, or if you have found other sources of information on synthetic programming confusing or difficult to read, try this book. HP-41 SYNTHETIC PROGRAMMING MADE EASY uses all the latest synthetic programs and techniques, and gives many cross-references to other sources, all of which will be much more readable after you have been through this book. Barcode for all programs is included for those readers who have access to an optical wand. Also included is the handy plastic QUICK REFERENCE CARD FOR SYNTHETIC PROGRAMMING, a $\$ 3.00$ value.

If you like your HP-41, you'll like HP-41 SYNTHETIC PROGRAMMING MADE EASY. Thousands of HP-41 owners have learned synthetic programming. Shouldn't you?


[^0]:    For price information and a list of dealers in your area, send a self-addressed stamped envelope to: SYNTHETIX, 1540 Mathews Ave., Manhattan Beach, CA 90266 , USA

