## 71-ดดด15-8

# HEWLETT PACKARD USERS' LIBRARY 

LEX File<br>Utilities<br>FOR THE HP-71B



User accepts and uses this program material AT HIS/HER OWN RISK, in reliance soley upon his/her own inspection of the program material and without reliance upon any representation or description concerning the program material. NEITHER HP NOR THE CONTRIBUTOR MAKES ANY EXPRESS OR IMPLIED WARRANTY OF ANY KIND WITH REGARD TO THIS PROGRAM MATERIAL, INCLUDING, BUT NOT LIMITED TO THE IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE. NEITHER HP NOR THE CONTRIBUTOR SHALL BE LIABLE FOR INCIDENTAL OR CONSEQUENTIAL DAMAGES IN CONNECTION WITH OR ARISING OUT OF THE FURNISHING, USE OR PERFORMANCE OF THIS PROGRAM MATERIAL.

## 71-00002 PROGRAM DESCRIPTION


Necessary Accessories None

Supported Accessories N/A
Operating limits and warnings
File name (s) ROWCOL
Size of files) 119 bytes Additional RAM Requirement to run the program None

## References

[^0]
## 71-00002



New Lex File Indicates "RC:A" in VER\$ string.
Program Title: String function for row/column graphics conversion.
Category Number(s): ???
File Name(s): ROWCOL.
Primary Category Name: ???
Size of File(s): 119 bytes.
Additional RAM Requirement: None.
Abstract: Lex file provides a keyword that allows easy conversion between row- and column-oriented graphics. Sample use: converting graphics data for HP82905B printer (columnoriented) into graphics data for Thinkjet printer (roworiented).

Necessary Accessories: None.
Supported Accessories: N/A.

### 3.1 Program Description

This lex file provides one keyword: ROWCOL\$. Invocation:
ROWCOLS (<graphstring>)
The keyword accepts a single string argument of 0-8 characters. If argument $1 s n$ characters $(n<8)$ then characters $n+1$ through 8 default to nulis. Argument of $>8$ characters causes an "Invalid Arg" error.

Argument represents an 8 pixel by 8 pixel block of row- or columsoriented graphics. Result is an 8 pixel by 8 pixel block of column or row-oriented graphics, respectively.

An argument or result of row-oriented graphics would actually be 8 bytes each containing 8 bits of column data from consecutive rows.

### 3.2 Variable Definitions

## N/ג. 71-00002

### 3.3 Sample Usage

The following program converts a textile containing graphics information for a THINKJET printer into graphics information for an HP82905B printer and prints that information.

The program is not fast; each line of print on the HP82905B takes about 45 seconds. But the use of the ROWCOIS function on line 280 produces a drastic speed increase over what the program would take if it performed the equivalent manipulations in BASIC.

The program assumes that the file being dumped (called "MYFILE" here) contains THINKJET graphics directives of the form "<esc>*b<\#bytes>W" (the preamble) followed by bytes of row graphics information. Any lines not of this format (as typically occur at the beginning and end of such files) are discarded without resulting in anything being printed.
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## SAMPLE PROBLEM SOLUTION

DISPLAY CONTENTS
USER RESPONSE
COMMENTS

20 PWIDTH INF
30 DESTROY ALL
40 OPTION BASE 1
50 DIM $\mathrm{C} \$[800$ ], L(8),T\$[8]
60 ASSIGN 1 TO MYFILE
70 ON ERROR GOTO 320
80 DESTROY RS $\operatorname{l}$ DIM R\$(8)[100]
90 FOR I=I TO 8
100 READ $1 ; R \$(I)$

$120 \operatorname{RS}(I)=R S(I)[P O S(R S(I), " W ")+1]$
130 NEXT I
140 OFF ERROR
150 GOSUB 170
160 GOTO 70
170 L9=0
180 FOR I=1 TO 8
$190 L(I)=L E N(R \$(I))$
$200 L 9=\operatorname{MAX}(L 9, L(I))$
210 NEXT I
220 C
230 FOR I=1 TO L9
240 T\$="M
250 FOR J=1 TO 8
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260 TS=T\$\&R\$(J)[I,I]\&CHRS(O)[1+(I<=L(J))]
270 NEXT J
$280 \mathrm{C}=\mathrm{C} \$ \& R O W C O L \$(T \$)$
290 NEXT I CHR\$(27)\&"*b"\&STR\$(LEN (C\$))\&"G"; C\$
310 RETURN
320 OFF ERROR
330 GOSUB 170
340 END

The followin program converts a textfile containing graphics information for a THINKJET printer into graphics information for an HP 82905B printer and prints that information.

The program is not fast; each line of print on the HP 82905B takes about 45 seconds. But the use of the ROWCOL\$ function on line 280 produces a drastic speed increase over what the program would take if it performed the equivalent manipulations in BASIC.

The program assumes that the file being dumped (called "MYFILE" here) contains THINKJET graphics directives of the form "<esc>*b<\#bytes>W" (the preamble) followed by bytes of row graphics information. Any lines not of this format (as typically occur at the beginning and end of such files) are discarded without resulting in anything being printed.

Line 10 initializes the HP 82905B printer to compressed print mode, 9 lpi spacing and no-perforation-skip; appropriate settings for many graphics dumps. Lines 20-60 initialize the program. Line 70 traps the end-of-file condition. Line 80 reinitializes the row graphics string array to nulls. Lines $90-130$ accumulate 8 rows of row graphics information for conversion to column graphics. Line 150 calls the subroutine to perform the actual conversion and line 160 loops back for more graphics information.

Lines $320-340$ handle the printing of the final rows when the end-of-file is reached.
The conversion work is done in the subroutine at lines 170-310. Lines 170-210 build an array containing the lengths of the graphics data in each row, with $\mathrm{L} 9=$ the maximum length (note.that line 120 stripped off the row graphics preamble from the line). Line 220 initializes the column graphics string to empty. Lines 230-290 build the column graphics string by grouping the row graphics bytes properly into $T \$$ (line 260 insures a null space-filler if a row string is too short), converting T\$ into column form with ROWCOL\$ and appending it to the column graphics string (line 280). Line 300 prints the column graphics information prepended with the proper column graphics preamble ("<esc,*b<\#bytes>G").

With slight modification, this program could print to a file instead of to a printer, producing a text file that can be easily and quickly printed on a column graphics printer.

## 71-00002

## (Contonumion Page)

Consider This pixel pattern:

## Row graphics pattern:



Column $:$
graphics :
pattern $:$
The ROWCOL\$ function will convert the byte sequence ED8EFB377C7A5BF6h into 4DEE9B77FCBDF587h and will also do the inverse (it is its own inverse).

This function provides a tool for BASIC to speak both row- and column-oriented graphics with minimal headache.

## 71-00002

Line 10 initializes the $82905 B$ printer to compressed print mode, 9 api spacing and no-perforation-skip; appropriate settings for many graphics dumps. Lines 20-60 initialize the program. Line 70 traps the end-offile condition. Line 80 reinitializes the row graphics string array to nulls. Lines 90-130 accumulate 8 rows of row graphics information for conversion to column graphics. In e 150 calls the subroutine to perform the actual conversion and line 160 loops back for more graphics information.

Ines 320-340 handle the printing of the final rows when the end-of-file is reached.

The conversion work is done in the subroutine at lines 170-310. Ines 170-210 build an array containing the lengths of the graphics data in each row, with $L 9=$ the maximum length (note that line 120 stripped off the row graphics preamble from the in e). In 220 initializes the column graphics string to empty. Ines 230-290 build the column graphics string by grouping the row graphics bytes properly into $T \$$ (line 260 insures a null space-filler if a row string is too short), converting $T \$$ into column form with ROWCOLS and appending it to the column graphics string (line 280). Line 300 prints the column graphics information prepended with the proper column graphics preamble ("<esc>*b<\#bytes>G").

With slight modification, this program could print to a file instead of to a printer, producing a text file that can be easily and quickly printed on a column graphics printer.

| Program Title | LIFE:A |
| :--- | :--- |
| Contributor | Hewlett-Packard_Company |
| Address 1000 NE Circle Blvd |  |



Program Description (include equations) A familiarity with the game LIFE is assumed. This lex file contains one keyword: LIFE\$. The keyword is a string function that takes a string argument representing a current generation of LIFE (on a rectangular board of arbitrary dimension) and computes the next generation. The keyword is invoked as follows:

LIFE (<boardstring>,<row width<,>wrap flag>[,<alt fill char>])
The input parameters are as follows:
<boardstring> String parameter representing the current board. If the board is, for example, 80 columns by 24 rows, the string is 1920 characters long. The cells are in row-major order; that is, assuming the $80 \times 24$ case, the first 80 characters represent the first row, the next 80 characters represent the second row, etc. Empty cells are represented by a blank, occupied cells are represented by the fill character (which defaults to an " $*$ " if not specified in the fourth parameter).

| Necessary Accessories | None |
| :--- | :--- |
| Supported Accessories |  |

Operating limits and warnings
File names)
Size of file (s) $\qquad$ Additional RAM Requirement to run the program $\qquad$

## References

[^1]New LEX File Indicates "LIFE:A" in VER\$ string.
Program Title: LIFE Generation Computation Utility
Category Number (s): F102.
File Name (s): LIFELEX.
Primary Category Name: GAMES.
Size of File (s): 457 bytes.
Additional RAM Requirement: None.
Abstract: This lex file contains a very fast next-generation computer for John Conway's "Life" game. Computation time for a 24 by 80 board (useful if output is going to a typical terminal) is typically under two seconds.

Necessary Accessories: None.
Supported Accessories: N/A.

### 1.1 Program Description:

A familiarity with the game IIFE is assumed.
This lex file contains one keyword: LIFES. The keyword is a string function that takes a string argument representing a current generation of LIFE (on a rectangular board of arbitrary dimension) and computes the next generation. The keyword is invoked as follows:

LIFE (<boardstring>, <row width>, <wrap flag>[,<alt fill char>])
The input parameters are as follows:
<boardstring> String parameter representing the current board. If the
board is, for example, 80 columns by 24 rows, the string is 1920 characters long. The cells are in row-major order; that is, assuming the $80 \times 24$ case, the first 80 characters represent the first row, the next 80 characters represent the
second row, etc. Empty cells are represented by a blank, occupied cells are represented by the fill character (which defaults to an "*" if not specified in the fourth parameter).
<row width> Numeric parameter identifying row width. In the $80 \times 24$ case discussed above, this would be 80.
<wrap flag> Numeric parameter. Non-zero if the game board wraps around the edges. In other words, if nonzero, the top edge of the board is considered adjacent to the bottom edge and the left edge is adjacent to the right edge. If zero, the board edges are considered the "edge of the world".
<alt fill char> Optional string parameter. Specifies a character to use instead of "*" as the fill character.

The result of LIFE S is a string representing the next generation playing board. Empty cells are represented by blanks, occupied cells by the fill character.

Error Conditions: LIFE S will fail with an "Invalid Arg" error if any of the following is true:

E Either numeric argument is not a real finite scalar.
E <row width> is less than 3 or greater than 1048575.

- Length of <boardstring> is not an integer multiple of <row width>.

E Number of rows (length of <boardstring> divided by <row width>) is less than 3.

### 1.2 Variable Definitions

NRA.

### 1.3 Sample Usage

The following program demonstrates the use of LIFES. It was written to send its output to an HP-82163A video interface, and requires an HPIL interface and an 82163A. The program uses cursor control sequences particular to that interface and makes assumptions about the screen size.

Lines 10-70 initialize variables. Lines 90-120 initialize the board to a random pattern (50\% filled) of empty and occupied cells. Lines 130140 print the current generation. In e 150 computes the next generation. Line 160 checks if the board has reached a one- or twogeneration stability. The program terminates when one- or two-

The following program demonstrates the use of LIFE\$. It was written to send its output to an HP 82163A video interface, and requires an HPIL interface and an HP 82163A. The program uses cursor control sequences particular to that interface and makes assumptions about the screen size.

Lines 10-70 initialize variables. Lines 90-120 initialize the board to a random pattern ( $50 \%$ filled) of empty and occupied cells. Lines $130-140$ print the current generation. Line 150 computes the next generation. Line 160 checks if the board has reached a one- or two- generation stability. The program terminates when one- or twogeneration stability is reached (on occasion, this may never occur).
10
DESTROY AIL \& RANDOMIZE A PRINTER IS :DISPIAY
20 PWIDTH ..... INF
30 OPTION BASE 1
40 DIM BS[480],X\$(2)[480]
$50 \mathrm{G}=0$

$70 \mathrm{BS}=\mathrm{Hn}$
80 PRINT CHR\$ (27)\&"H"\&CHR\$ (27)\&"JCONSTRUCTING BOARD..."
90 FOR I=1 TO 480
100 B\$=B\$\&"* ${ }^{(1)[R N D+1][1,1]}$
110 PRINT BS[I,I];
120 NEXT I
130 PRINT CHRS (27)\&"H";BS:

$150 \mathrm{BS}=\mathrm{LIFE}(\mathrm{B} \$, 32,1)$

170 PRIN

```180 END
```


## 71-00003

## (Contrinumion Papo)

<Tow width> Numeric parameter identifying row width. In the $80 \times 24$ case discussed above, this would be 80.
<wrap flag> Numeric parameter. Non-zero if the game board wraps around the edges. In other words, if non-zero, the top edge of the board is considered adjacent to the bottom edge and the left edge is adjacent to the right edge. If zero, the board edges are considered the "edge of the world".
<alt fill char> Optional string parameter. Specifies a character to use instead of " ${ }^{*}$ " as the fill character.

The result of LIFE is a string representing the next generation playing board. Empty cells are represented by blanks, occupied cells by the fill character.

Error Conditions: LIFE\$ will fail with an "Invalid Arg" error if any of the following is true:

Either numeric argument is not a real finit scalar.
<row width> is less than 3 or greater than 1048575.
Length of <boardstring> is not an integer multiple of <row width>.
Number of rows (length of <boardstring> divided by <row width>) is less than 3.

which, when printed in 8 rows of 6 characters, is:


## Necessary Accessories None

## Supported Accessories N/A

Operating limits and warnings $\qquad$
File names) BANNER
Size of files) 202 bytes Additional RAM Requirement to run the program None
References

## References

[^2]New LEX File Indicates "BNR:A" in VERS string.
Program Title: Banner-building utility.
Category Number (s): ???
File Name (s): BANNER.
Primary Category Name: ???
Size of File (s): 202 bytes.
Additional RAM Requirement: None.
Abstract: String keyword to create banner-type representations of characters in the built-in or alternate character sets. This allows easy printing of banners (posters) using large characters.

Necessary Accessories: None.
Supported Accessories: N/A.

### 2.1 Program Description

The lex file contains one keyword: BANNERS. BANNERS is a bannerbuilding tool. It takes a string argument of from 1 to 3 characters, and returns a 48 -character string representing a $6 \times 8$ "banner" of the characters. For example, BANNERS ("A") returns the string:

which, when printed in 8 rows of 6 characters, is:

The following program implements a large-display clock on the screen of an HP 82163A video interface. It requires an HPIL interface and an HP 82163A.

The program works by figuring out the current time, converting to 12 -hour format and "painting" the banner representations of the numbers and the am/pm indicators on the screen using cursor control escape sequences for the 82163A. The banner is built out of the CHR $\$(160)$ character, which displays as a white block on the HP 82163A.

```
10 PRINTER IS :DISPLAY & DISPLAY IS *
20 PWIDTH INF e DELAY O @ DESTROY ALL
30 CLEAR :DISPLAY
40 T$="
50 M$="
60 US=TIMES & T=VAL(U$[1,2])
70 IF T<12 THEN N$="am" ELSE N$="pm"
80T=MOD(T-1,12)+1
90 US[1,1]=" "
100 IF T<10 THEN U$[2,2]=STR$(T) ELSE U$[1,2]=STR$(T)
110 DISP US[1,5]&" N&N$
120 FOR I=1 TO 5
130 IF T$[I,I]*U$[I,I] THEN CALL DSPDGT(US[I,I],I,O)
140 NEXT I
150 T$=U$
160 FOR I=1 TO 2
170 IF MS[I,I]*N$[I,I] THEN CALL DSPDGT(N$[I,I],I+1.5,7)
180 NEXT I
190 M$=N$
200 WAIT 60-MOD(TIME,60) C GOTO 60
210 SUB DSPDGT(D$,P,S)
220 DIM Z9$[48]
230 29$=BANNERS(D$[1,1]&CHRS(160))
240 FOR Z9=1 TO 8
250 PRINT CHR$(27)&"&"&CHR$(6*(P-1))&CHR$(Z9+S-1);
260 PRINT Z9$[Z9*6-5,29*6-1]&CHR$(27)&"<"
270 NEXT Z9
280 END SUB
```


## 71-00004
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If the argument is two characters long, the second character is used as an alternate building character, so BANNERS("A*") is:


If the argument is three characters long, the third character is used as an alternate space character, so BANNERS("A*.") is:


BANNERS works for the built-in character set and for any characters defined in the alternate character set.

## 71-00005

Program Title Running Clock Display

Contributor Hewlett-Packard Company
Address 1000 NE Circle Blvd


Program Description (include equations) This lex file provides a running hh:mis: ss clock display that can be turned on or off. The clock occupies the 9 rightmost display positions and does not interfere with normal operation of the computer. That is, the computer can be used normally for running, editing, and so on while the clock is running. The clock is invoked with the keyword sequence:

CLOCK ON
and is turned off with the keyword sequence:

## CLOCK OFF

Some things to keep in mind about the clock:
CLKDISP

Necessary Accessories
None

Supported Accessories
N/A
Operating limits and warnings
File name (s) CLKDISP
Size of files) 328 bytes ___ Additional RAM Requirement to run the program None
References

[^3]
## (Contrnuadon Page)

The clock performs an implicit "WINDOW l,13" every time it ticks. It is therefore impossible to use the WINDOW command effectively while the clock is on.

The clock performs an implicit "WINDOW" 1,22" when CLOCK OFF is performed.
The clock is 24 -hour format only.
During any operation requiring full CPU attention (such as performing a BEEP), the clock will stop running. The clock will NOT, however, lose time.

The clock display turns off when the calculator is turned off.

Sample Usage
10 CLOCK ON
20 CLOCK OFF
CHAPTER 4
New Program Indicates "CLK:A" in VER\$ string.
Program Title: Running clock display.
Category Number (s): ..... ???
File Name (s): CLKDISP.
Primary Category Name: ???
Size of File (s): 328 bytes.
Additional RAM Requirement: None.
Abstract: Lex file provides an optional running clock display in the right-hand part of display. Clock does not interfere with normal operation of the computer.
Necessary Accessories: None.
Supported Accessories: N/A.
4.1 Program DescriptionThis lex file provides a running hh:mm:ss clock display that can beturned on or off. The clock occupies the 9 rightmost display positionsand does not interfere with normal operation of the computer. That is,the computer can be used normally for running, editing, and so on whilethe clock is running.
The clock is invoked with the keyword sequence:
CLOCK ON
and is turned off with the keyword sequence:

## CLOCK OFF

Some things to keep in mind about the clock:

E The clock performs an implicit "WINDOW 1,13" every time it ticks. It is therefore impossible to use the WINDOW command effectively while the clock is on.

The clock performs an implicit "WINDOW 1,22 " when CLOCK OFF is performed.

The clock is 24-hour format only.

- During any operation requiring full CPU attention (such as performing a BEEP), the clock will stop running. The clock will NOT, however, lose time.

E The clock display turns off when the calculator is turned off.

### 4.2 Variable Definitions

N/A.
4.3 Sample Usage

10 CLOCK ON
20 CLOCK OFF
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## Program Title

## Fext File Utilities (TEXTUTIL)

Contributor
HEWLETT PACKARD COMPANY
Address $\quad 1000$ N.E. Circle Blvd.

| City | Corvallis | State $\quad$ Or. | Country U.S.A. |
| :--- | :--- | :--- | :--- | :--- |
| Telephone | $(503) 757-2000$ | Zip/Postal Code 97330 |  |

Program Description (include equations)
TEXTUTIL contains five new keywords, and an extension to the mainframe LIST. The five new keywords are: FILESZR - a function that returns the number of records in the specified text file. SEARCH - a function that searches through a TEXT file for the specified string, returning informatic as to if and where the string was found. DELETE\# - a statement that allows a TEXT file record to be deleted. INSERT\# - a statement that allows a record to be inserted into a TEXT file . REPLACE\# - a statement that allows a TEXT file record to be replaced by another. LIST is extended to list TEXT files.

None

Operating limits and warnings

Minimum RAM Requirement
1512 bytes

## References

[^4]The following is a list of the keywords, their syntax and an example of the use of each. In most cases, the parameters are numeric expressions, string expressions or literals (refer to section 3 of the HP-71 Owner's Manual).

DELETE\# channel number, record number
The DELETE\# statement deletes the specified record from the text file associated with the channel number. Channel numbers are assigned with the ASSIGN\# statement (refer to section 14 of the HP-71 Owner's Manual). Record numbers always begin at 0 , so line number 1 is record number 0 .

The channel number and the record number are numeric expressions, rounded to integer values.

DELETE\# generates an error message if the assigned file is external, protected or not a text file.

EXAMPLE: DELETE\# 11,14 deletes record number 14 from the file associated with channel 11.

## FILESZR (filename)

The FILESZR function returns the number of records in the specified text file if that file exists. The filename parameter is a string expression. If an error is detected, the negated error number is returned so that you can tell the difference between an error and the number of records. If filename contains an illegal port specifier, such as $\operatorname{FROGS}: \operatorname{PORT}(8)$, the error message Invalid Filespec is generated.

EXAMPLE:FILESZR ('FROGS') returns the number of records in the file FROGS.

INSERT\# channel number, record number; new record
The INSERT\# statement inserts the new record immediately before the specified record number in the file associated with the specified channel number. The channel number must first be assigned to the file using the ASSIGN\# statement. Record numbers always begin at 0 , so line 1 is recordo.

The new record must be a string expression. The channel number and the record number are numeric expressions, rounded to integer values.

INSERT\# generates an error if the file is external, protected or not a text file.

EXAMPLE: INSERT\# 11,35;"This is the new line being inserted." inserts the string before record 35 (line 36) of the file associated with channel 11. The old record 35 becomes record 36 .

LIST filename [begin line [end line]]
The LIST statement lists a text file. Depending on the parameters you specify, it lists either the entire file, a single line, or a range of lines. Line numbers are specified using integer constants. The line number parameters are optional, and the whole file is listed if they are not included. Refer to LIST in the HP-71 Reference Manual for details.

REPLACE\# channel number, record number; new record
The REPLACE\# statement replaces the record indicated by record number with the new record. The channel number must first be assigned to the file by using the ASSIGN\# statement. Record numbers always begin at 0 , so line number 1 is recorc 0.

The new record is a string expression. The channel number and the record numbe: are numeric expressions rounded to integer values.

REPLACE\# returns an error if the file is external, protected or not a text file.

EXAMPLE: REPLACE\# 11,35; "This line will replace the old line. "replaces record 35 of the file associated with channel 11. Old record 35 no longer exists.

SEARCH (search string, column, begin record, end record, channel number)
The SEARCH function searches the file associated with the indicated channel number for the search string, beginning with the specified column and record number. The search continues through the end record specified. If the search is successful, SEARCH returns a value in the form nnn.ccclll, where nnn is the record number, ccc is the column is the column number and 111 is the length of matched string. If the search is unsuccessful, SEARCH returns a zero.

The search string can be any string expression, and can contain the special pattern characters discussed on the next page. The other parameters are numer expressions rounded to integer values.

EXAMPLE: Suppose that channel 11 has been assigned to the file FROGS and the string'frogs are green'appears beginning in column 8 of line 36.

A=SEARCH("frogs are green",1,1,9999,11)
searches the file FROGS, beginning with column 1 of rec. 1 through rec. 9999, for the search string and returns the value 35.008015 in $A$.
**Note that since the first line is record 0 , line 36 is actually record 35 .

A festure of SEAFOH is re gwailstility of four characters that hame special meariirig when usea iri petterne，Using these characters in a search string tells SEARCH to look．for examide，onily for those oceurrences of the strijria at．the begarinang of the larie，or at the end of the line，or ailow any rottern betweer two specified pateterns．Ti：e four characters that can he usei iritha
三tring to start and ston this feature that mal：es tinese four charanterg take on sperial meaning．The tiscksiesh charaster is GHEむくヲご），and for

［JEF KE＇r＜uEs names，Chwes：
© Eee fage eg in the HF－Tl feference Manual fer further iriformation about key assignmentsj．Trie first occurrence of the bagkslash turns or， the feature，so triat the four characters take on their eferi＝i meaninga． The next occurence of the：hagk $\equiv$ lash turns thi feature off．

The feur charscterz，their mearirige，and some exambles of their use are deseribed in the follouing faragraftis，in ali the examples，assume that the sfezifiesfile is oren to channel number $\approx$ ．Alser all the examples speify the seareh to start in reccri zero，column 1 （the start．of this file），arid to coritinue throunh reeord numiber 999.

1）The pericd © ；is a＇wild card＂character．SEGECH looks for the sperified string，tut any criaracter can $d=$ in those pesitions irt t．tie stririg bot？ere youd fur a feriod．

$$
\begin{aligned}
& \text { Leok } \begin{array}{l}
\text { for the first occurrence of ABE followed by any }
\end{array} \\
& \text { thires charscters, followed tw , Fossitilities are } \\
& \text { AEGCG9:i, AECZuzW, er AEL yZW }
\end{aligned}
$$

2）The commercial＂at＂sumici（E）inidicate $=$ that any riumber of characters between the tejinning of a string anc titie end of a string on the same line are＂wild cards＂－－thiat is，there car te ariv number of charactere－－wou don t nave to specify how maris characters or what they are．Escause SEMFEH starts loolving for the end of the stririg et t．tie end of the iine，the longest mat．eh， is found．

Look 5 for the first occurrence of a Etring teginning with， AEC and eribing with ide on the same line，such az


3）The uf－arrow ：＂）$i=$ usect to find a string onls when it erecurs $a^{+}$ the tegirinirig of a lir：e．If the string appeari anywhere eliee ir： the line，it will ce lonored，The up－arrow has this special mesring only when it apfears as the first criaraeter of the string．Anywtiere else in the string，will have its normai meariang．

Example：SEARCH：＂，＂AE［＂，1，0，999：3，
Leal： $\operatorname{lor}$ fore firgt oceurreriee of ABC only at the beginiing of eachi lirie．If AEL apfears anwhere else in the liris． a mateh will riot tie found．

```
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```




```
    must affesr et the enc of the string, luten it spfearg an!where
    Clse in the string, it Ha= its normai reaming
Example: EEAFTH: "AEM,
```
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```
Lacl \(=\) far the first oncurrence of ARG st the end of a iine. If AEM apfeary anmurere eliee ir: the lare. it will te igrared.
Semetime , wour string mieh contein a tact:siash oriaraeter as part of the
```



```
as a switeri. The zolution 2 sto use two sequeritiai tockeloshes. EEMFiH interprets 勺勺 \(s=\) sinoie tack:
```


## 71-00007 PROGRAM DESCRIPTION

Program Title Character Set LEX File Generator
Contributor Bruce Stephens
Address Hewlett-Packard Company (PCD), 1000 NE Circle Blvd.
City Corvallis State__Oregon_Country U.S.A.
Telephone $\quad 757-2000$

Program Description (include equations) This program creates a LEX file that contains an alternate character set of your design, and adds a keyword to activate that character set.

## Necessary Accessories None

Supported Accessories N/A
Operating limits and warnings
File names)
Size of file (s) $\qquad$ Additional RAM Requirement to run the program

References $\qquad$

This program hes been verified only with respect to the numerical example give in Program Description. User accepts end uses this program materiel AT HIS OwN RISK. in reliance solely upon his own inspection of the program material end without reliance upon any representation or description concerning the program maternal.
NEITHER HP NOR THE CONTRIBUTOR MAKES ANY EXPRESS OR MOILED WARRANTY OF ANY KID WITH REGARD TO THE PROGRAM MATERIAL MCLUDING. BUT NOT UMTED TO. THE MMPLED WARRANTIES OF MERCHANTABMTY AND FITNESS FOR A PARTICULAR PURPOSE: NETHER HP NOR THE CONTRIBUTOR guI $e$ U HALE FOR WCIOENTAL OR CONSEQUENTLY DAMAGES W CONNECTION WITH OR ARISING OUT OF THE FURNSHMG, USE OR PERFORMANCE OF THIS PMOCRUM MATERIAL

## 71-00007

VARIABLE DEFINITIONS

## NAME

## DEFINITION

F\$ Name of LEX file to be created (1 to 8 characters)
V\$ VER\$ string of new LEX file (1 to 7 characters)
W\$
Name of new keyword (2 to 8 characters)
Ll LEX id \# of new LEX file
L2 Token \# of new keyword
LU
C Length of character set (in bytes) (6 bytes per character)
$T \quad$ Length of LEX file (in bytes)
P\$ Holds string of hex digits to be put into new LEX file
FNH $\$ \quad$ Returns a character representing the hex value of argument
ENS $\$$ Returns a hex string, 2 digits for each character in argument. The least significant nibble of the first byte of the argument occurs first, followed by the most significant nibble of the first byte. Successive bytes are appended after the first byte.
FNT\$ Same as FNS\$ except successive bytes are inserted in front of preceding bytes, thus reversing the order of the bytes.

2\$
Used by FNS\$ and FNT\$ to hold value to be returned.

Create a character set by following the example in the HP -71 Owner's Manual on pages 133-135 (or create a character set of your own). When you are satisfied that you have the alternate character set as you like it (any number from 0 to 128 characters may be defined) run the example as shown on the following page.

When the example run has been completed the program will have created a new LEX file called TESTCH. To tell the system to look for the new LEX file, turn the machine off then back on.

Now display the VER\$ function and you should see the string TST embedded somewhere in the string:
>YER\$
HP71:1BBBB TST
To cancel the current alternate character set definition, type:
>CHARSET ""
The LEX file has added a new work (TESTCH) to the language. This keyword may be entered into a BASIC program or executed directly from the keyboard. To activate the character set, type:
>TESTCH
Now the character set is active. To display the first character in the special set type:
>CH R\$(128)
The character set will remain active until the character set is redefined by another character set defining word is executed, the CHARSET statement is executed or the LEX file (TESTCHAR) is purged from system memory.

When the character set is activated, only 7 bytes of RAM is used in addition to the memory required to hold the LEX file. If the LEX file is in a ROM then only 7 bytes total is required to activate the character set.

「1-00007 SAMPLE PROBLEM SOLUTION


This program prepares a string of hex digits which it POKE's into a file. This string must be exact to prevent locking up the machine or causing a memory lost condition. For this reason, the user should not attempt to modify this program unless he/she is quite familiar with the internals of the machine and understands the cryptic detail of the program.

The user should be careful not to select a LEX id/token \# that conflicts with some other application that he is likely to run. LEX id numbers in the range 92-94 have been set aside for just such use by users creating their own LEX files. The user should be aware of possible conflicts with any other locally written lex files. If the token \# is also defined by another LEX file with the same LEX id, the results are unpredictable and certainly undesirable.

Hewlett-Packard has a process to allocate LEX id's and token numbers to users submitting programs to the Users' Library or burning application ROM's.

In addition to having a unique LEX id/token number, the LEX file must have a unique character set id. This number identifies which character set LEX file is active. Theoretically, up to 256 character set LEX files may be present in memory if they each have unique character set id's. It is probably a good idea to have the character set id match the LEX id if possible.

For details about how the LEX file implements the character set, see the HP-71 IDS Volume I.

## GENERAL FEATURES

Alternate character set
ASSIGN \#
ENDIVE
EXACT
Files

FLAGS
BEEP ON/OFF
Beep volume
Math Exceptions
OPTION BASE/ROUND/ANGLE
Other system or user flags (include flag number)

STARTUP
Variables

Other

DISPLAY
CONTRAST
DELAY
FIX/SCI/ENG/STD
WIDTH
WINDOW

## KEYBOARD

LC
Redefined keys
USER mode

HAIL
ASSIGN 10
DISPLAY IS
PRINTER IS
PWIDTH
STANDBY

NOTES This program does not modify any general features, flags, start up, display, keyboard or HPIL parameters.

## 71－00007

10 ！CHAFSET－Written by Eruce Stephens
20 ！Creates a LEX file that contains the current character set and adde a keyword
EO ！that eriables the character set．
40 DIM Fक［8］，V\＄［7］，W\＄［8］
EO DESTFOY ALL
GO INFUT＂New LEX file name：＂；$F$
70 INFUT＂VEFis string：＂：V\＄
GO INFLIT＂Name of riew feyword：＂：W末 G W
90 INFUTT＂Le：id \＃（decimej）：＂：Li
100 INFUT＂Tal：en \＃（decjmal）：＂：
110 INFUT＂Eluffer id \＃（decima］）：＂：
$120 \mathrm{C}=\mathrm{LEN}(\mathrm{CHAF}$ SET $\$$ ）／o
1こ0 $T=121+L E N(V \$ 8 W \$)+6 * C$ ．
140 DIM Fक［T＊2］，Z\＄［C＊12＋16］




190 Fक＝Fक\＆＂OOOD＂\＆FNH\＄（2＊LEN（W\＄）－1）\＆FNT\＄（W\＄）\＆FNS\＄（CHF（\＄（LZ））





250 F $\$=F \$ \& F N S \$(C H F \$(L \Xi)$ ）



2GO F\＄＝F\＄\＆FNH\＄（C＊12）\＆FNH\＄（C＊12 DIV 16）\＆FNH\＄（C＊12DIV 256）


こ2O A＝HTD（ADDF（F\＄））
33 FOrF DTHक $(A+37)$ ，F＇$\$$
ㄴ40 F마E DTH\＄（A＋16）：＂802e（0）＂
350 STOF
360 DEF FNH $\$(N)=D T H \$(N)[5,5]$
370 DEF FNS $\$(S \$)$
SBO Z\＄＝＂＂
390 FOR $Z=1$ TO LEN（S\＄）

410 NEXT 2
420 FNS $\$=2$ ．
430 END DEF
440 DEF FNT\＄［15オ心］（S\＄）
450 $\quad Z=1 "$
460 FOF $Z=1$ TO LEN（S\＄）

48 O NEXT $Z$
490 FNT $\$=Z \$$
EOO END DEF

Program Title Customization Utilities (CUSTUTIL)
Contributor Hewlett Packard Company
Address $\quad 1000$ N.E. Circle Blvd.
City Corvallis State Or. Country U.S.A.

Program Description (include equations) CUSTUTIL provides six keywords that are helpful in customizing the user interface: INLINE gives an enhanced input capability; it allows you to determine the cursor position and type, and which keys terminate MSG\$ allows for localization of error messages and user input, making it possible for a Basic program to be translated in to any language automatically. KEYWAIT\$ puts the 71 in a low power state, waiting for a key to be hit, then returns key name. SCROLL scrolls the message in the display the specified number of characters. KEYNAM\$ returns keynameg given keycode. KEYNUM returns keycodeg given keyname.

Necessary Accessories None

Operating limits and wamings

Minimum RAM Requirement 1007 bytes

## References

This program has been vertied only with respect to the numerical example given in Program Description. Uner eccepts and uses this program material AT HIS OWN RISK. in reliance solely upon his own inspection of the program material and without reliance upon any representation or description concerning the program material.
NEITHER HP NOR THE CONTRIBUTOR MAKES ANY EXPRESS OR IMPLIED WARRANTY OF ANY KIND WITH REGARD TO THIS PROGRAM MATERIAL, INCLUDING. BUT NOT LIMITED TO. THE IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE. NEITHER HP NOR THE CONTRIBUTOR SHALL BE LIABLE FOR INCIDENTAL OR CONSEQUENTIAL DAMAGES IN CONNECTION WITH OR ARISING OUT OF THE FURNISHING. USE OR PERFORMANCE OF
THIS PROGRAM MATERIAL.

## INLINE St．atement．

Syntax：
INLINE＜infut string：schar\＃in LC［ position i．，．．．
 ．．．［パがariatleぶ｣］

```
\becauseinfut string::;= String EMpression tag te disflayed as frempt
&char# iri LC[M pos, 1>::= Humeric expression which rounds to %,
sucr, thi\nit: 
Vajue out of range generates error.
[etermines how many eriaracters of disc]syed
    string are scrolled off left end of the
    cusflay, For Exameje:
        1=% ric etiarseters serciled
        <"=` 1 chara=ter sigrolleg
```

<cursor fositype:: : Nimmeric expression which rounds to $x$.
suer, that: $1<=|x| \leqslant=\xi \in$
4-alue out of range generates error.
[ietermines which etiaracter in the disfilay
rhe curser $i=0 n$. Fegardies: of infut,
t.tis value $i=$ forced tu te at least as large
as the char" of the first readatile chararter
iri the disfias: alse, it $i \equiv$ forieed to be ni
tigaer thar: i eharaEter fosition tiey心rid the
idjt rea口atle chararter in the input string.
Negative argument indicates an insert cursor.
<terminators:: $=$
Sirjrip expres in of the form:

Keve are numbered in row-major order 1-5e.
For f-stijfted reve, add 5E: for g-shifted

［JEtermines which keus terminate IHLIHE． Null string or strina not conforming tu suntax atnuie generates error．

```
    '#'ms last character in string is ignored,
```

«uariatilei?: : =
©variatleã: : =

〔variatleis：：$=$
«variatleデ〉：：＝

Numeric variatle ints uhich the terminator number $u s$ returried．The Variatile specified contains＇$n$＇en exit if the terminator hit． was the rith sperities iri the terminator liEt．

Nimeric variatle irita which the final cursor prosition ana tufe $1=$ returned．

# 71－00008 

©variatuç：：：＝

Hssuming｜variatici $i=n$ ，the cursor was on the nth character in the＇free portion＇of the display buffer，See the digeussion of WINDOUll in the HF－Ti feference Marual for details．

If＜variableà＜ú，then irisert curser
Numeric variatie into which the charaster\＃ in LG：position 1 iz returned．

Gnce again，note that WINDOU！affect． effective size and location of the LC［i．
［ieseriftior：：
INLINE is a statement t．fist extends the capatijisty given in the HF－ $\bar{i} \equiv$ IHFLT statenent ans KEYiz function．INLINE allows you to speaify
a）the prompit string
b）the number of prompt stririg characters to be scrolled off the left side of the disflay
c）where in the aisflay the cursor is to come up flasting，and d）what type of cursor（reflaceirinsert）

INLINE allows the user to press any combination of keys for input． and editing，just like the INPUT statement．While INPUT terminates exiecution only wher．sfecific keys are pressej ssuch as［Endiine］）， an！：number of different keys can te defined te termiriate INLINE eriecistion．When one of these terminating kewz is preszed，IHLINE returns a riunter that．irioicates which key caused ternination； INLINE Will optionilly return adritionsl values indicating the cursor position＇twpe and riumber of characters serolled off the left side of t．tie display on erit．

For increasea customazation，the input striris may contain cursor on and cursar off characters to make certain portions cif the string non－editatile．

There are three additionsl limitistions flaced on the infut farameters for ©char＂in LCD pas． 1 ＞and＜cursor pos．＞：

1）If＜char\＃in LCD pos 1＞is greater than＜cursor pos＞，then ＜char\＃ir：LCD pos 1$\rangle$ is eet．equal to ccursor posy．
2）«char\＃iri LCD pos 1$\rangle$ is limited to be＜＝ 9 －WIHDOUSize
 the specified＜curser pos；takes precedence，and the＜char\＃in LCD Fosition 1$\rangle$ is ineremented until the cursor character affears in the display windew．

For examfle．

According to（i）above，＜enar\＃iri LCD pos 1 〉 becomes en，instead of 91．Then，eccording to（2）above，〈char\＃in LC0 pes 1 〉 becomes 75 ©assuming the default UIHNOlisize of $2 \bar{z}$ ）．

To illustrate 〔3〉 above
INLINE A
In order to get character \#g5 in the diEclay window, character \#í4 (sé-iz) is fut in LC.j position 1.

Following is an example jllustriting the use ot pretected fields ©non-editable characters, iri the <input. stringe:

 the user cannet tizal the curger uf ower the frompt since the eurser was turned off. However, they can eait the detault input string sirice the cursor was turnec tiack on. The refiace cursor will come uf on the first 'readanle' character, that is the first charecter displayed in which the cursor $i s$ on in this examele that is the first chararter ef the default input string; -- this was specifzeu by the cursor position, t.jpe argument. Trie firzt character of the inf:ut string will be scrolled off the left side of the cisfla!' -- thi mas eperified by the next
argument.
INLINE will termiriate on one of three keus:
[Endiane], [lip arrow], [Down arrowj, If [[wn arrow] is the terminatior key, $A=\Xi$ ori exit. If the user t.yped in a five character riame tefore mit.tirig the terminator key ©assuming no tiacksfacesy, $E=17$ ori exit ethe cursor originallu came up or, the leth character in t.tie disflay and was adwanced 5 more ctiaracte: positions), and $c=2$,

Wote that t.tie <cursor position’ argumerit. 'counts' readable characters only. Alse, DISF done in the above examfie returns only the user infut including the default infut; , not the prompt itself.

Also note thist the cursor position argument anie titie value retiurned iri the first optional variacle do not operate totalls analogous. The cursor position argument count: readatle characters only, whereas the walue returned in $E$ in the examele abovè refiects the TGTAL number of characters in the "free fortion" of the disflas, readable and rion-readatic

Related Kebwords:
[I]SPI, WIHDCUM

KEY'NAMF Function
syntex:
KEMNAME<<ptivsical keveades?
<phisical kevecde:::= Numeric expression, reurided to integer $k$, such t.fist $1:=x<=10:$

All values out of range (with the exception of zero' oenerate ar: error.

[eserifition:
Giver the phivical keyceoe ekeve are numberea in row-major order),
 function in the $H F-\bar{r} 1$ Reference Mariul for ar explanation of key names.

KEYHAM\# is t.tie complement of kethum,
Examples:
KEVMNAME(1) -- returnis e
KEYNAME (113) -- returris a
KEYMNAMF:50 -- returris T0

Felated Kevwords:
rEMANUM

```
Eynntax:
```

KEYiHumi <kes riame:;
<ke! name?: : =
Etririg expression
Hn's string that isn't a walid key name
gerierates an error, with one exeeption:
If the st.ring is nuli. kerfully returns 0.
FEfer to 'vev' rianie' in the olassary' of t.tie
HF-T Fefererce rianual for further details.
[esserifition:
 It. is t.tie complement of kE'idratis.

Examfles:

```
kEY'HL|M" Q") -- returris !
KEvilum<"f(Q") -- returris 5:
KEYH\UNG"#113") -- ret.urri= 11%
```

Related K'ebwords:
kEYMUAMF

HErldÁIT\＄Furirtiont
－－－－ー－ー－

Eyint．ax；

KEvWAIT $\$$
［eserriftioni
 ponier cansumftion state untjl a ke＇t is fresses：winen a key is pressey，kethiliti returns the corresponaing key name．

Felated Kebucirds：
$K E Y \$$

MSG\＄Function
－ー－

Syntex：
NSG\＄（＜111mmm）
where lll is the thiree－ciait LErifile ID
and mmm is the three－digit．message number．
If the eperified LEX file doesn＇t exist，or if the sperified message number does net exist in the LE：file，MEGE returns the null string．

Lusecriptian！
MGG年 allcus a BAEIE user to tuily custom messages from any messape table．In additic．n，the translation capatilitu prowides a powerful tocl for RASIE apolication facs to accept commands in any language． An Excellent examfle is the HP－ī TExt Editor a RAEIC progran t．int et．ores all its comiarids，resporises．and HELF eatalog information in message tatie．All user input is compares to entries in the message table，using MELi．

To build yeur oun fareigr，language LE：file，refer to MisGitin the HF－ア；ILS Voiunte I．

Examples：
［ISP MSG\＄i255131；－－disflays messade number 131 from LEX file 255， according to the forejari language LEX file that $i \equiv$ currentiy pluggea ir！，
［）］SP MEGEROESaO1）－diEFlays tME first message from LEx file ES

## syntas:

SCROLL <char\# in LCD pos. 1 》
<char" in LCD pos. $1:::=$ Numeric expressiori, rounded to an integer value.
Errors if negative.

## Descriftion:

The SCROL statement scrolls the messaue in the display the necessary, number of characters, se thiat the character you specify appears in LCD pesition 1 .

The number of characters can be sfecified by any positive numerie expression. An error resi-its if the roundes integer value is negative, or if it exceeds 1.048,575 <FFFFF $\mathrm{HE} \%$ ).

For a roundey integer value of 0 , SCROLL interprets the parameter es 1.

Related Keymords:
WINDOW

PROGRAM DESCRIPTION

Program Title Extended Showport
Contributor HEWLETT PACKARD COMPANY
Address 1000 N.E. Circle Blvd.
City Corvallis
State OR.
Country U.S.A.

Telephone (503)757-2000 Zip/Postal Code 97330

Program Description (include equations) SHOWPORT in operating release lBBBB only gives information on RAM which has been freed with FREEPORT. This lexfile extends SHOWPORT so it gives information on all RAM.

After SHOWPORT gives information on all independent RAM and ROM, it gives the information on all other RAM (system RAM). The device type number of system RAM is 0 .

The extended SHOWPORT lexfile is operated from the keyword "Showport".

## Necessary Accessories None

Operating limits and wamings

## References

This program has been vertied only with respect to the numerical example given in Program Description. User accepts and uses this program material AT HIS OWN RISK, in reliance solely upon his own inspection of the program material and without reliance upon any representation or description concerning the program material.

NEITHER HP NOR THE CONTRIBUTOR MAKES ANY EXPRESS OR IMPLIED WARRANTY OF ANY KIND WITH REGARD TO THIS PROGRAM MATERIAL. INCLUDING, BUT NOT LMITED TO. THE IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE. NEITHER HP NOR THE CONTRIBUTOR SHALL BE LIABLE FOR INCIDENTAL OR CONSEQUENTIAL DAMAGES IN CONNECTION WITH OR ARISING OUT OF THE FURNISHING. USE OR PERFORMANCE OF THIC DRNGRAM MATFRIAI

## 71 - 1010 PROGRAM DESCRIPTION

## Program Title

Simple and Enhanced Key Redefinition
Contributor HEWLETT-PACKARD COMPANY
Address 1000 NE Circle Blvd
City
State

Oregon
Zip/Postal Code 97330

Program Description (include equations) KEYDEF allows keys to be redefined with a minimum of keystrokes. It leads the user through the redefinition process with a straightforward series of prompts. The user can also choose to scroll through the "keys" file, viewing and editing already-existing key assignments. It also provides a simple mechanism for imbedding escape characters in an assignment string using an intuitive list of mnemonics (see page 10).

## Necessary Accessories <br> CUSTUTIL LEX file

Operating limits and wamings

## Minimum RAM Requirement

## NAME

## DEFINITION

Cursor position in user-input string.
Cursor position while entering escape character.
Ending Keycode - largest physical keycode that has an assignment associated with it.

Flag indicates keys file was secure on entry.
Index variable for scrolling through keys file - contains physical keycode.
Index variable for matching user-input escape sequence mnemonic to
corresponding escape character.
Indicates which key terminated user input.
Character \# in LCD position 1 (for INLINE prompting).
Position of blank in $D \$$; Position of escape character in assignment string.
Starting keycode - smallest physical keycode that has an assignment
associated with it;
$=-1$ if not yet determined
$=\emptyset$ if no redefined keys
Window start - ensures prompt is in protected field of display.
Assignment string currently (or proposed to be) associated to a particular key. Display contents when scrolling through key assignments.

Array of escape sequence mnemonics, and their corresponding escape characters. Escape sequence mnemonic input by user.

Indicates key to redefine.
Prompt .
User response to " $\mathrm{Y} / \mathrm{N}$ " prompt.
Type of assignment currently - ":", ";", or space. Type of assignment proposed -

Saves information about the user's environment:
$2 \$[1,6]$ - lst alternate character set character
2\$[7,21] - System flags -13 through -64 User flags 0 through 7

Assume you want keys redefined as follows:
The [Q] key is to become a typing aid to display:
$A \$=A \$ \& A \$ @$

The [RUN] key is to remain a "direct execute" key, in the sense that pushing it will cause execution, without altering the display, but instead of running current file it will

EDIT NEW
The [<] key is to become a typing aid. When hit in User mode, the following will be added to the display contents, and then the entire display contents will be executed as though [END LINE] was pressed

CAT ALL
Additionally, redefine [ $\uparrow$ ] so that when it is pressed in User mode, some escape sequences are sent to the display device. Have it display $A B C$, home the cursor, then display DEF.
Re-define [B], then delete the key redefinition.
Finally, before exiting the program, scroll through your file of key redefinitions. Make some modifications and delete a key redefinition.


| DISPLAY CONTENTS | USER RESPONSE | COMMENTS |
| :---: | :---: | :---: |
| Assigrment complete |  | No response |
| Done? | N |  |
| Hit key to re-define | $<$ | Hit [g] [.] |
| String | CAT ALI [ENDLINE] |  |
| TYpe: ; or : or [SPC] | [SPC] | Hit the [SPC] key |
| Assignment complete |  | No response |
| Done? | N |  |
| Hit key to re-define | $<$ | Let's double check this one, to |
| String CAT ALI | [ENDLINE] | No change |
| Type: [SPC] or ; or : | [SPC] | Note that this time [SPC] was the first terminator type displayed |
| Assignment complete Done? |  | No response |
|  | N |  |
| Hit key to re-define | [4] | Hit the [4] key |
| String | ABC [ Runs ] | Hitting the [RUN] key puts th |
|  |  | program in the proper mode to recognize escape sequence |
|  |  | mnemonics. Notice that after |
|  |  | [RISI] is hit, the 0 |
|  |  | annunciator comes on, |
|  |  | indicating it is waiting for |
|  |  | a mmemonic. |

## rill- 1010 SAMPLE PROBLEM SOLUTION



## DISPLAY CONTENTS

KEY Q ;AS=AS\&AS@

KEY \#46 :EDIT NEW
KEY \#50 ;ABC ${ }^{\mathrm{E}} \mathrm{C}$ DEF

KEY < CATALo
KEY Q ;A\$=A\$\&A\$@

KEY Q ;AS
KEY Q ; AS ${ }^{E} \subset$
Assignment complete

KEY \#46 : EDIT NEW
KEY < CAT ALI
Assignment complete

## COMMENTS

There is nothing wrong with tr program! It takes about 6 seconds to display the next $k \in$ assignment, since there are nc redefined keys between $Q$ (Keyoode \#l) and [RUN] (keycod \#46). KEYSCROLL checks each key to see if it's redefined

It takes about 14 seconds to see the next redefined key, since it has keyoode 166. The program operates mach more rapidly when redefined keys have keycodes that are closer together.

Go to first redefined key
Key assignments can be changed as well as viewed from

KEYSCROLI
Cursor far left mnemonic

Next redefined key displayed automatically

Go to last key redefinition
Change the terminator type

71-00010 SAMPLE PROBLEM SOLUTION


If KEYDEF is interrupted via the ATTN key, and never allowed to exit normally, the following may be changed from what they were on entry:

## GENERAL FEATURES

Alternate character set The first alternate character (CHRS (128)) is set to ${ }^{E_{C}}$ (CHRS (31) \& CHRS (21) \& CHRS (113) \& CHRS (80) \& CHRS (80))
ENDIVE
EXACT
Files If the user answers ' $Y$ ' to the prompt asking to 'Unsecure keys file', and suspends the program, the keys file will still be insecure. When the program exits normally*, it re-secures the keys file, and gives a message to that effect.

FLAGS
BEEP ON/OFF
Beep volume
Math Exceptions
OPTION BASE/ROUND/ANGLE
Other system or user flags (include flag number) Flag - 16 (Option Base is set to 0 ) Flags 0,5

## STARTUP

Variables If KEYDEF is suspended by ATHN and not to be continued, then entering END from the keyboard will restore all your variables (Executing END will not restore CHR\$ (128), the status of the keys file, or flags $0,5,-16$ ).

Other

DISPLAY
CONTRAST
DELAY
FIX/SCI/ENG/STD
WIDTH
WINDOW Window is changed to 1 (machine default)

```
KEYBOARD
LC
Re-defined keys Whatever the user changes them to
USER mode
```


## HAIL

ASSIGN IO
DISPLAY IS
PRINTER IS
PWIDTH
STANDBY

NOTES *It is perfectly acceptable to interrupt KEYDEF using the ATIN key. However, the only way to restore your system to its previous state is to CaNT; this gives KEYDEF the opportunity to restore your variables, CHRS (128), flags $0,5,-16$, etc. You know KEYDEF has done this when it gives the message "Exiting KEYDEF". If AIMN is hit curing a prompt requiring a " Y " or " N " response, then when the program continues, the prompt is not

| Mnemonic | Escape Character | Effect |
| :---: | :---: | :---: |
| INSW | N | Insert cursor (with wrap-around) |
| InS | Q | Insert cursor |
| RPL | R | Replace cursor |
| CRT | C | Moves cursor right |
| CLT | D | Moves cursor left |
| CHM | H | Hames cursor |
| $C D$ | J | Clears display |
| DEL | K | Deletes through end of line |
| CON | 7 | Turns cursor on |
| CFF | $\leqslant$ | Tums cursor off |
| RD | E | Resets display |
| DCW | 0 | Deletes character (with wrap-around) |
| DC | P | Deletes character |
| CPV | 8 | Sets cursor position in video monitor (See page $328 \mathrm{HP}-7$ |
|  |  | Reference Manual) |
| CFR | (CHRS (3) ) ↔ | Moves cursor to right of righmost character |
| CFL | (CHRS (4)) $\propto$ | Moves cursor to leftmost character |



## ROMAN8

Necessary Accessories None

Supported Accessories N/A
Operating limits and warnings None

| File name(s) _ ROMAN8LX |
| :--- |
| Size of file(s) 850 bytes ___ Additional RAM Requirement to run the program __ None |
| References |

[^5]case (if there is currently no alternate character set defined), executing CHARSET ROMAN8\$ will take up 772 additional bytes for the newly created charset buffer. So 1548 bytes is required for successful execution of CHARSET ROMAN8\$, although only 772 of those are permanently used. (The lex file does not have to stick around after the alternate character set is defined, although it is needed again if the ROMAN 8 character set is desired after the alternate character set has been redefined.)

Sample Usage: CHARSET ROMAN8\$

| ROMAN | 8 | CHARAC | SET |
| :---: | :---: | :---: | :---: |
| CHR\$(161) $={ }^{\prime} A^{\prime}$ |  | CHRS(193) ${ }^{\prime} \mathrm{E}^{\prime}$ ' | CHR\$(225) = ${ }^{\text {a }}$, |
| CHRS(162) $=$ ' $A$, |  | CHRS(194) ' $^{\prime}{ }^{\prime}$ | CHRE(226) = ${ }^{\text {a }}$, |
| CHR\$(163) $=$ ' ${ }^{\text {c }}$ |  | CHR\$(195) $=$ '0' | CHR\$(227) $=$ ' ${ }^{\prime}$ |
| CHRS(154) $=$ ' ${ }^{\text {' }}$ |  | CHRS(196) = 'a' | CHRS(228) $=$ ' ${ }^{\text {d }}$ |
| CHRS(165) = 'E' |  | CHRE(197) ' $^{\text {e }}$ ' |  |
| CHRS(166) $=$ 'I' |  | CHRS(198) $=$ '0' | CHRs(230) $=1 \pm$ |
| CHR\$(167) ='I' |  | CHR£(199) = ' ${ }^{\text {' }}$ | CHRE (231) $=10^{\circ}$ |
| CHRS(168) $=\cdot \cdot \cdot$ |  | CHRS (200) = 'a' | CHRS (232) $=10^{\circ}$ |
| CHRS(169) $=$ ' |  | CHRE(201) = 'e' | CHRS (233) $=^{\prime} 0^{\circ}$ |
| CHRS(170) $=$ ' |  | CHRS(202) = ' ${ }^{\text {' }}$ | CHRS (234) = ' ${ }^{\text {a }}$ |
| CHRS(171) $=$ ' |  | CHR\$(203) = ' i' | CHRS(235) = 's' |
| CHRS(172) $=\cdots$, |  | CHR\$(204) = ${ }^{\text {a }}$ ' | CHRS (236) = 'š' |
| CHRE (173) $=$ ' ${ }^{\text {d }}$ |  | CHRS(205) = 'e' | CHRs(237) = ' ${ }^{\text {¢ }}$ |
| CHRE(174) $=$ '0' |  | CHR\$(206) $=10{ }^{\prime}$ | CHR\$(238) $=1$. |
| CHRS(175) $=$ ' ${ }^{\text {c }}$, |  | CHRS(207) = 'u' | CHRS (239) $=1 y^{\prime}$ |
| CHRS(176) $=^{-\cdots}$ |  | CHR\$(208) $=1 \mathrm{~A}^{\prime}$ | CHR\$(240) $={ }^{\prime} p^{\prime}$ |
| CHRs(177) $=$ ' |  | CHRS(209) =' $\mathrm{i}^{\prime}$ | CHRS(241) $=$ ' $p^{\prime}$ |
| CHRS(178) $=$ |  | CHRS(210) $=$ ' ${ }^{\prime}$ ' | CHR\$(242) $=$, |
| CHRS(179) $=\cdot \cdots$ |  | CHR\$(211) $=$ 'f' | CHR\$(243) $=$, |
| CHRS (180) $=$ ' $C^{\prime}$ ' |  | CHRS(212) $=$ ' ${ }^{\text {a }}$ ' | CHR\$(244) $=$, |
| CHRs(181) $=$ ' $£$ ' |  |  | CHRS(245) $=$ ' |
| CHRS(182) $=$ 'N' |  | CHRE(214) ${ }^{\prime} \phi^{\prime}$ | CHRS(246) = - ${ }^{\text {- }}$ |
| CHRE(183) $=$ ' ${ }^{\text { }}$. |  | CHRS(215) $=$ ' $\mathrm{m}^{\prime}$ | CHR\$(247) $=$ ' $\mathrm{I}^{\prime}$ ' |
| CHR\$(184) $=1{ }^{\prime}$ |  | CHRS (216) $=$ 'A ${ }^{\prime}$ | CHRS(248) $=$ ' ${ }^{\text {c }}$, |
| CHRS(185) $=1{ }^{\prime}$ ' |  | CHR\$(217) $=$ ' ${ }^{\prime}$ ' | CHRS(249) $=$ ' ${ }^{\text {a }}$, |
| CHRS(186) = '0. |  | CHR\$(218) $=$ '0' | CHRE(250) $=18$, |
| CHRS(187) $=$ '£ ${ }^{\text {c }}$ |  | CHR\$(219) $=^{\prime} 0^{\prime}$ |  |
| CHRS(188) $=$ ' ${ }^{\prime}$, |  | CHR\$(220)='E' | CHR\$(252) $=$ ' ${ }^{\prime}$ |
| CHRS(189) = 's. |  | CHR\$(221)='i' | CHRS(253) = ' ${ }^{\prime}$ ' |
| CHRS(190) $=$ ' ${ }^{\prime}$, |  | CHRS(222) $=$ ' $\beta$ ' | CHR\$(254) $=$ ' $\pm$ ' |
| CHRS (191) $=$ ' ' $^{\prime}$ |  | CHRE(223) $={ }^{\circ} 0^{\circ}$ | CHRS(255) $=\cdots$ |
| CHR\$(192) $=$ 'a' |  | CHR\$(224) $=$ ' ${ }^{\text {a }}$ |  |

Mass-storage Catalog

$$
01 / 23 / 85 \quad 19=04=34
$$

Volume 1 abel:

NAME
S TYPE
LEN
DATE
TIME

ROWCOL
LIFELEX
BANNER
CLOCKDSP
TEXTUTIL
CHARSET
CUSTUTIL
SHOWPORT KEYDEF
ROMANBLX

LEX
LEX
LEX
LEX
LEX
BASIC
LEX
LEX
BASIC
LEX
$119 \square 1 / 01 / \square \emptyset$
$00=5 日$ $457 \square 1 / Q 1 / 0 \square \quad \emptyset Q=57$ $20201 / 01 / 00 \quad 00=57$ उ2 $01 / 01 / 00 \quad 00=58$
$151201 / 01 / 00 \quad 00=58$
$132001 / 01 / 0000=59$
1007 Q1/Q1/Q日 Q1=01 $151 \quad 01 / 01 / 00 \quad 01=01$
$3214 \quad 01 / 01 / 00 \quad 01=02$ $85 \square \square 1 / \square 1 / 0 \square \quad \square 1=\square 4$


[^0]:    
    
    NETHER HP NOR THE CONTMUEUTOR MAKES ANY EXPRESS OR MM LIED WARRANTY OF ANY KID WIT REGARD TO THE PROGRAM MATERIAL INCLUDING. OUT NOT LiMITED TO. THE MPLED WARRANTS OF MERCHWNTABUTY AND FUMES FOR A PARTiCULAR PURPOSE. METER HP NOR THE CONTRIBUTOR
     THE PROGRAM MATERML

[^1]:    
    
    WETHER HP NOR THE CONTRIBUTOR MAKES ANY EXPRESS OR MPLIED WARRANTY OF ANY KID WIT REGARD TO THE PROGRAM MATERIAL MCLUDING. OUT MOT LATED TO. THE MPLIED WARRANTS OF MEACHUNTABUTY AND FUMES FOR A PARTICULAR PURPOSE. NEITHER HP NOR THE CONTRIBUTOR SHUL BE LUBE FOR MCIOENTAL ON CONSEOUENTLL OHMAGES W CONNECTION WITH OR ARISNGG OUT OF THE FURNUSHMG. USE OR PERFORMANCE OF THE PROGRAM MATERUL

[^2]:     mince solidly upon his own mapection of the procren maia and whorl reliance upon any representation or dmerpeon concerning the program maternal.
    NEITHER HP NOR THE CONTRIBUTOR MAKES ANY EXPRESS OR MOILED WARRANTY OF ANY KN WITH REGARD TO THE PROGRAM MATERIAL MCLUONGG CUT NOT LMTED TO. THE MPLLED WARRANTS OF MERCHANTABLTT AND FITNESS FOR A PARTiCULAR PURPOSE. NETHER MP NOR THE CONTRIBUTOR GULL PE LADLE FOR WCDENTAL OR CONSEOUENTLL DUKES W CONNECTION WITH OR ARMS OUT OF THE FURNESMMG, USE OR PERFORMANCE OF THIS PROGRAM MATERUL

[^3]:    This program has been verified only with respect wo the numerical example give in Program Description. User scopes and uses wis program material AT HIS OWN RISK, in Fiance solve upon his own inspection of the program maternal and without retience upon any represemation or description concerning the program maternal.
    NETHER HP NOR THE CONTRIBUTOR MAKES ANY EXPRESS OR MAPLE WARRANTY OF ANY KID WITH REGARD TO THE PROGRAM MATERIAL DELUDING. BUT NOT LMITED TO. THE MP LIED WARRANTS OF MERCHANTABUUTY AND FITNESS FOR A PARTICULAR PURPOSE. NETHER HP NOR THE CONTRIBUTOR SHUL BE LISLE FOR WCIDENTAL OR CONSEOUENTLL DAMAGES W CONNECTION WITH OR ARISING OUT OF THE FURNASHMG. USE OR PERFORMANCE OF THE PROGRAM MATERNL

[^4]:    This program has been vertied only with respect to the numerical example given in Program Description. User accepts and uses this program material AT HIS OWN RISK, in reliance solety upon his own inspection of the program material and without reliance upon any representation or description concerning the program material.

    NEITHER HP NOR THE CONTRIBUTOR MAKES ANY EXPRESS OR IMPLIED WARRANTY OF ANY KIND WITH REGARD TO THIS PROGRAM MATERIAL. INCLUDING BUT NOT LIMITED TO. THE IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE. NEITHER HP NOR THE CONTRIBUTOR SHALL BE LIABLE FOR INCIDENTAL OR CONSEOUENTIAL DAMAGES IN CONNECTION WITH OR ARISING OUT OF THE FURNISHING, USE OR PERFORMANCE OF THIS PROGRAM MATERIAL.

[^5]:    This program has been werified onty with respect so the numencal exemple give in Program Doscription. User scopots end uses this progran meteried AT HIS OWN RISK. in
    
    MEITHER HP NOR THE CONTRIEUTOR MAKES ANY EXPRESS OR MAPLED WARRANTY OF ANY KRND WTTH REGARD TO THE PROGRAM MATERIAL NCLUDING. OUT NOT LMMTED TO. THE MPLED WARRANTES OF MERCHANTABLITY ANO FTTNESS FOA A PARTICULAR PURPOSE. METHER HP NOR THE CONTRIBUTOR SHALL BE LUBLE FOR WCIDENTAL OR CONSEOUENTLL DAMAGES WN CONNECTION WTH OR ARLSNG OUT OF THE FURNASHNG. USE OR PERFORMANCE OF THE PROGRAM MATERML

